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I’m an RPC guy in my bones. I spent years of my life working with
  various remote procedure call technologies, so when SOAP came along, it
  seemed like the obvious next step on this path. To me, web services meant
  SOAP, period.
Then REST appeared.
When the RESTful approach first hit the scene, I wrote a short article
  describing it. At the end, I noted SOAP’s broad support, then closed with
  this:
Still, even though SOAP is already quite well established, the ideas
    embodied in REST are worth understanding. Web services are still new, and
    REST makes a remarkably interesting contribution to the technology.


For a SOAP guy in 2002, I thought I was being quite open-minded. The
  REST fans didn’t see it this way. My inbox sizzled with mail telling me that
  I was stupid for not immediately seeing REST’s innate superiority over the
  pure evil that was SOAP.
My response was to completely ignore REST for the next several years.
  I didn’t write about it, I didn’t speak about it, and I wouldn’t even take
  questions on the topic during talks on web services. I was convinced that
  REST was the religion of a small band of fanatics, and rude ones at that.
  The common appellation for a REST fan—RESTafarian—seemed very appropriate to me,
  derived as it was from the name of an actual religion. These people were
  true believers, and I couldn’t share their faith.
Yet REST was too cool to ignore forever. Once you get your mind around
  the approach (which doesn’t take long—it’s simple), REST’s beauty is
  evident. More important, REST’s utility is also evident. While SOAP and the
  WS-* protocols still have a significant role, REST is useful in many, many
  situations. To one degree or another, we’re all RESTafarians now.
There’s no better evidence of this than Microsoft’s embrace of REST in
  Windows Communication Foundation (WCF). While it’s wrong to view this as
  marking the end of SOAP, WCF’s REST support is a big endorsement from what
  was once the strongest bunch of SOAP advocates. Developers now have a single
  foundation on which to build all kinds of web services.
But while REST is simple, WCF is not. To really understand and exploit
  this part of WCF requires a knowledgeable and experienced guide. I don’t
  know anybody who’s better suited to this role than Jon Flanders. Along with
  being one of the smartest people I know, and one of the most capable
  developers, Jon is first-rate at explaining complicated things.
Even to a long-time RPC guy like me, it’s clear that RESTful services
  will be a big part of the future. This book is the best introduction I’ve
  seen to creating and using these services with WCF. If you’re a WCF
  developer looking to enter the RESTful world, this book is for you.

Preface



I’ve been working with the Web throughout my entire software
  engineering career. I started out writing ASP pages and COM components. I
  then moved into the world of .NET with ASP.NET and ASMX web services.
In 2004, I got involved with BizTalk Server, which pushed me even more
  into the world of services and XML. I worked with Windows Communication
  Foundation (WCF) in its early beta stages, before its release in 2007. At
  that time, the Microsoft world of services was focused on service-oriented
  architecture (SOA), SOAP, and the WS-* specifications as the preferred
  methods for building services.
Had I been paying attention, I would have noticed that in 2000 a man
  named Roy Fielding had written a doctoral dissertation describing the
  architecture of the Web. By 2000, the Web had arguably become the world’s
  biggest and most scalable distributed application platform. In his
  dissertation, Fielding examined this platform and distilled from it an
  architectural style based on the factors that led to its success. He named
  this architecture REST and suggested it as a way of building not only
  websites, but also web services.
REST is an architecture that uses the strengths of the Web to build
  services. It proposes a set of constraints that simplifies development and
  encourages more scalable designs.
Developers (the majority of whom were outside the Microsoft world)
  began to adopt this set of architectural constraints shortly after it was
  proposed (although, to be fair, there were a few inside the Microsoft camp
  who jumped on the REST technology). Many toolkits embraced REST as the major
  driver for building applications and services, especially Ruby on Rails,
  which soared in popularity.
Although WCF isn’t tied to SOAP and WS-*, the majority of its
  programming model was initially geared toward building those kinds of
  services. The WCF channel model actually did have support for building
  services using REST, but the WCF programming model lacked explicit support
  for doing so.
In 2007, a Microsoft program manager named Steve Maine spearheaded an
  effort to build a REST programming model on top of the WCF infrastructure.
  This model was released with WCF 3.5 in early 2008.
It was around that time that I read RESTful Web
  Services by Leonard Richardson and Sam Ruby (O’Reilly). After
  reading and digesting that book, I finally, truly “got it.” The “it” that I
  got wasn’t about the technological details, since I understood that part
  pretty well even before reading the book. The “it” was why people are so
  enthusiastic about REST. These people are often referred to as RESTafarians,
  and I now consider myself one of them.
To me, a RESTafarian isn’t someone who is religious and argumentative
  about REST on web forums and blogs (or someone who sends nasty emails to
  smart people like David Chappell). A RESTafarian is someone who really knows
  the REST architecture and knows when to apply it in building services. A
  RESTafarian is someone who understands that using REST’s architectural
  constraints to build services provides a big advantage over RPC-type
  technology for a large number of systems.
I confess, I am indeed now a RESTafarian. I’ll admit it openly and
  freely. I think using REST should be the first choice when building
  services, and that RPC should be chosen only if the system requires some
  particular feature exclusive to RPC technology (like SOAP and WS-*).
After coming to this conclusion, I knew I needed to write this book. I
  think that all developers deserve to have the tools they need to build
  highly scalable, loosely coupled services using REST techniques. Hopefully
  this book will help you learn the ways of REST and how to apply them when
  developing applications and services using .NET and WCF.
Who This Book Is For



This book is written for .NET developers who are familiar with WCF
    and REST and who want to learn about using the REST programming model in
    WCF 3.5.
This book does not teach the fundamentals of WCF. If you aren’t
    familiar with WCF, I highly recommend you read Learning
    WCF by Michele Leroux Bustamante (O’Reilly). Also, while this
    book does provide some background on REST (in Chapter 1), the book does not focus on the basics of REST.
    For that, I recommend reading RESTful Web Services,
    followed by Roy Fielding’s dissertation, available at http://www.ics.uci.edu/~fielding/pubs/dissertation/top.htm.
This book is intended to be a companion to both of the books listed
    above. The samples in this book are all in C#. All of the samples are
    available on this book’s website at http://www.rest-ful.net/book in both C# and VB.NET.


How This Book Is Organized



The main chapters of this book are all about WCF 3.5, and the
    appendixes cover the new features of the WCF 3.5 SP1 upgrade.
	Chapter 1, REST Basics
	Chapter 1 is an introduction to the basic
          concepts of REST. Again, this book is not intended to be a “learn
          everything about REST” book. This chapter is a gentle introduction
          to the concepts of REST. From this chapter you should get the basic
          ideas of REST, including how resources are identified by unique URIs
          and how to interact with those resources using the uniform interface
          of HTTP.

	Chapter 2, WCF RESTful Programming Model
	This chapter introduces the WCF channel and programming
          models. The purpose of this chapter is to get you oriented in terms
          of how WCF processes messages and uses those messages to call
          methods on your services. This chapter should give you a good idea
          of the plumbing that was added in WCF 3.5 to support this new
          programming model. It introduces the bindings and hosting
          infrastructure for building RESTful services as well as the
          UriTemplate class, which is used to map resource
          URIs onto your methods.

	Chapter 3, Programming Read-Only Services
	GET is arguably the most important of the
          verbs in the HTTP uniform interface. For a high percentage of
          services, most or all of the functionality is to return read-only
          data. This chapter will introduce you to the
          WebGetAttribute, which is the mechanism for
          building resources that return read-only representations.

	Chapter 4, Programming Read/Write Services
	WCF supports the remainder of the uniform interface
          (POST, PUT, and
          DELETE) through the
          WebInvokeAttribute. Combined with the
          UriTemplate class, this attribute will enable you
          to build a complete RESTful service that supports the whole uniform
          interface.

	Chapter 5, Hosting WCF RESTful Services
	Although this book isn’t about WCF in general, one of the key
          decisions any WCF developer will make is how and where to host
          services. The RESTful programming model influences that decision,
          since it is based on HTTP. This chapter will examine special
          considerations for hosting this type of endpoint.

	Chapter 6, Programming Feeds
	One of the most interesting and exciting features enabled by
          the RESTful programming model of WCF is the ability to work with
          feeds. Feeds today are not your father’s feeds. Feeds have
          historically been used (if any technology less than 10 years old can
          have real history) for publishing web logs (blogs), small technical
          articles, and the like. Feeds have expanded to include news and
          other kinds of website data, and are now quickly moving into the
          Enterprise. Feed readers are built into every modern browser, so
          they can provide a powerful way to expose corporate data. In this
          chapter, I’ll show you how to build and consume feeds using the WCF
          feed programming model.

	Chapter 7, Programming Ajax and Silverlight Clients
	Many people see RESTful services as being useful only for
          exposing data to Ajax-based applications such as mashups, but REST
          does have reach beyond this type of application. In this chapter,
          we’ll examine WCF 3.5’s ability to return data as XML- or
          JSON-encoded results, as well as the integration between WCF and
          ASP.NET Ajax.

	Chapter 8, Securing REST Endpoints
	Despite the fact that anti-REST forces often point to a lack
          of security as a drawback of REST, this is a false argument. RESTful
          services take advantage of the Web, and the Web has tried-and-true
          security features.
In this chapter, we’ll examine the WCF settings for enabling
          security and for creating an endpoint that is highly secure.

	Chapter 9, Using Workflow to Deliver REST Services
	Another new piece of functionality in .NET 3.5 is the ability
          to use Windows Workflow Foundation (WF) workflows to implement and
          consume services. The RESTful programming model can be used on top
          of this facility.
This chapter focuses on both stateless and stateful workflow
          models for implementing RESTful services.

	Chapter 10, Consuming RESTful XML Services Using
  WCF
	WCF is used as much for building service clients as it is for
          building services themselves. The same is true of the RESTful
          programming model. In this chapter, we’ll take a RESTful service,
          SQL Server Data Services (which is a cloud-based storage system),
          and decompose it into a WCF service contract that can invoke the
          service through the WCF programming model.

	Chapter 11, Working with HTTP
	Most RESTful implementations use HTTP as the application
          protocol. In this chapter, I’ll talk about how to interact between
          the WCF programming model and the HTTP request and response
          messages. Also, we’ll look at a couple of slightly more advanced
          HTTP features and how to use them with your RESTful services in
          WCF.

	Appendix A
	WCF 3.5 SP1 was released just as this book was being
          finalized. Appendix A discusses the SP1
          improvements and contains a list of new features found in the
          upgrade, including the new UriTemplate syntax and
          the new support for AtomPub.

	Appendix B
	.NET 3.5 SP1 includes ADO.NET Data Services (codename
          Astoria), which provides you with the ability
          to use a prebuilt WCF service contract to expose a data-backed
          object model through AtomPub. This appendix shows you how to use
          ADO.NET Data Services and discusses why you might choose to use it
          instead of writing your own custom RESTful service endpoints.

	Appendix C
	ADO.NET Data Services will use any data-backed object model to
          expose an AtomPub service, but is optimized for use with the ADO.NET
          Entity Framework (EF). Although EF doesn’t have anything to do with
          RESTful services, I have included this appendix to demonstrate
          how you can use EF to implement the types of services that are
          explained in Appendix B.




What You Need to Use This Book



To run the samples provided throughout this book, you need to have
    Visual Studio 2008 (any version) installed. If you want to work with the
    code in the appendixes, you will require .NET 3.5 SP1, Visual Studio 2008
    SP1, and SQL Server Express or above.

Conventions Used in This Book



The following typographical conventions are used in this
    book:
	Plain text
	Indicates menu titles, menu options, menu buttons, and
          keyboard accelerators (such as Alt and Ctrl).

	Italic
	Indicates new terms, URLs, email addresses, filenames, file
          extensions, pathnames, directories, and Unix utilities.

	Constant width
	Indicates commands, options, switches, variables, attributes,
          keys, functions, types, classes, namespaces, methods, modules,
          properties, parameters, values, objects, events, event handlers, XML
          tags, HTML tags, macros, the contents of files, or the output from
          commands.

	Constant width bold
	Shows commands or other text that should be typed literally by
          the user.

	Constant width italic
	Shows text that should be replaced with user-supplied
          values.



Note
This icon signifies a tip, suggestion, or general note.

Warning
This icon indicates a warning or caution.


Using Code Examples



This book is here to help you get your job done. In general, you may
    use the code in this book in your programs and documentation. You do not
    need to contact us for permission unless you’re reproducing a significant
    portion of the code. For example, writing a program that uses several
    chunks of code from this book does not require permission. Selling or
    distributing a CD-ROM of examples from O’Reilly books
    does require permission. Answering a question by
    citing this book and quoting example code does not require permission.
    Incorporating a significant amount of example code from this book into
    your product’s documentation does require
    permission.
We appreciate, but do not require, attribution. An attribution
    usually includes the title, author, publisher, and ISBN. For example:
    “RESTful .NET by Jon Flanders. Copyright 2009 Jon
    Flanders, 978-0-596-51920-9.”
If you feel your use of code examples falls outside fair use or the
    permission given above, feel free to contact us at
    permissions@oreilly.com.

How to Contact the Author



Feel free to look at this book’s web page at http://www.rest-ful.net/book. You can also email me at
    jon.flanders@gmail.com.

Comments and Questions



Please address comments and questions concerning this book to the
    publisher:
	O’Reilly Media, Inc.
	1005 Gravenstein Highway North
	Sebastopol, CA 95472
	800-998-9938 (in the United States or Canada)
	707-829-0515 (international or local)
	707-829-0104 (fax)

We have a web page for this book, where we list errata, examples,
    and any additional information. You can access this page at:
	http://www.oreilly.com/catalog/9780596519209

To comment or ask technical questions about this book, send email
    to:
	bookquestions@oreilly.com

For more information about our books, conferences, Resource Centers,
    and the O’Reilly Network, see our
    website at:
	http://www.oreilly.com
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Chapter 1. REST Basics



Representational State Transfer (REST) is an architectural style first
  laid out in the dissertation of a man named Roy Fielding at the University
  of California Irvine, just a few miles from Monterey Park, CA, where I live
  (not that it matters—it’s just a fun fact for me).
REST is a set of constraints based on the architectural style of the
  World Wide Web. Writing this book in 2008, I don’t need to go into much
  detail about the success of the Web; it is a ubiquitous system for
  hypermedia and applications built on hypermedia. In this chapter, we’ll
  examine the basics of the REST architecture and its constraints, which are
  based on resource design and uniform interface interaction. This chapter is
  an introduction to the concepts of REST, and the remainder of the book will
  concentrate on applying those concepts to building RESTful services using
  Windows Communication Foundation (WCF).
Architecture of the World Wide Web



The success of the Web can be attributed in part to luck and timing, but some
    of the credit for its success can be attributed to its architecture. The
    architecture of the Web is based on a few fundamental principles that have
    taken it from its small beginnings to the large mass of information and
    functionality that exists today. These principles include:
	Addressable resources

	Standard resource formats

	A uniform interface for interacting with those resources

	Statelessness in the interaction between clients and
        services

	Hyperlinking to enable navigation between resources



Everything on the Web is addressable. Uniform Resource Identifiers (URIs) are used to define the
    locations of particular resources. Resources can be things like HTML documents, images, or
    other media types. Addressability is one of the important parts of the Web’s
    success. How easy is it for us to find things on the Web based on partial
    knowledge of URIs? How many advertisements or commercials have a URI
    placed prominently for our consumption? The fact that you can take a URI
    from an advertisement, type it into a browser, and have the browser return
    the information you wanted is
    actually pretty amazing.
Part of the power of the Web stems from the fact that the resources
    on the Web are standard media types. This makes it possible for vendors to
    build new web browsers (a.k.a. user agents)
    without having to ask any particular company or authority
    for permission. It means that programs and users can access a web server’s
    resources using any modern operating system and browser. There are
    certainly some real issues here in terms of the way different browsers
    interpret resources, but clearly those issues haven’t done much to stop the ubiquity of
    the Web.
Based on HTTP (Hypertext Transfer Protocol), the uniform interface of the Web also plays into this openness and
    interoperability. HTTP is an open and well-known protocol that defines a
    standard way for user agents to interact with both resources and the
    servers that produce the resources. These interactions are based on the
    verbs (or methods) that accompany each HTTP request.
GET is probably the most commonly used and well-known verb, and
    its name is descriptive of its effect. A GET for a
    particular URI returns a copy of the resource that URI represents. One of
    the most important features of GET requests is that the
    result of a GET can be cached. Caching
    GET requests also contributes to the scalability of the
    Web. Another feature of GET requests is that they are
    considered safe, because according to the HTTP specification,
    GET should not cause any side effects—that is,
    GET should never cause a change to a resource.
    Certainly, a resource might change between two GET
    requests, but that should be an independent action on the part of the
    service.
Note
Some site maintainers fail on this part of the uniform interface
      and use GET requests from a user agent to change a
      resource. These are incorrect implementations, and those individuals
      should have their web programming licenses revoked.

POST, which indicates a request to create a new resource, is
    probably the next most commonly used verb, and there are a whole host of
    others that we will examine later in this chapter and throughout this
    book.
HTTP and the Web were designed to be stateless.
    A stateless service is one that can process an incoming
    request based solely on the request itself. The concept of per-client
    state on the server isn’t part of the design of HTTP or the Web.
Session State
Vendors have attempted to implement state management techniques on
      top of the Web. In a typical scenario, a user’s browser stores a small
      piece of data known as a cookie. The data contained
      in the cookie is presented to the server on each subsequent request.
      Using server-side session management techniques, information contained
      in the cookie or a unique URI can be mapped to a set of name-value pairs
      on the server and thus associated with a particular user
      agent.
If the cookie contains all of the required state information, its
      usage can be considered RESTful since the request itself still contains
      all the information the server requires to process it (it doesn’t
      require an external store or server-side data structure).
Some implementations attempt to maintain stateful sessions for the
      scalability of an application. The architectural constraints of the Web
      are goals to strive for, and sometimes there are good reasons to use
      techniques that conflict with these constraints. Per-client sessions are
      useful because they greatly simplify the programming model for building
      websites or web services, but when you adopt them you are limiting your
      ability to scale your application.

If a request from a particular user agent contains all of the state
    necessary to retrieve (or create) a resource, that request can be handled
    by any server in a farm of servers, thus creating a scalable, robust
    environment.
Statelessness also improves visibility into web applications. If a request
    contains everything needed for the
    server to make a proper reply, the request also contains all the data
    needed to track and report on that request. There is no need to go to some
    data source with some key and try to recreate the data that was used as
    part of a request in order to determine what went right, or what went
    wrong (this wouldn’t be ideal anyway, since that data may have changed in
    the meantime). Statelessness increases a web application’s manageability
    because the entire state of each request is contained in the request
    itself.
Hyperlinking between resources is also an important part of the Web’s
    success. The fact that one resource can link to another, enabling the user
    agent (often through its human driver, but sometimes not) to navigate
    between related resources, makes the Web interconnected in a very
    significant way.
The Web is the world’s largest, most scalable, and most
    interoperable distributed application. The success of the Web and the
    scalability of its architecture have led many people to want to build
    applications or services on top of it.


SOAP



Many individuals and organizations have tried to build on the
    success and scalability of the Web by describing architectures and
    creating toolkits for building services. Services are endpoints that can be consumed
    programmatically rather than by a person sitting at a computer driving an
    application like a web browser. The two main approaches used in these
    attempts have been either the SOAP protocol or the architectural style of
    REST.
Note
While a chapter on the subtle differences between protocols such
      as REST and POX (Plain Old XML over HTTP) might make for an interesting
      read, this chapter is more specifically focused on the architectural
      differences between REST and its main competitor, SOAP.

SOAP, which at one point in its history stood for Simple Object
    Access Protocol (before its acronym status was revoked in the 1.2 version
    of its specification), is what many developers think of when they hear the
    term web service. SOAP was born out of a coordinated
    attempt by many large vendors to create a standard around a programmatic
    Web.
In many ways, SOAP doesn’t follow the architecture of the Web at
    all. Although there are bindings for using SOAP over HTTP, many aspects of
    SOAP are at odds with the architecture of the Web.
Rather than focusing on URIs (which is the way of the Web), SOAP
    focuses on actions, which
    are essentially a thin veneer over a method call (although of course a
    SOAP client can’t assume a one-to-one relation between an action and a
    method call). In this and many other ways, SOAP is an interoperable
    cross-platform remote procedure call (RPC) system. SOAP-based services
    almost always have only one URI and many different actions. In some ways,
    actions are like the HTTP uniform interface, except that every single SOAP
    service creates new actions; this is about as un-uniform and variable as
    you can get.
When used over HTTP, SOAP limits itself to one part of the Web’s uniform interface:
    POST. This creates a limitation because results, even those that
    are read-only, can’t be safely cached. In many SOAP services, most actions
    should really use GET as the verb because they simply
    return read-only data. Because SOAP doesn’t use GET, SOAP results cannot be cached because the infrastructure of the Web only supports
    caching responses to GET requests. To be honest, you
    can’t really call a SOAP-based service a web service
    since SOAP intentionally ignores much of the architecture of the Web. The
    term “SOAP service” is probably a more accurate description.
When confronted with the fact that SOAP doesn’t follow the
    architecture of the Web, SOAP proponents will often point out that SOAP
    was designed to be used over many different protocols, not just HTTP.
    Because it is meant to be generic and used over many different protocols,
    SOAP can’t take advantage of many of the Web’s features since many of
    those features are particular to HTTP.

REST



REST is an architectural style for building services. This style is
    based on the architecture of the Web, a fact that creates a fairly sharp
    contrast between REST and SOAP. While SOAP goes out of its way to make
    itself protocol-independent, REST embraces the Web and HTTP. Although it’s certainly possible to use some or all of
    the principles of REST over other protocols, many of its benefits are
    greatest when used over HTTP.
Another significant contrast is that SOAP isn’t an architectural
    style at all. SOAP is a specification that sets out the technical details
    on how two endpoints can interact in terms of the message representation,
    and it doesn’t offer any architectural guidance or constraints. In
    contrast, REST services are built to follow the specific constraints of
    the REST architectural style.
Note
Services that follow this style are known as
      RESTful. Note that these architectural constraints
      are more what you’d call “guidelines” than actual rules. Some services
      will use all of these constraints, and some will use only some of the
      constraints.
In their book RESTful Web Services
      (O’Reilly), Leonard Richardson and Sam Ruby lay out something they call
      the Resource Oriented Architecture (ROA), which is a stricter set of
      rules for determining whether a service is really RESTful.

While SOAP services are based on a service-specific set of actions
    and a single URI, RESTful services model the interaction with user agents
    based on resources. Each resource is represented by a unique URI, and the
    user agent uses the uniform interface of HTTP to interact with a resource
    via that URI. Put another way, REST services are more concerned with nouns
    (e.g., resources) than verbs (e.g., HTTP methods or SOAP actions) since
    the design of a service is about the URIs rather than a custom
    interface.
Resources and URIs



The first thing to do when designing a RESTful service is to
      determine which resources you are going to expose. A
      resource is any information that you want to make available to others,
      such as:
	All the movies playing in or near your zip code

	The current price of a particular stock

	All the photos Jon took on June 1, 2008

	A list of all the products your company sells



As you can see, some resources are static, like pictures taken on
      a particular day in the past, and some resources are dynamic, like the
      movies playing in or near a particular zip code. Many resources are
      dynamic in nature, so having an addressable set of resources for your service doesn’t mean
      that you know all the particular resource instances when you sit down to
      design your service. A resource is a conceptual mapping to a particular
      entity or entity set that you want your service to be able to work
      with.
When designing a RESTful service, you will identify the resources
      that your service will expose and use. Once you’ve identified the
      resources you’ll map them to URIs.
URI design



One of the things I like most about RESTful services is the fact
        that all resources are uniquely identified by a URI. The capability to
        retrieve a resource via a unique address is one of the big reasons the
        Web has been so successful.
Additionally, the use of RESTful services builds on our existing
        experience in using the Web. Nothing is more satisfying than using a
        website that has nicely designed URIs (yes, websites can be as RESTful
        as web services can). The utility of well-designed URIs is fairly
        self-evident. You can appreciate this if, like me, you have “hacked” a
        URI on a website to find a particular resource, even if the page you
        started with had no hyperlink to that resource.
An excellent example of a website that employs this resource-URI
        association is Flickr (http://www.flickr.com).
        Flickr allows you to store, view, and share photos on the Web. Here
        are a few of the resources that Flickr exposes for me:
	All Jon’s photos

	All Jon’s photos from a particular date

	All Jon’s photos in a named set

	All Jon’s photos with a particular tag



Here are the corresponding URIs for those resources:
	http://www.flickr.com/photos/jonflanders

	http://www.flickr.com/photos/jonflanders/archives/date-posted/2008/06/05/

	http://www.flickr.com/photos/jonflanders/sets/72157605450493091/

	http://www.flickr.com/photos/jonflanders/tags/rest/



I think these are pretty good URIs (although I’d prefer it if I
        could put in the name of a set rather than using Flickr’s identifier
        for a named set). This URI design allows me to find easily whichever
        resources (photos) I want to see. For example, if I wanted to see all
        of my photos taken on January 1, 2008, I would request the resource at
        http://www.flickr.com/photos/jonflanders/archives/date-taken/2008/06/05/.
I mention Flickr in a book ostensibly about services, even
        though Flickr is a website, to emphasize two points. First, good URI
        design is important, as it can greatly increase the usability of a
        website (and therefore a RESTful service as well). Second, our human
        experience in using the Web can help us in designing and using RESTful
        services, which is one of the points in my “Why REST matters to me”
        list.
Note
The ironic thing about Flickr’s very RESTful URI design is
          that its programmatic API (which Flickr claims is based on REST)
          isn’t very RESTful at all from a URI point of view.
Flickr uses a design that is often referred to as a REST-RPC
          hybrid because it uses GET even when it modifies
          a resource. Flickr doesn’t rely on the uniform interface to define
          interactions with resources; it basically adds an action to the
          Query string of GET requests.

The idea behind REST is to design your URIs in a way that makes
        logical sense based on your resource set. The URIs should, if
        possible, make sense to any user looking at them. If they make sense
        to a user looking at the URIs, they will make sense to the program
        that consumes the URIs programmatically. When designing the
        associations between resources and URIs, it may be useful to map them
        as if you were designing a browsable website. Even if the URIs will
        never be entered into a browser, this type of mapping will be useful
        for the person or persons writing the code to consume your service.
        Human-readable URIs are not strictly required for a service to be
        considered RESTful; they are just generally helpful when testing and
        debugging.


Uniform Interface



In REST, resources are identified by a unique URI. This is one of the
      constraints of the REST architectural style. Another constraint limits
      how a user agent interacts with your resources. User agents only
      interact with resources using the prescribed HTTP verbs. The main verbs
      are what we call the uniform interface. The verb that is used in a
      request to a particular URI indicates to the service what the user agent
      would like to do. When using the REST architectural style we do not make
      up our own verbs, we use the verbs prescribed by the HTTP standard.
The four main verbs of the uniform interface are
      GET, POST, PUT,
      and DELETE. Recall that GET is the verb that tells the service that the
      user agent wishes to get a read-only representation of a resource.
      DELETE indicates that a client wishes to delete a resource.
      POST indicates the desire to create a new resource.
      PUT is typically used for modifying an existing resource. If,
      however, the user agent has the knowledge to specify the URI for the new
      resource, PUT is used for resource creation. See
      Figure 1-1.
[image: Uniform interface]

Figure 1-1. Uniform interface

What is the advantage of the uniform interface of REST over any
      other service creation architecture? Why is it a useful
      constraint?
One reason that the uniform interface is so useful is that it
      frees us from having to create a new interface every time a new service
      is created. Creating an interface for a service endpoint is the
      equivalent of creating a new API, and can be hard work. Even when the
      API has limited scope, it can be hard work. Whole books and research
      papers are written on the correct approach to creating a reusable API.
      Doing it properly is not a trivial exercise.
On a related note, when consuming REST-based services, you don’t
      have to learn a new API every time you want to use a new service.
      Instead, you have to determine the URIs and the format of the resources
      (more on this later in this chapter), as well as which parts of the
      uniform interface the URIs will allow you to use. In some ways, once you
      learn how to build and use one RESTful service, you’ve learned how to
      build and use them all.
Another benefit of the uniform interface is the comfort you can
      take from the fact that GET is always safe, and the
      knowledge that the rest of the uniform interface’s verbs other than
      POST are idempotent.
Note
Idempotent means that the effect of doing
        something more than once will be the same as the effect of doing it
        only once.

You can call GET on a service or resource as
      many times as you want with no side effects. You can update a resource
      over and over with no ill effects. Deleting a resource that has already
      been deleted is a no-op. The only unsafe verb continues to be
      POST, and because the effect of
      POST is undefined by the HTTP specification, you’ll
      need to decide when implementing a service what the exact effect of
      POST should be (see Chapter 4 for more
      information about writing read/write services with REST).
Note
POST is unsafe because there aren’t any rules
        about what will happen when you do a POST. The
        service can really do anything when a POST request
        comes in, and the resource could be radically changed.

As well as being safe, GET also allows
      caching (see Chapter 11 for more
      information about caching and its benefits). In order to scale, a
      service has to be able to cache, and SOAP services, no matter what you
      do with them, cannot be safely cached, even when the action is one that
      is essentially read-only. This is because SOAP always uses
      POST, which can’t be cached at any level.
Another important point about the uniform interface is that not
      every single resource has to implement the entire uniform interface. In
      fact, in many cases the only part of the uniform interface you’ll
      implement on a resource is GET. If a resource already
      exists, and will not be created, modified, or deleted by the user agent,
      the only job of the RESTful service will be to return that resource in
      response to a GET request.
Hopefully you’re beginning to see the architectural constraints of
      REST to take shape. The constraints comprise a checklist for building a
      RESTful service. First, you decide what your resources are. Then you map
      those resources to URIs. For each of those URIs you determine which
      media type, or representation, you are going to accept and
      return.

Resource Representations



REST has no architectural constraints on physical
      representations of resources. This makes sense considering the varied
      needs of applications and users on the Web. A RESTful service’s resource
      type is technically known as its media type. The media type is
      always returned in an HTTP response as one of the HTTP headers (Content-Type).
The media type for your resources is variable, but there are a few
      pretty popular and commonly used ones.
XML



XML is probably the most popular format for representation of
        resources. It’s a well-known format, and there are libraries for
        processing XML on every mainstream platform. The formal media type for
        XML is application/xml (it used to be text/xml, but that media type
        has been deprecated).
When choosing XML as your data format, one of the things you’ll
        decide is whether to use a custom XML schema or one of the XML formats
        that has been standardized across applications.

RSS/Atom



Feeds are a popular beast on the Web today; they are usually
        associated with what are called feed readers, and with a
        particular kind of web application known as a web log (or just blog for
        short). Blogs (and other types of data exposed as feeds) syndicate
        (broadcast) their data, and feed readers consume that syndicated
        data.
The two XML schemas that are used for feed syndication are
        Really Simple Syndication (RSS) and the Atom Syndication Format. Atom
        is the more recent standard and seems to be winning the hearts and
        minds of most developers and companies. It is accompanied by the
        Atom Publishing Protocol (commonly known as APP or
        AtomPub), which is more than just a format specification, but is an
        additional set of constraints built on top of REST architecture.
        AtomPub dictates the media types for a service, as well as the
        required uniform interface implementation for content publishing.
        AtomPub has grown to be used in many different applications besides
        classic content publishing like blogs.
See Chapter 6 for more information
        about feeds, and Chapter 11 for an example
        of the usage of Atom in a nonBlog blog scenario.
The media type for RSS is application/rss+xml. Atom’s is
        application/atom+xml.

XHTML



Extensible Hypertext Markup Language (XHTML) is an HTML media type
        that is also valid XML. HTML is the media type (text/html) that has
        driven the human-readable Web for many years. HTML can be challenging
        to parse if you’ve ever tried it, since the rules about tags, closing
        tags, attributes, and so on are all very loose. XML, on the other
        hand, has a very strict set of format requirements. XHTML
        (application/xhtml+xml) is the merger of HTML and XML. It is primarily
        intended for display by a browser, but is easily parsed by an XML
        library. It is also fairly commonly used in programmatically
        accessible services. Some services are written to return XHTML to both
        browser and programmatic user agents.

JSON



JavaScript Object Notation (JSON) is a media type
        (application/json) that is a text-based resource format for
        representing programmatic data types. It’s a very simple and basic
        network data representation for objects.
Although often associated with the JavaScript language, JSON is
        actually used as a media type in many different programming languages
        and environments.
One of JSON’s selling points is its ease of use from JavaScript
        and Ajax-type browser-based applications. Another selling point is the
        size of the representation over the network. As a media type, XML
        tends to be much larger than the compact, terse format of JSON. Many
        services now return JSON exclusively, regardless of the media type
        requested by the user agent, even when the user agent isn’t an AJAX
        application in the browser. Chapter 7 covers more about
        JSON as a media type.

Other media types



The four media types discussed in this section are not
        exhaustive. There are many other media types such as binary media
        types and images. When building a RESTful service, you have great
        latitude to choose your media type based on the particular application
        you are building. If you aren’t sure about which media type to use,
        try viewing some microformats at http://www.microformats.org/. Microformats are
        standardized media types based on common usage and behaviors. The
        nice thing about choosing a microformat as your media type is that it
        will be more well known than an XML schema that you create on your
        own, since tools and libraries may already exist to aid you in working
        with those formats.



Implementing a Simple RESTful Service Example



To help you understand the concepts introduced in this chapter,
    let’s walk through an example that employs the basic steps of designing a
    RESTful service. For this example, we will use an easy-to-understand
    domain: a membership system that stores information about its
    users.
Resources



This user system will expose the following set of
      resources:
	All users

	A particular user delineated by the user’s unique
          identifier



This is a fairly simple set of resources, but it actually turns
      out that many real-life services include only a handful of resources. Of
      course, because a resource is a conceptual entity, there will likely be
      near infinite URIs based on those resources.

URIs and Uniform Interface



For our example service, I’m going to start with the relative
      segments of the URIs, and I’m going to use a simple template syntax
      (curly braces {}) to indicate parts of the URI that will be replaced by
      context-specific variables (such as user ID). Table 1-1 contains a listing of the
      different URIs and the parts of the uniform interface we will implement
      for each URI.
Table 1-1. User service example URIs
	URI
	Method
	Description
	Output
	Input

	/users/
	GET
	Returns a representation of all users in the
              system
	users collection
	n/a

	/users
	POST
	Creates a new user in the system, expects a representation
              of the user in the HTTP body
	user
	user (without the user_id
              specified)

	/users/{user_id}
	GET
	Returns the
              representation of a particular user, based on the user’s
              identifier in the system
	user
	n/a

	/users/{user_id}
	PUT
	Modifies a user resource
	user
	user

	/users/{user_id}
	DELETE
	Deletes a user from the system
	user
	user




This service has a small surface area, but you can see that it
      implements all the parts of the uniform interface for the user
      resource.
PUT or POST for Creation?
Note that in our example, the URI for creating a user is
        different from the URI for getting a user. In this case, the URI for
        creating the user acts as a factory because it represents all
        users.
Whether you use the same or different URIs for creating and
        getting resources will depend partially on the design of your system.
        If our example service allowed the users of the service to specify the
        identifier for a new user, the URI for PUT and GET would be the same
        (/user/{user_id}). For
        resource creation the user agent would use PUT
        instead of POST because that is the expected
        RESTful semantic when the user knows the URI of the new
        resource.
In our example, we do not allow the user agent to determine the
        identifier for a user. Rather, we will create that identifier
        ourselves (perhaps it’s an identity column in my database table that
        represents users) and return it as part of the response. For this
        reason, we will stick with POST for resource creation.


Representations



If we were working with a hierarchy or linked data for the
      users, XHTML would be a good choice for resource representation,
      since it would allow us to link to related data. However, our example
      domain will not contain these types of links, so we will use a simpler
      custom XML format.
Notice that I’m using the term custom XML format
      instead of custom XML schema. XML schemas are
      another media type altogether. They are XML documents that provide
      constraints on the format of other XML media type instances. XML schemas
      are very important in the SOAP world; you might say they are essential,
      but they are optional in a RESTful service. If you want to create XML
      schemas for your representations and provide them to your consuming user
      agents, that’s fine. Nothing in the set of REST architectural
      constraints mandates it or forbids it.
Having metadata like XML schemas and Web Service Description Language (WSDL) is one of the
      features of SOAP services that people find very useful. The lack of such
      metadata in RESTful services is somewhat troubling to people who come
      from that world. In Chapter 9 we’ll examine the
      options for building up the client’s API for consuming a service that
      doesn’t expose a schema.

Interaction



Now that we have the basis for our RESTful service example, let’s
      examine the interaction that will occur between the user agent and the service.
If the service is deployed at the host example.com, the first interaction
      (assuming there are no users yet) will be a POST to
      the /users URI to create a new user (see Figure 1-2).
[image: Using POST to create a resource]

Figure 1-2. Using POST to create a resource

The user agent will send an HTTP request using
      POST to the /users URI, passing
      in the media type, as well as the resource it wishes to create as the
      HTTP request body. Assuming there are no error conditions, the service
      will return a 201 Created status code. It’s convention for a service to
      return the newly created resource as the response to a
      POST. The service can also return a Location header,
      which specifies the URI of the new resource. A user agent can make a
      GET request to the /users URI to
      get a list of all the resources available, which at this point will be
      one. This is shown in Figure 1-3.
[image: GET to /users]

Figure 1-3. GET to /users

Since we can GET all the users, we should also
      be able to GET a specific user. A
      GET request to the URI that represents user 1 will
      simply be a GET request to
      /users/1 (see Figure 1-4).
[image: GET for a particular user]

Figure 1-4. GET for a particular user

The last two parts of the uniform interface that this service
      implements are PUT and DELETE.
      Figure 1-5 shows a
      PUT request and Figure 1-6 shows
      DELETE.
[image: Changing a resource using PUT]

Figure 1-5. Changing a resource using PUT

[image: Removing a resource using DELETE]

Figure 1-6. Removing a resource using DELETE


Wrap-Up



One of the things I really enjoy about REST as an architecture is
      the exercise I just went through. When designing a RESTful service,
      first determine the resources that the service will expose. Next,
      determine how you will map those resources to URIs, and decide which
      part of the uniform interface each URI should implement. Finally, choose
      the resource format.
This set of steps follows the architectural constraints of REST,
      and can help you determine what the service should look like (URIs) and
      how it should behave (the uniform interface). The verbs are preset, so
      you can concentrate solely on the nouns (resources), and you don’t have
      to create a new API for every service. SOAP, on the other hand, provides
      no real guidelines for what a service should look like or do. Each of
      the actions are created out of nothing with no real guidance for what
      they should be. REST builds on knowledge that you already have about
      URIs, and tells you exactly what each of those URIs can potentially do
      by restricting you to the uniform interface. This is one of the design
      constraints of REST, and, if I can interject a little personal opinion
      into this chapter, it’s one that I enjoy.
Admittedly, there is still data variability in RESTful services,
      since REST does not impose constraints on resource media types. However,
      this lack of data constraints is outweighed by the great utility of the
      REST interface and addressing constraints.
Another benefit of using REST constraints is that it becomes
      easier to use with each service that you build. Once you learn REST, you
      can easily identify which parts of the architectural constraints are
      being used on a service, which makes it increasingly easy to determine
      which constraints you should use in the future.


Processes



One criticism some people have about REST is its lack of support for the concept of a
    processing endpoint that models a particular process.
    Services can sometimes expose functionality that either doesn’t seem to
    fit well within the concept of a resource or doesn’t seem to fit well
    within the semantics of the uniform interface. For example, consider a
    service that is designed to implement bank transfers from one account to
    another. Clearly, you can create each account as a separate resource and
    use the uniform interface to specify the operations that users can perform
    on each account. But what resource represents a transfer between two
    accounts?
This is really a matter of having the right point of view. If you
    view this type of operation as a function, it will not fall neatly into
    the REST model. You can, however, treat it as a temporary resource.
Note
In a typical distributed system, this type of operation would
      generally be wrapped in a transaction. Of course, REST doesn’t use the
      concept of transactions, but you could also represent transactions as
      resources.

This idea doesn’t resonate with some people, even when all the other
    parts of REST as an architecture do. This is a design decision you may
    encounter and be faced with. It also may be that you never will run into
    this kind of decision, or that you are completely happy with the idea of a
    transaction as a resource.
Some people look at this problem and decide to stick with SOAP
    services. Others look at it and decide simply to overload on
    POST. And others try to push REST and the concept of
    resources to their fullest, and will model everything as resources (even
    processes).

Summary



This chapter discussed the basics of creating RESTful services and
    using REST as an architecture. There are some core tenets of REST that
    you’ll want to keep with you as you read through the book.
First, REST uses the same tenets for building services as the Web.
    Resources are named entities that we’d like to interact with. Resources
    are addressable using URIs. The interaction between our code and those
    URIs is done using the uniform interface. The constraints of the REST
    architectural style are simple, elegant, and easy to remember, and are the
    foundations with which arguably the world’s largest, most scalable
    distributed application was built.
REST employs architectural constraints for building services, and
    you are free to use as many or as few of the constraints as you like
    (although, if you only use a few, you may have to argue with purists if
    you want to advertise your service as RESTful).

Chapter 2. WCF RESTful Programming Model



In Chapter 1, I introduced the concepts
  fundamental to using REST to build services. WCF in .NET 3.5 includes a
  sophisticated built-in mechanism that allows you, a .NET developer, to build
  RESTful services using the WCF programming model.
Isn’t WCF All About SOAP?



You might be thinking, “Isn’t WCF all about SOAP?” While you will
    probably find many people who think WCF is only used for building
    SOAP-based services (and many who think WCF is only for building
    RPC-styled SOAP-based services), it turns out that WCF is much broader
    than either of those communication styles. WCF is really a highly
    extensible framework with a common programming model and a totally
    pluggable communication infrastructure.
To illustrate the high-level extensibility of WCF, let’s look at
    some technical details on particular pieces of WCF’s plumbing. Although
    most of the time you won’t be working at this low level, looking at this
    code will help your understanding of REST and WCF.


Channels and Dispatching



So what does WCF do, from a server-side perspective? The basic
    job of the WCF runtime is to listen for (or retrieve) messages from a
    network location, process those messages, and pass them to your code so
    that your code can implement the functionality of a service (Figure 2-1).
Note
WCF’s client-side programming model is symmetrical to that on the
      server side, but the processing of messages is in the opposite
      direction. Chapter 10
      discusses the WCF programming model from the client perspective.

[image: The WCF server-side stack]

Figure 2-1. The WCF server-side stack

	The transport channel
	When you open a WCF server-side endpoint, WCF uses
          a channel listener to create a
          network listener called the transport channel to accept
          network traffic or use a network protocol to retrieve messages. When
          WCF is accepting messages (for example, when listening on a socket),
          it is acting as a passive listener. When WCF is
          looking for messages (for example, when using the MSMQ—Microsoft Message Queuing—protocol to connect to
          a named queue to retrieve messages), it is acting as an active listener. Regardless of
          listening style, the job of listening for messages is performed by
          what WCF refers to as a transport channel. Common transport channels
          include HTTP and MSMQ. In the case of the server side, the
          transport channel is created by a channel listener. The channel
          listener is a factory pattern object that is responsible for setting
          up the server-side listening infrastructure.

	The message encoder
	Next is the message encoder, which takes
          a network message and wraps it in an object that the rest of the WCF
          infrastructure can understand. This object is an instance of
          System.ServiceModel.Channels.Message. Although
          Message is modeled somewhat after a SOAP message
          pattern, with a header and a body, it isn’t necessarily tied to the
          SOAP protocol.
The Message object can be used to
          deserialize a message into a .NET object or retrieve it as
          XML (even if the underlying message is not formatted
          as XML). One important property of Message is
          Version. When this property is set to MessageVersion.None, the object will
          ignore the Headers property (in fact, an
          exception is raised if the Headers property is
          used when Version is set to MessageVersion.None).
Another interesting property is Properties. This is a
          collection that can contain arbitrary objects, so it acts like a
          per-instance state bag. Interesting data can be placed into this
          collection, and other components up and down the stack can then
          communicate information indirectly through data on the message
          itself.

	Protocol channels
	Optional objects follow the message encoder. WCF refers to
          these objects as channels, and to disambiguate
          them from transport channels, they are called protocol channels.
          Protocol channels implement protocols that might be useful for a
          particular service, such as security or reliable-messaging
          protocols. These objects are optional, but in certain services may
          be helpful or even required to implement a particular style of
          architecture.

	The dispatcher
	The dispatching layer is responsible for invoking the
          proper methods on incoming message objects. First, the IDispatchOperationSelector
          object determines which
          method is appropriate. Next, a pluggable component
          implements IDispatchMessageFormatter to
          deserialize the Message object into the proper
          .NET type. Finally, the IOperationInvoker object
          actually invokes the service.



Together, the transport channel, message encoder, protocol channels,
    and dispatcher are called the channel stack. WCF uses
    bindings to create the stack. A binding is really a piece of configuration, although it can
    be represented in memory as an object or serialized into an application
    configuration file. Based on the configuration of your service, through
    both attributes and another type of configuration called a behavior, WCF constructs the
    dispatching layer.
The infrastructure that creates the channel stack is not reliant on
    any particular programming model or communication mechanism. In other
    words, WCF is a pluggable pipeline-like architecture for creating channels
    of communication.
Using this programming model, WCF supports a wide variety of
    communication mechanisms. Suppose, for example, that you want the
    implementation to listen for SOAP-formatted messages over HTTP at a
    particular URI and then route those messages based on the SOAP action
    header’s name. To do this, you can use either the WsHttpBinding or
    BasicHttpBinding objects, which derive from the binding base class and provide
    SOAP-based communication over HTTP.
If you use the default dispatch layer configuration, the
    IDispatchOperationSelector looks at the incoming
    Message object for the SOAP action header and then uses
    .NET metadata to match the action header value to the name of a .NET
    method (this could be an exact match or could be customized using
    the OperationContractAttribute). The
    dispatch layer then uses this information to deserialize the message into
    the accepted .NET types, and the IOperationInvoker
    actually invokes the correct object.
Note
The name of the default implementation is
      OperationSelector, which might indicate that there is
      only one, but this is actually just one potential implementation.

Although many of the WCF defaults in the dispatch layer lean toward
    a SOAP model, the channel stack has no real notion of anything “SOAP-y” in
    the least. It’s only some of the WS-* protocols and WCF out-of-the-box
    (OOTB) bindings and objects that are aware of the SOAP protocol.
Given my assertion that WCF isn’t tied to SOAP, what would it take
    to create a RESTful-based service using WCF? Not a whole lot, actually,
    since WCF has an HTTP listener (in the form of the HTTP transport
    channel), which isn’t tied to POST (i.e., it can handle
    other HTTP verbs). It also has a message encoder that understands XML
    messages, even when those messages aren’t based on SOAP. Putting both of
    those pieces together gives us the basic building blocks for doing RESTful
    services with WCF.
Note
You might be wondering about other incoming HTTP message body
      formats like form or JSON-encoded bodies—we’ll deal with those in later
      chapters.


HTTP Programming with WCF 3.0



It turns out that the facility to use REST existed in WCF even
    before .NET 3.5. (For clarity, I’ll refer to the version that shipped with
    .NET 3.0 as WCF 3.0, and the version that ships with .NET 3.5 as WCF 3.5.)
    WCF 3.0 actually has the infrastructure for doing RESTful-style
    programming, but it lacks any sort of standard RESTful programming model.
    Most of the remainder of this book will focus on the WCF programming model
    rather than on the communication infrastructure. In this section we’ll
    spend some time on the communication layer to illustrate a few key points.
    First, WCF isn’t tied to SOAP, even in WCF 3.0. Second, the communication
    infrastructure of WCF was written well enough to support different
    communication styles without modification in WCF 3.5. WCF 3.5 adds a
    programming model for REST that we could build without Microsoft’s help if
    we were so inclined.
It is possible to use WCF 3.0 to put together an HTTP endpoint
    that doesn’t use SOAP. To do this, we first require a binding to create
    the correct channel stack. However, WCF 3.0 doesn’t include any OOTB
    bindings that fit the bill (they all default to using SOAP), so we will
    have to create a custom binding using a CustomBinding object and adding the
    correct BindingElements. These
    BindingElements will be used to build the channels in the channel stack.
Note
We could also build a class that derives from the binding base
      class, which would be the right thing to do if we were going to reuse
      this binding in more than one project.

For this binding we will need, at minimum, a message encoder and a transport channel. These two objects are the only required
    elements for a channel stack. For most RESTful services, that’s all we’ll
    ever need in the channel stack—there are very few situations in which we
    would want to use other protocol channels. The BindingElements
    have to be added to the binding in the reverse order that they will be
    used, so we add the TextMessageEncodingBindingElement
    first, followed by
    HttpTransportBindingElement (which specifies the use of
    the HTTP transport in the channel stack). Example 2-1 shows the code that creates the
    custom binding (as always, this could instead be part of a configuration
    file).
Example 2-1. Creating a custom binding
CustomBinding b = new CustomBinding();
TextMessageEncodingBindingElement msgEncoder;
msgEncoder = new TextMessageEncodingBindingElement();
msgEncoder.MessageVersion = MessageVersion.None;
b.Elements.Add(msgEncoder);
HttpTransportBindingElement http;
http = new HttpTransportBindingElement();
b.Elements.Add(http);


Note that this code changes the MessageVersion property to
    MessageVersion.None. This instructs the
    TextMessageEncoder not to look for anything “SOAP-y,”
    although it still will only process incoming messages that are formatted
    as XML (since this is what the TextMessageEncoder is
    programmed to do).
Next, we must construct an endpoint. A WCF endpoint has three parts: an address, a
    binding, and a contract. The binding dictates the look of the channel stack
    and determines how the endpoint will communicate. The address is the URI
    at which the endpoint will listen, and the contract contains information
    about the type that WCF will use to route messages. In WCF, the contract
    will be a .NET type with the ServiceContractAttribute, and this type can
    be either an interface or a .NET class. In this case I am specifying a
    .NET class as the contract.
The next step is to host the endpoint so that WCF will create a channel listener to start
    the channel stack. In most cases, the class named
    ServiceHost will carry out this part (see Chapter 5 for more information about
    hosting WCF endpoints).
After creating the ServiceHost instance, add
    a ServiceEndpoint using the CustomBinding, an
    HTTP-based URI as the address, and a type named SimpleHTTPService as the contract. This
    code also uses Console.ReadLine as the mechanism to
    keep the process alive while requests are being processed. We can create a
    console application to host my WCF endpoint. Example 2-2 shows the Main method from my
    console application.
Example 2-2. SimpleHTTPService using WCF
static void Main(string[] args)
{
CustomBinding b = new CustomBinding();
TextMessageEncodingBindingElement msgEncoder;
msgEncoder = new TextMessageEncodingBindingElement();
msgEncoder.MessageVersion = MessageVersion.None;
b.Elements.Add(msgEncoder);
HttpTransportBindingElement http;
http = new HttpTransportBindingElement();
b.Elements.Add(http);
ServiceHost sh = new ServiceHost(typeof(SimpleHTTPService));
ServiceEndpoint se = null;
se = sh.AddServiceEndpoint(typeof(SimpleHTTPService),
    b,
    "http://localhost:8889/TestHttp");
sh.Open();
Console.WriteLine("Simple HTTP Service Listening");
Console.WriteLine("Press enter to stop service");
Console.ReadLine();
}


This code may lead you to wonder what
    SimpleHTTPService looks like. SimpleHTTPService is a class that includes one method (this is typically
    referred to in WCF terminology as a universal
    operation). Instead of having regular .NET types as input and output parameters to
    the method, we are using System.ServiceModel.Channels.Message.
Using Message means that the WCF dispatch layer
    doesn’t have to deserialize the incoming message into specific .NET types.
    Adding the OperationContractAttribute and setting its Action property equal to
    * and the ReplyAction property equal
    to * indicates that all messages, regardless of action,
    will be routed to this method. Admittedly, having to use SOAP header
    information is kind of non-RESTful, since we are annotating the class with
    SOAP-based attributes, but the values of these properties actually short-circuit any SOAP-based routing. Example 2-3 shows the code for the
    SimpleHTTPService.
Example 2-3. SimpleHTTPService implementation
[ServiceContract]
public class SimpleHTTPService
{
[OperationContract(Action = "*", ReplyAction = "*")]
Message AllURIs(Message msg)
{
    HttpRequestMessageProperty httpProps;
    string propName;
    propName = HttpRequestMessageProperty.Name;
    httpProps = msg.Properties[propName] as HttpRequestMessageProperty;
    string uri;
    uri = msg.Headers.To.AbsolutePath;
    Console.WriteLine("Request to {0}", uri);
    if (httpProps.Method != "GET")
    {
        Console.WriteLine("Incoming Message {0} with method of {1}",
            msg.GetReaderAtBodyContents().ReadOuterXml(),
            httpProps.Method);
    }
    else
    {
        Console.WriteLine("GET Request - no message Body");
    }
    //print the query string if any
    if (httpProps.QueryString != null)
        Console.WriteLine("QueryString = {0}", httpProps.QueryString);
    Message response = Message.CreateMessage(
        MessageVersion.None,
        "*",
        "Simple response string");
    HttpResponseMessageProperty responseProp;
    responseProp = new HttpResponseMessageProperty();
    responseProp.Headers.Add("CustomHeader", "Value");
    return response;
}


Figure 2-2 shows the results of
    testing the client (which is just a browser in this case) and the output
    from the service in the console application.
[image: Testing WCF 3.0 HTTP service]

Figure 2-2. Testing WCF 3.0 HTTP service


Due to the structure of WCF 3.0, the endpoint created here will
    route all incoming network requests to the single method. While it would
    be possible to use .NET 3.0 to automatically dispatch different network
    messages to different methods without using SOAP (since the default
    dispatching is based on the concept of Action), it requires adding a fair
    amount of custom code into the WCF channel stack and dispatching layer.
    This is one of the things included in WCF 3.5, which we’ll examine in a
    moment.
There is something else to note about the code in the body of the
    AllURIs method in the earlier code sample. Notice how I
    am asking the Message object for a property from its
    Properties collection. The property is an instance of
    the HttpRequestMessageProperty
    type, which is a property populated by the HTTP transport channel. As you
    can see from the code, this property has all the information about the
    current HTTP request, including the Method and the
    incoming HTTP headers. Message properties are indexed by name, so the
    static Name property of the HttpRequestMessageProperty is used
    to find the property inside of the Message (of course
    my code is assuming the binding being used has the HTTP transport channel
    in use and that the property will always be there). If I wasn’t using
    Message as the parameter type I could access the
    property via the
    OperationContext.Current.IncomingMessageProperties
    collection. Example 2-4 is the full
    definition of the HttpRequestMessageProperty.
Example 2-4. HttpRequestMessageProperty definition
namespace System.ServiceModel.Channels
{
    public sealed class HttpRequestMessageProperty
    {

        public WebHeaderCollection Headers { get; }
        public string Method { get; set; }
        public static string Name { get; }
        public string QueryString { get; set; }
        public bool SuppressEntityBody { get; set; }
    }
}


The code at the end of the AllURIs method in
    Example 2-2 creates an
    HttpResponseMessageProperty object, which is the
    corollary object to the HttpRequestMessageProperty
    object. The HTTP transport channel will use this property to set parts of
    the HTTP response. The code creates and sets the value of a custom HTTP
    header. Example 2-5 includes the full definition of the
    HttpResponseMessageProperty.
Example 2-5. HttpResponseMessageProperty definition
namespace System.ServiceModel.Channels
{
    public sealed class HttpResponseMessageProperty
    {
        public static string Name { get; }
        public HttpStatusCode StatusCode { get; set; }
        public string StatusDescription { get; set; }
        public bool SuppressEntityBody { get; set; }
    }
}


HttpWebRequestMessageProperty and
    HttpWebResponseMessageProperty are important tools when
    using WCF for HTTP, and since RESTful services use HTTP, we’ll find them
    helpful there as well. You’ll see these properties being used throughout
    this book to enhance our RESTful services.
So, what insight into WCF does the code in Examples 2-1 and
    2-2 provide?
    Mainly, that WCF is not just about SOAP, and that WCF has included most of
    the facilities to support RESTful services since the beginning. What was
    lacking in 3.0 was an explicit programming model for REST.




End of sample
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‘GET /JSONWebTest/BioWrapperService.svc/jsdebug HTTP/1.1
Accept image/gF, image/x-xbitmap, image/jpeg, mage/pjpeg, applcation/x-... ~

Response Headers| Response Content

Var BioWrapper=function() { 2
Biokirapper. initializeBase(this); =
this._timeout = 0;

this. userContext = nul
this. Jsucceeded = null;
ghis failed = s
Eiolirapper . prototype={
Zget. path:functionO {
Var p = this.get_pathQ;
if (p) return p;

else return Biokrapper._staticInstance.get_path();},

GetRoot : function(succeededCal lback, failedCal lback,” usercontext) {

/// <param name="succeededcallback® type="Function” optional="true" mayBeNull="true
77/ <param name="failedCallback" type='Function" optional='true" mayBeNull="true"><
777 <param name="userContext" optional="true" mayBeNull="true"></param>

return this._invoke(this._get_path(), 'GetRoot',true,{},succeededCallback, failedcal™
GetDomain: functon(Domain, succeededcallback, fajledcallback, userContext) {

7// <param Domain’ type="String">Syste. String</params.
7/7 <param name="succeededCal Iback" type="Function” gptional="true" mayBeNull="true
777 <param Failedcallback” type='Function” optional="true" mayBeNull="true"><
777 <param userContext” optional="true" mayBeNull="true"></param>

return this._invoke(this. get_path(), 'GetDomain', true, {Domain:Domain},succeededcal
Biolirapper . registerClass ('BioWrapper ' ,Sys.Net.WebServiceProxy) ;

Biolirapper ._staticInstance = new Biokrapper();

BioWrapper . set_path = function(value) {

Biolirapper ._staticInstance.set_path(value); }

Biour apper et path = function®).{

/// <value type="String" mayBeNull="true">The service url.</values

return BioWrapper ._staticInstance.get_path();}

Biolirapper.set_timeout = function{value) { L
Biolirapper ._staticInstance.set_timeout(value); }

Biolirapper .get_timeout = function() {

717 walue SypectNumber">The service timeout.</value>

return BioWrapper._staticInstance.get_timeoutO); }
Biolirapper . set_defaultUserContext = function(value) {

Biolirapper ._staticInstance,set_defaultUserContext(value); }

Biolirapper .get_defaul tUserContext = function() {

717 «valie mayBeNull="true">The servica default user context.</value>

return Biokirapper . _staticInstance.get_defaultUserContextO); I
Biokirapper . set_defaultsucceededcailback = function(value) |

Biolirapper ._staticInstance.set_defaultSucceededcallback(value); }

Biolirapper . get_defaul tSucceededcallback = function() {

717" walue Sypestrunction” mayBenulTo"true">The service default succeeded callback. _
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