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Preface



JavaScript was originally intended to be a scripting interface between
  a web page loaded in the browser client (Netscape Navigator at the time) and
  the application on the server. Since its introduction in 1995, JavaScript
  has become a key component of web development, and has found uses elsewhere
  as well.
This book covers the JavaScript language, from its most primitive data
  types that have been around since the beginning of the language, to its most
  complex features, including those that have to do with Ajax and dynamic page
  effects. After reading this book, you will have the basics you need to work
  with even the most sophisticated libraries and web applications.
Audience



Readers of this book should be familiar with web page technology,
    including Cascading Style Sheets (CSS) and HTML/XHTML. Previous
    programming experience isn’t required, though some sections may require
    extra review if you have no previous exposure to programming.
This book should help:
	Anyone who wants, or needs, to integrate JavaScript into his own
        personal website or sites

	Anyone who uses a content-management tool, such as a weblogging
        tool, and wants to better understand the scripting components
        incorporated into her tool templates

	Web developers who seek to integrate JavaScript and some of the
        dynamic web page/Ajax features into their websites

	Web service developers who want to develop for a new market of
        clients

	Teachers who use web technologies as either the focus or a
        component of their courses

	Web page designers who wish to better understand how they can
        enliven their designs with interactive or animated effects

	Anyone interested in web technologies





Assumptions and Approach



As stated earlier, this book assumes you have experience with HTML
    and CSS, as well as a general understanding of how web applications work.
    Programming experience isn’t necessary, but the book covers all aspects of
    JavaScript, some of which are relatively sophisticated. Though the heavier
    pieces are few, you will need to understand JavaScript well enough to work
    with the newer Ajax libraries.
The Development Environment



Working with JavaScript can be especially challenging because your
      applications have to work not only on different types of machines, but
      also in several different browsers. If you look at web server logfiles
      for a site, you can see accesses from modern browsers, such as Firefox 3
      and IE8, as well as ancient browsers such as IE5.
You can get caught up in trying to create JavaScript for all
      possible variations of operating system and browser, but a better bet is
      to pick a group of target browsers that matches the browsers used by
      most of the people accessing your web pages, and use these to test your
      applications. You may find that your applications won’t work with older
      browsers, but at some point, you won’t be able to support all
      environments for all people.
Throughout this book, I’ll be mentioning “target browsers” when I
      mention how a piece of JavaScript works. For the book, my target
      browsers are Firefox 3.x, Opera 9.x, Safari 3.x (including recent builds
      of WebKit, the infrastructure that forms the basis of Safari), and
      primarily IE8, the next version of Internet Explorer. Most of the
      examples for IE should also work with IE 7.x and IE 6.x, and I’ll try to
      note otherwise. Here is a list of the URLs where you can access these
      browsers:
	You can download Firefox from http://www.mozilla.com/en-US/firefox/.

	Safari is installed with Mac OS X, but you can also access it
          for the Mac and Windows at http://www.apple.com/safari/. Safari is based on the
          open source WebKit project,
          which provides nightly builds for testing at http://webkit.org/.

	You can access Opera at http://www.opera.com/.

	Internet Explorer is built into Windows, but you can access
          the IE8 beta at http://www.microsoft.com/windows/internet-explorer/beta/default.aspx.



JavaScript and browser development is very dynamic, and this adds
      a unique challenge when writing a book on JavaScript. Though I tried to
      include the most updated coverage of JavaScript, both the JavaScript
      specification (the ECMAScript specification, to be more accurate) and
      the browsers themselves were undergoing significant changes. For
      instance, as I was in the editing phase of this book, the ECMAScript
      working group announced plans to abandon work on what was known as
      JavaScript 2 and focus on a new interim specification release,
      ECMAScript 3.1. However, most of the changes in the newer ECMAScript
      aren’t implemented in many of the target browsers. In the cases where I
      was relatively confident that the specification introduced a
      functionality that will be implemented in future browsers, I made a
      note, at a minimum, of upcoming changes.
In addition, browser makers are always introducing new versions of
      their tools. The target browsers used to test examples in this book
      reflect the state of the browsers at the time I wrote the book, which
      may not quite reflect what you’ll find when you read the book.
However, most of the material I’ve focused on is “classic”
      JavaScript, which not only is stable, but also will always form the
      platform on which new changes to both browser and scripting language are
      based. Most, if not all, of the examples in this book should work in
      older and future browsers, as well as the target browsers used to test
      the examples.
Knock on wood.


How the Book Is Organized



The book is organized into six loosely grouped sections.
Chapters 1 through 3
    provide an introduction to the structure of a JavaScript application,
    including the simple data types supported in the language, as well as the
    basic statements and control structures. These establish a baseline of
    understanding of the language for the sections that follow.
Chapters 4 and 5 introduce the main JavaScript objects,
    String, Number, and Boolean, in addition to other built-in objects,
    such as Math, RegExp (for regular
    expressions), Array, and the
    all-important Function.
Chapter 6
    takes a breather from the language bits and prepares the reader for the
    more complex scripting examples later in the book by introducing the
    browser debugging tools, as well as troubleshooting techniques.
Chapter 7 introduces event handling, and
    Chapter 8 then expands on the
    subject by covering form events and JavaScript applications with
    forms.
Chapters 9 through 11
    delve into the more sophisticated aspects of web page development. These
    chapters cover the Browser Object Model (BOM) and the newer Document
    Object Model (DOM), and show how you can create your own custom objects.
    Understanding these models is essential if you wish to create new windows,
    or individually access, modify, or even dynamically create any page
    element. In addition, with custom objects, you can move beyond the
    capabilities that are pre-built into either language or browser. Also
    included in these chapters is a look at browser cookies and some of the
    more modern client-side storage techniques.
Chapters 12 through 15 finish
    the book by diving into the advanced uses of JavaScript, including dynamic
    page effects and Ajax, as well as a more detailed look at using XML or
    JavaScript Object Notation (JSON) with Ajax applications.
Though I try to follow a logical course when covering JavaScript,
    sometimes I’ll need to use functionality in an example that I won’t cover
    in detail until a later chapter. When this occurs, I’ll try to make a note
    about which chapter includes coverage of the more advanced
    functionality.
A Chapter Breakdown



The following is a detailed breakdown of this book’s contents,
      including a brief description of
      what each chapter covers:
	Chapter 1, Hello JavaScript!
	Introduces JavaScript and provides a quick first look at a
            small web page application. This chapter also covers some issues
            associated with the use of JavaScript, including some good
            programming practices recommended for JavaScript applications.

	Chapter 2, JavaScript Data Types and Variables
	Provides an overview of the basic data types in JavaScript,
            as well as an overview of language variables, identifiers, and the
            structure of a JavaScript statement.

	Chapter 3, Operators and Statements
	Covers the basic statements of JavaScript, including
            assignment, conditional, and control statements, as well as the
            operators necessary for all three.

	Chapter 4, The JavaScript Objects
	Introduces the three primary built-in JavaScript objects,
            including Number, String,
            and Boolean, as well as
            Date and Math. The chapter also introduces the
            RegExp object, which provides
            the facilities to do pattern matching.

	Chapter 5, Functions
	Focuses on one other JavaScript built-in object: Function. Function is key to creating custom
            objects, as well as packaging blocks of JavaScript into reusable
            functionality that can be invoked more than once in an
            application.

	Chapter 6, Troubleshooting, Debugging, and Cross-Browser Issues
	Briefly introduces the debugging environments for the book’s
            target browsers (Internet
            Explorer, Safari, Firefox, and Opera), as well as covers basic
            cross-browser development.

	Chapter 7, Catching Events
	Focuses on event handling, including both the original form
            of event handling (which is still commonly used in many
            applications) as well as the newer DOM-based event
            handling.

	Chapter 8, Forms, Form Events, and Validation
	Introduces using JavaScript with forms and form fields,
            including how to access each field type—such as text input fields
            and drop-down lists—and validate the data once retrieved. Form
            validation before the form is submitted to the web server helps
            prevent an unnecessary round trip to the server, and thus saves
            both time and resource use. This chapter also briefly introduces
            issues related to security and forms.

	Chapter 9, Browser As Puzzle Box
	Begins to look at object models accessible from JavaScript,
            starting with the Browser Object Model—a hierarchy of objects
            including the window, document, forms, history, location, and so
            on. Through the BOM, JavaScript can open windows; access page
            elements such as forms, links, and images; and even create some
            basic dynamic effects.

	Chapter 10, Cookies and Other Client-Side Storage
  Techniques
	Covers script-based cookies, which store small pieces of
            data on the client’s machine. With cookies, you can store
            usernames, passwords, and other information so that users don’t
            have to keep reentering data. In addition, this chapter provides a
            brief overview of new and upcoming client-side storage techniques,
            such as Google’s Gears and
            HTML5 local storage that offer capabilities beyond what a cookie
            can provide. The chapter also includes a review of the JavaScript
            sandbox.

	Chapter 11, The DOM, or Web Page As Tree
	Focuses on the DOM, a straightforward, but not trivial,
            object model that provides access to all document elements and
            attributes. Though the model is comprehensive and its coverage is
            fairly straightforward, the chapter could present some challenging
            moments for new programmers.

	Chapter 12, Dynamic Pages
	Provides a general introduction to dynamically altering the
            web page, including modifying an individual element’s style, as
            well as adding and removing elements from the page. Some of the
            effects we’ll explore in this chapter include drag-and-drop, collapsing and
            expanding page sections, visibility, and movement. An understanding of CSS is
            required.

	Chapter 13, Creating Custom JavaScript Objects
	Demonstrates how to create custom objects in JavaScript and
            covers the prototype structure that enables such structures in the
            language. We’ll discuss some programming language concepts, such
            as inheritance and encapsulation, but you don’t need prior
            experience with these concepts to benefit from reading this
            chapter.

	Chapter 14, Moving Outside the Page with Ajax
	Introduces Ajax, which, despite all the excitement it has
            generated, is actually not a complicated use of JavaScript. The
            chapter walks through a complete example, including server-side
            code.

	Chapter 15, Ajax Data: XML or JSON?
	Expands on the example in Chapter 14 that demonstrated
            Ajax with an HTML fragment by demonstrating how to generate and
            process XML through an Ajax application, and then how to do the
            same with JSON. We’ll cover the advantages of both techniques, as
            well as when to use one over the other.





Conventions Used in This Book



The following typographical conventions are used in this
    book:
	Constant width
	Used for command lines and options that should be typed
          verbatim, C# keywords, and code examples

	Constant width italic
	Used for replaceable items, such as variables or optional
          elements, within syntax lines or code

	Constant width
        bold
	Used for emphasis within program code

	Italic
	Used for pathnames, filenames, Internet addresses (such as
          domain names and URLs), and new terms where they are defined



Note
Indicates a tip, suggestion, or general note.

Warning
Indicates a warning or caution.


Using Code Examples



This book is here to help you get your job done. In general, you may
    use the code in this book in your programs and documentation. You do not
    need to contact us for permission unless you’re reproducing a significant
    portion of the code. For example, writing a program that uses several
    chunks of code from this book does not require permission. Selling or
    distributing a CD-ROM of examples from O’Reilly books
    does require permission. Answering a question by
    citing this book and quoting example code does not require permission.
    Incorporating a significant amount of example code from this book into
    your product’s documentation does require
    permission.
We appreciate, but do not require, attribution. An attribution
    usually includes the title, author, publisher, and ISBN. For example:
    “Learning JavaScript, Second Edition, by Shelley
    Powers. Copyright 2009 Shelley Powers, 978-0-596-52187-5.”
If you feel your use of code examples falls outside fair use or the
    permission given here, feel free to contact us at
    permissions@oreilly.com.

Safari® Books Online



Note
When you see a Safari® Books Online icon on the cover of your
      favorite technology book, that means the book is available online
      through the O’Reilly Network Safari Bookshelf.

Safari offers a solution that’s better than e-books. It’s a virtual
    library that lets you easily search thousands of top tech books, cut and
    paste code samples, download chapters, and find quick answers when you
    need the most accurate, current information. Try it for free at http://safari.oreilly.com.

How to Contact Us



We have tested and verified the information in this book to the best
    of our ability, but you might find that features have changed (or even
    that we have made mistakes!). Please let us know about any errors you
    find, as well as your suggestions for future editions, by writing
    to:
	O’Reilly Media, Inc.
	1005 Gravenstein Highway North
	Sebastopol, CA 95472
	800-998-9938 (in the United States or Canada)
	707-829-0515 (international/local)
	707-829-0104 (fax)

To ask technical questions or comment on the book, send email
    to:
	bookquestions@oreilly.com

We have a web page for this book where we list examples and any
    plans for future editions. You can access this information at:
	http://www.oreilly.com/catalog/9780596521875

For more information about books, conferences, Resource Centers, and
    the O’Reilly Network, see the O’Reilly website at:
	http://www.oreilly.com
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Chapter 1. Hello JavaScript!



One reason JavaScript is so popular is that it’s relatively easy to
  add JavaScript to a web page. All you need to do, at a minimum, is include
  an HTML script element in the page, specify "text/javascript" for the type attribute, and add
  whatever JavaScript you want:
<script type="text/javascript">
...some JavaScript
</script>
Installation is not required, nor do you have to torturously work
  through any odd library path configurations. JavaScript works, straight out
  of the box and in most web browsers, including the big four: Firefox,
  Internet Explorer, Opera, and Safari. All you need to do is add a scripting
  block, and you’re in business.
Traditionally, you add JavaScript blocks to the head element in the document (delimited by opening and closing head tags), but you also can include them in
  the body element—or even in both sections. However,
  adding script to the body is not usually considered a good technique, as it
  makes it more difficult to find the script when you’re modifying it at a
  later time. The exception to this rule is when performance is an issue,
  which I’ll cover in Chapter 6. All of the
  examples in this book add scripting blocks only to the web page head
  section.
Hello World!



Also traditionally, the first example when learning a new
    programming language is known as “Hello, World”—a simple application that
    prints out “Hello, World!” to the user interface, whatever it may be. In
    the case of JavaScript, the user interface is the web page. Example 1-1 shows a web page
    with a JavaScript block that, using only one line of JavaScript, pops open
    a small window commonly called an alert box
    with the words “Hello, World!”
Example 1-1. The smallest JavaScript application: “Hello, World!”
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 
Transitional//EN" "http://www.w3.org/TR/xhtml1/DTD/xhtml1-transitional.dtd">
<html xmlns="http://www.w3.org/1999/xhtml" xml:lang="en" lang="en">
<head>
<title>Hello, World!</title>
<meta http-equiv="Content-Type" content="text/html; charset=utf-8" />

<script type="text/javascript">

alert("Hello, World!");

</script>
</head>
<body>
</body>
</html>


Copying Example 1-1
    into a file and opening the file in web browsers that support JavaScript
    should result in an alert box that reads “Hello, World!” If it doesn’t,
    you might want to make sure you have JavaScript enabled.
Note
Older versions of Internet Explorer also disable script if you open the page via the File
      Open menu rather than by using a web page address such as http://<somedomain.com>/index.html.

This application, although very limited in functionality, more or
    less demonstrates the minimum components of a JavaScript application: you
    have a web page, you have a script
    element, and you have a line of JavaScript. Try it yourself, except edit
    the string by replacing “World” with your first name.
Of course, if you want to move beyond just outputting a static
    message to the browser, you’ll need to extend the example somewhat.


Hello World! Once Again



Another variation of the “Hello, World!” application actually writes
    the message to the web page rather than in an alert box. To do so, it
    makes use of four important JavaScript application components: the
    built-in browser document object,
    JavaScript variables, a JavaScript function, and an event handler. As
    impressive as this may sound, you can still code the application in seven
    lines of JavaScript, as shown in Example 1-2.
Example 1-2. “Hello, World!” printed out to the web page
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.1//EN"
"http://www.w3.org/TR/xhtml11/DTD/xhtml11.dtd">
<html xmlns="http://www.w3.org/1999/xhtml" xml:lang="en">
<head>
<title>Hello, World!</title>
<meta http-equiv="Content-Type" content="text/html; charset=utf-8" />

<script type="text/javascript">
function hello() {

   // say hello to the world
   var msg = "Hello, World!";
   document.open();
   document.write(msg);
   document.close();
}
</script>
</head>
<body onload="hello()">
<p>Hi</p>
</body>
</html>


Though Example 1-2
    is a very small application, it does expose several of the basic
    components of most JavaScript applications in use today, each of which
    deserves a closer look. In the rest of this chapter, we’ll take that
    closer look, one component at a time.
Note
Not covered in this chapter is the Document Type Declaration (DOCTYPE) used in Examples
      1-1 and 1-2, which can have an influence on how
      different browsers process the JavaScript. I’ll cover the impact of a
      DOCTYPE in Chapter 6.

The script Tag



JavaScript is frequently used within the context of another
      language, such as markup languages like HTML and XHTML. However, you
      can’t just plop JavaScript into the markup wherever and however you
      want.
In Example 1-2,
      the script element encloses the
      JavaScript. This lets the browser know that when it encounters the
      script element’s opening tag, it shouldn’t process the element’s
      contents as HTML or XHTML. At this point, control over the content is
      turned over to the browser’s scripting engine.
Not all script embedded in web pages is JavaScript, and the
      script element opening tag contains
      an attribute defining the type of script. In the example, this is given
      as text/javascript. Among other
      allowable values for the type attribute
      are:
	text/ecmascript

	text/jscript

	text/vbscript

	text/vbs



The first type value listed
      specifies that the script is interpreted as ECMAScript, based on the
      ECMA-262 scripting standard. The next value causes the script to be interpreted as
      JScript, a variation of ECMAScript that Microsoft implements in Internet
      Explorer. The last two values are for Microsoft’s VBScript, a completely different scripting
      language.
All of these type values
      describe the MIME type of the content. MIME, or Multipurpose
      Internet Mail Extension, is a way to identify how the content is encoded
      (i.e., text), and its specific format
      (javascript). By providing a MIME
      type, those browsers capable of processing the type do so, whereas other
      browsers skip over the section. This ensures that only applications that
      can process the script actually access the script.
Earlier versions of the script
      tag took a language attribute,
      which was used to designate the version of the language,
      as well as the type: javascript1.2 as
      compared to javascript1.1. However, the use of
      language was deprecated in HTML 4.01,
      though it still appears in many JavaScript examples. And therein lies
      one of the earliest cross-browser techniques.
Note
I use the term cross-browser to denote
        JavaScript that works across all target browsers, or uses
        functionality to manage any browser differences so that the
        application works “cross-browser.”

Years ago, when working with cross-browser compatibility issues, it wasn’t uncommon to create a
      specific script for each browser in a separate section or file and then
      use the language attribute to ensure
      that only a compatible browser could access the code. Looking through
      some of my old examples (circa 1997), I found the following:
<script src="ns4_obj.js" language="javascript1.2">
</script>
<script src="ie4_obj.js" language="jscript">
</script>
The philosophy of this approach was that only a browser capable of
      processing JavaScript 1.2 would pick up the first file (primarily
      Netscape Navigator 4.x at that time) and only a browser capable of
      processing JScript would pick up the second file (Internet Explorer 4).
      Kludgey? Sure, but it also worked through the early years of trying to
      deal with frequently broken cross-browser dynamic page effects.
Other valid script attributes are src, defer, and
      charset. The charset attribute defines the character
      encoding used with the script. It usually isn’t set unless you need a
      different character encoding than what’s defined for the
      document.
One attribute that can be quite useful is defer. If you set defer to a value of "defer", it indicates to the browser that the
      script is not going to generate any document content, and the browser
      can continue processing the rest of the page’s content, returning to the
      script when the page has been processed and displayed:
<script type="text/javascript" defer="defer">
...no content being generated
</script>
The defer attribute can help
      speed up page loading when you have a larger JavaScript block or include
      a larger JavaScript library.
The last attribute, src, has to
      do with loading external JavaScript files, which we’ll explore a little
      later. First, though, we’ll take a closer look at the text/javascript type attribute, and what this
      means for each browser.
Adding Script to the Document’s Body
Earlier, I mentioned that the script element is usually added to the
        head element of a web page because
        it’s easier to maintain web pages when the script elements are organized in one place. However, there
        is a legitimate reason for including script within the body element: performance.
When script is added to the head element, the rest of the document can
        be held back from downloading until the script is finished loading
        because browsers load only so many resources from the same domain in
        parallel. In addition, the browser may hold up rendering the rest of
        the page because of the possibility of document.write within the script. If the
        JavaScript files are large, the web page’s images and other important
        information can be delayed, perhaps beyond what’s feasible.
Even the use of the defer
        attribute in the script element
        won’t have an impact on the problems with parallel resource loading,
        or page rendering.
In his book High Performance Web Sites
        (O’Reilly), Steve Souders recommends putting the script
        elements in the bottom of a document, to let the rest of the web page
        load first, before the script. Developers of more complex web
        applications favor this approach. The downside to putting the script
        at the bottom of the page is that the script is then more difficult to
        find, and the pages are harder to maintain.
Which is the best approach? I’ve found that most websites don’t
        incorporate JavaScript libraries that are so large that script
        placement becomes an issue, not when compared to the importance of
        being able to ensure that the pages are easier to maintain. Still, if
        you develop more complex JavaScript libraries, you may want to
        consider making the switch to footer-based scripts.
Regardless of the approach you use, be consistent: place your
        scripts either always in the head
        element or always at the bottom of the body element.


JavaScript Versus ECMAScript Versus JScript



Example 1-2
      used the text/javascript type with the script element, and the application works
      with Firefox, IE, Opera, and Safari. However, not all browsers
      implement JavaScript.
Although the name “JavaScript” has become ubiquitous for
      client-side browser-based scripting, only Mozilla and the popular
      Mozilla browser, Firefox, implement JavaScript, which is the actual name of
      an instance of a broader-based scripting specification, ECMAScript. ECMAScript is
      actually the industry-wide client-side scripting specification. The latest released version
      of ECMAScript is ECMA-262, Edition 3.
However, most browsers honor the text/javascript type, in addition to the more
      appropriate (though far less
      common) text/ecmascript, though there
      can be differences, even significant differences, in exactly what each
      browser or other application supports.
Note
ECMAScript isn’t restricted to just browsers: Adobe’s
        ActionScript support in Flash is based on ECMA-262, Edition 3.

All of the browsers used to test the applications in the
      book—Firefox 3.x, Safari 3.x, Opera 9.x, and IE8—support most, if not
      all, of ECMA-262, Edition 3, and even some of the next generation of
      ECMAScript, ECMAScript 3.1 (and beyond). In this book, I’ll note
      whenever there are browser differences or provide cross-browser
      workarounds. I’ll also be using the more familiar text/javascript for the script element’s type attribute, as shown in Example 1-2.

Defining Functions in JavaScript



In Example 1-2,
      the part of the JavaScript that actually creates the “Hello,
      World!” message exists within a function named hello. Functions are ways of enclosing one or
      more lines of script so that they can be executed one or more times. You
      also use functions to control when the enclosed script is executed. For
      instance, in Example 1-2, the function is
      called only after the web page is loaded.
Here is the typical syntax for creating a function:
function functionname(params) {
    ...
}
The keyword function is
      followed by the function name and parentheses containing zero or more
      parameters (function arguments). In Example 1-2, there are no
      parameters, but we’ll see plenty of examples with parameters throughout
      the book. The script that makes up the function is then enclosed in
      curly braces.
I say “typical” when providing the function syntax because this
      isn’t the only syntax that you can use to create a function. However,
      we’ll get into other variations starting in Chapter 5, which covers JavaScript functions in
      detail.
Of course, once you have a function, you have to invoke it to run
      the script it contains, which leads us to event handlers.

Event Handlers



In the opening body tag of Example 1-2, an HTML attribute
      named onload is assigned the hello function. The onload attribute is what’s known as an
      event handler. This event handler,
      and others, is part of the underlying object model that each browser
      provides.
You use event handlers to map a function to a specific event so
      that when the event occurs, the function’s script is processed. One of
      the more commonly used event handlers is the one just demonstrated,
      the onload event attached
      to the body element. When the web
      page has finished loading, the event is fired, and the handler calls the
      mapped function.
Here are some commonly used event handlers:
	onclick
	Fired when the element receives a mouse click

	onmouseover
	Fired when the mouse cursor is over the element

	onmouseout
	Fired when the mouse cursor is no longer over the
            element

	onfocus
	Fired when the element gains focus (through the mouse or
            keyboard)

	onblur
	Fired when the element no longer has focus



These are only a few of the event handlers, and not all elements
      support all event handlers. The onload event handler is supported for only a
      few elements, such as the body and
      img elements—not surprising, as the event is associated with
      loading something.
Adding an event handler directly to the opening element tag is one
      way to attach an event handler. A second technique occurs directly
      within JavaScript using syntax such as the following:
<script type="text/javascript">
window.onload=hello;

function hello(??) {

   // say hello to the world
   var msg = "Hello, World!";
   document.open();
   document.writeln(msg);
   document.close();
}
</script>
The onload event handler is a
      property of another built-in browser object, the window. The first line of the script then assigns the function,
      hello, directly to the window’s
      onload event handler.
Note
JavaScript functions are also objects in JavaScript, so you can
        assign a function, by name or directly, to a variable or another
        object’s property.

Using the object property approach, you don’t have to add event
      handlers as attributes into element tags, but instead can add them into
      the JavaScript itself. We’ll get into more details on event handlers and
      more advanced forms of event handling beginning in Chapter 7. In the meantime, let’s take a closer look
      at the document object.

The document Browser Object



Example 1-2,
      as small as it is, used one of the most powerful objects
      available in your browser: the document object. The document object is, for all intents and
      purposes, a representation of the page, including all of the elements
      within it. It’s through the document
      that we can access the page contents, and as you’ve just seen, it’s
      through the document that we can also
      modify the page contents.
The document has collections
      mapped to page elements, such as all the images or form elements in the
      page. It also has methods that you can use to both access and alter the
      web page, including the open, writeln, and
      close methods used in Example 1-2.
The open method opens the
      document for writing. In Example 1-2, the document
      opened was the same document with which the script is contained. The
      writeln method is a variation of the
      write method, which outputs a string of text to the document. The only
      difference between write and writeln is that writeln also appends a newline character
      following the text. The close method
      closes the document, and also forces the immediate rendering of the
      document contents.
An unfortunate consequence of writing to the existing document
      after the page is loaded is that the existing contents of the document
      are erased. That’s why when you open the page you’ll see the “Hello,
      World!” message but you won’t see the “Hi” that’s already in the
      page.
Warning
Another consequence of writing over the existing document is
        that with IE, at least with the beta of IE8, you’ll lose your back
        button functionality.

The open and close methods aren’t required for Example 1-2, as browsers will
      automatically open and close the document when the writeln method is called after the document is
      already loaded. If you used the script in the body of the page, you
      would need to explicitly call the open method.
The document, as well as the
      window mentioned earlier, is part of
      a hierarchy of objects known as the Browser Object Model (BOM). The BOM is a basic set
      of objects implemented in most modern browsers. I cover the document and other BOM objects in Chapter 9.
Note
The BOM is the earliest version of the more formal Document Object Model (DOM), and is sometimes referred
        to as DOM Level 0.


The property Operator



In Example 1-2,
      you accessed the methods from the document object through one of the many
      operators supported in JavaScript: the property operator, represented by a single dot
      (.).
Several operators are available in JavaScript: those for arithmetic (+, –),
      those for conditional expressions (<,
      >), and others that I detail more fully later in
      the book. One of the most important, though, is the property operator. Data elements, event
      handlers, and object methods are all considered properties of objects
      within JavaScript, and you access all of them via the property operator.
You also use the property
      operator in a process called method chaining,
      or sometimes just chaining, whereby you
      can apply calls to multiple methods, one after another, all within the
      same statement. We’ll see the following example in the book:
var tstValue = document.getElementById("test").style.backgroundColor="#ffffff";
In this example, a page element
      is accessed using the document method getElementById,
      and its style object is accessed to
      set the background color for that element. The backgroundColor is a property of the style object, which is a property of the
      page element, which is accessed
      through the method getElementById,
      which is a property of the document
      object.
I cover all of these methods and objects in future chapters, but I
      wanted to introduce you to method chaining now, as you’ll see it
      frequently. You cannot chain all properties of all objects—only those
      that return an object.
Note
One of the more popular Ajax libraries, JQuery, makes extensive use of method chaining. I’ll cover
        JQuery briefly in Chapter 14.


The var Keyword and Scope



The “Hello, World!” string I used in Example 1-2 is assigned to an
      object named msg, which is an example
      of a JavaScript variable. A variable is nothing
      more than a named reference to a piece of data. The data can be a
      string, as in Example 1-2, a number, or the
      boolean value of true or false. It can also be a function reference, an
      array, or another object.
In the example, I defined the variable with the var keyword. When you use var with a variable, you’re defining the
      variable with local scope, which means you can access them only within
      the function in which you’ve defined them. If I didn’t use var, the variable msg would be global and would have scope
      inside and outside the function. Using a global variable in a local
      context isn’t a bad thing—and it may be necessary at times—but it isn’t
      a good practice, and you should avoid it if possible.
The reason why you want to avoid global variables is because if
      the application is part of a larger JavaScript application, msg may be in use in another part of the code
      in another file, and you will have overridden whatever data it
      originally contained. Or, if you create a global variable called
      msg, some other library’s script
      could override it by not correctly using the var keyword, and the data you were tracking
      will be lost.
Setting the scope of a variable is important if you have global
      and local variables with the same name. Example 1-2 doesn’t have
      global variables of any name, but it’s important to develop good
      JavaScript coding practices from the beginning.
Here are the rules regarding scope:
	If you declare a variable with the var keyword in a function or block of
          code, its use is local to that function.

	If you use a variable without declaring it with the var keyword, and a global variable of the
          same name exists, the local variable is assumed to be the already
          existing global variable.

	If you declare a variable locally with a var keyword, but you do not initialize it
          (i.e., assign it a value), it is local and accessible but not
          defined.

	If you declare a variable locally without the var keyword, or explicitly declare it
          globally but do not initialize it, it is accessible globally, but
          again, it is not defined.



By using var within a function,
      you can prevent problems when using global and local variables of the
      same name. This is especially critical when using JavaScript
      libraries—such as Dojo, jQuery, and Prototype—because you’re not
      going to know what variable names the other JavaScript code is
      using.

Statements



JavaScript also supports different types of processing instruction types, known as
      statements. Example 1-2 demonstrated a
      basic type of JavaScript statement: the assignment,
      whereby a value is assigned to a variable. Other types of statements
      are for
      loops, which process a script block a given number
      of iterations; the if…else conditional statement, which checks a
      condition to see whether the script block is executed; the switch statement, which checks for a value in a given set and then executes
      the script block associated with that value; and so on.
Each type of statement has certain syntax requirements. In Example 1-2, the assignment
      statement ended with a semicolon. Using a semicolon to terminate a
      statement isn’t a requirement in JavaScript unless you want to type many
      statements on the same line. If you do, you’ll have to insert a
      semicolon to separate the individual statements.
When you type a complete statement on one line, you use a line
      break to terminate the statement. However, just as with the use of
      var, it’s good practice to use
      semicolons to terminate all statements, if for no other reason than it makes the
      code easier to read. More on the semicolon, other operators, and
      statements in Chapter 3.

Comments



As this chapter hopefully demonstrates, there’s quite a lot
      to the JavaScript in even a small application such as Example 1-2. Hold on, though,
      as we’re not quite finished. Last, but certainly not least, a word on
      JavaScript comments.
Comments provide a summary or explanation of the code that
      follows. Comments in JavaScript are an extremely useful way of quickly
      noting what a block of code is doing and whatever dependencies it has.
      It makes the code more readable and more maintainable.
You can use two different types of comments in your own
      applications. The first, using the double slash (//), comments out whatever follows in the
      line:
// This line is commented out in the code
var i = 1; // this is a comment in the line
The second makes use of opening and closing JavaScript comment
      delimiters, /* and */, to mark a block of comments that can extend one or more
      lines:
/* This is a multiline comment 
that extends through three lines. 
Multiline comments are particularly useful for commenting on a function */
Single-line comments are relatively safe to use, but multiline
      comments can generate problems if the beginning or ending bracket
      character is accidentally deleted.
Typically, you use single-line comments before a block of script
      performing a specific process or creating a specific object; you use
      multiline comment blocks in the beginning of a JavaScript file. A good
      practice to get into with JavaScript is to begin every JavaScript block, function, or object
      definition with at least one line of comments. In addition, provide a more detailed comment
      block at the beginning of all JavaScript library files; include
      information about author, date, and dependencies, as well as a detailed
      purpose of the script.
We’ve explored what you saw in Example 1-2. Now let’s take a
      look at what you didn’t see.

What You Didn’t See: HTML Comments and CDATA Sections



Ten years ago, when most browsers were in their first or second version, JavaScript support was sketchy, with
      each browser implementing a different version. When browsers, such as
      the text-based Lynx, encountered the script
      tag, they usually just printed the output to the page.
To prevent this, the script contents were enclosed in HTML
      comments: <!-- and -->. When HTML comments were used, non-JavaScript-enabled browsers
      ignored the commented-out script, but newer browsers knew to execute the
      script.
It was a kludge, but it was a very widespread kludge. Most web
      pages with JavaScript nowadays feature the added HTML comments because
      the script is copied more often than not. Unfortunately, some new
      browsers today may process the web page as XHTML, and as strictly XML, which means the commented code is
      discarded. In these situations, the JavaScript is ignored. As a
      consequence, using HTML comments to “hide” the script is actively
      discouraged.
Another way to “hide” the script, however, is encouraged, and
      that’s the use of the XML CDATA
      section, particularly if the script is going to be used in XHTML. Example 1-3 is a modification
      of Example 1-2 with the
      addition of a CDATA section, shown in
      bold.
Example 1-3. Modification of Example 1-2 to add a CDATA
        section to “hide” the script
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.1//EN"
"http://www.w3.org/TR/xhtml11/DTD/xhtml11.dtd">
<html xmlns="http://www.w3.org/1999/xhtml" xml:lang="en">
<head>
<title>Hello, World!</title>
<meta http-equiv="Content-Type" content="text/html; charset=utf-8" />

<script type="text/javascript">
//<![CDATA[

function hello() {
   // say hello to the world
   var msg = "Hello, <em>World!</em>";
   document.open();
   document.write(msg);
   document.close();
}

//]]>
</script>
</head>
<body onload="hello()">
<p>Hi</p>
</body>
</html>


The reason for the CDATA
      section is that XHTML processors interpret markup, such as the em element opening and closing tags in this
      new example, even when they’re contained within JavaScript strings.
      Though the script may process correctly and may display the page
      correctly, if you try to validate it without the CDATA section, you’ll get validation errors,
      as shown in Figure 1-1.
[image: Validation error without using a CDATA section]

Figure 1-1. Validation error without using a CDATA section


JavaScript that is imported into the page using the script element’s src attribute is assumed to be compatible with
      XHTML and doesn’t require the CDATA
      section. You should delimit inline or embedded JavaScript with CDATA though, particularly if it’s included
      within the body element. For most
      browsers, you’ll also need to hide the CDATA section opening and closing tags with
      JavaScript comments (//),
      as shown previously in Example 1-3, or you’ll get a
      JavaScript error.
Of course, the best way to keep your web pages uncluttered is to
      remove the JavaScript from the page entirely, through the use of
      JavaScript files.
Most of this book’s examples are embedded into the page primarily
      to make them easier to read and follow. However, the Mozilla Foundation
      recommends (and I agree) that all inline or embedded JavaScript be
      removed from a page and placed in separate JavaScript files. Using a separate file,
      covered in the next section, prevents problems with validation and
      incorrect interpretation of text, regardless of whether the page is
      processed as HTML or XHTML.
Note
JavaScript files are also more efficient, as the browser caches
        them the first time they’re loaded. Additional references to the same
        file are pulled from the cache.



JavaScript Files



JavaScript usage is becoming more object-oriented and complex. To
    simplify their work, as well as share it, JavaScript developers are
    creating reusable JavaScript objects that they can incorporate into many
    applications, including those created by other developers. The only
    efficient way to share these objects is to create them in separate files
    and provide a link to each file in the web page. With the code now in
    files, all the developer needs to do is link the code into the web pages.
    If the code needs to change later, it’s changed in only one place.
Nowadays, all but the simplest JavaScript is created in separate
    script files. Whatever overhead is incurred by using multiple files is
    more than offset by the benefits. To include a JavaScript library or
    script file in your web page, use this syntax:
<script type="text/javascript" src="somejavascript.js"></script>
The script element contains no content, but the closing tag is still
    required.
The browser loads script files into the page in the order in which
    they occur in the page and processes them in order unless defer is used. A script file should be treated
    as though the code is actually included in the page; the behavior is no
    different between script files and embedded JavaScript blocks.
Example 1-4 is yet
    another modification of our “Hello, World!” application, except this time
    the script is moved to a separate file, named helloworld.js. The .js file extension is required, unless you
    direct the web server to use some other extension to represent the
    JavaScript MIME type. However, because the .js has been used as the default for years,
    it’s best not to get creative.
Note
Every rule always has exceptions, and the use of .js is one of them. If the JavaScript is
      being dynamically generated using a server-side application built in a
      language such as PHP, the file will have a different extension.

Example 1-4 contains
    the script, and Example 1-5 shows the now
    altered web page.
Example 1-4. The Hello World script, in a separate file
/* 
   function: hello
   author: Shelley
   hello prints out the message, "Hello, World!"
*/

function hello() {

   // say hello to the world
   var msg = "Hello, <em>World!</em>";
   document.open();
   document.write(msg);
   document.close();
}


Example 1-5. The web page, now calling an external script file
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.1//EN"
"http://www.w3.org/TR/xhtml11/DTD/xhtml11.dtd">
<html xmlns="http://www.w3.org/1999/xhtml" xml:lang="en">
<head>
<title>Hello, World!</title>
<meta http-equiv="Content-Type" content="text/html; charset=utf-8" />

<script type="text/javascript" src="helloworld.js">
</script>
</head>
<body onload="hello()">
<p>Hi</p>
</body>
</html>


As you can see, the page is much cleaner, and the application is
    more efficient from a maintenance perspective. Also, other applications
    can now reuse the code. Though it’s unlikely that you’d reuse something as
    simple as the “Hello, World!” script, you’ll be creating examples later in
    the book in which reuse becomes more important.
We have one last section of material to cover in this chapter before
    moving on to variables and data types in Chapter 2.

Accessibility and JavaScript Best Practices



In an ideal world, everyone who visits your website would use the same type of
    operating system and browser and would have JavaScript enabled. Your site
    would never be accessed via a mobile phone or some other oddly sized
    device, vision-impaired people wouldn’t need screen readers, and the
    paralyzed wouldn’t need voice-enabled navigation.
This isn’t an ideal world, but too many JavaScript developers code
    as though it is. We get so caught up in the wonders of what we can create
    that we forget that not everyone can share them.
Many best practices are associated with JavaScript, but if there’s
    one to take away from this book, it’s the following: whatever JavaScript
    functionality you create, it must not come between your site and your
    site’s visitors.
What do I mean by “come between your site and your site’s visitors”?
    I mean that you should avoid using JavaScript in such a way that those who
    cannot, or will not, enable JavaScript are prevented from accessing
    essential site resources. If you create a drop-down menu using JavaScript,
    you also need to provide a script-free alternative. If your visitors are
    vision-impaired, JavaScript must not interfere with audio browsers, which
    happens when instructions are added to a page dynamically.
Many developers don’t follow these practices because they assume the
    practices require extra work, and for the most part, they do. However, the
    work doesn’t have to be a burden—not when the results can increase the
    accessibility of your site. In addition, many companies now require that
    their websites meet a certain level of accessibility. It’s better to get
    into the habit of creating accessible pages in the beginning than to try
    to fix the pages, or your habits, later.
Accessibility Guidelines



The WebAIM site (http://www.webaim.org) has
      a wonderful tutorial on creating accessible JavaScript (available at http://www.webaim.org/techniques/javascript/). It covers
      the ways you shouldn’t use JavaScript, such as using JavaScript for
      menus and other navigation. However, the site also provides ways you can
      use JavaScript to make a site more accessible.
One suggestion is to base feedback on events that can be triggered
      whether you use a mouse or not. For instance, rather than capture mouse
      clicks, you should capture events that are triggered if you use a
      keyboard or a mouse, such as onfocus
      and onblur. If you have a drop-down
      menu, add a link to a separate page, and then provide a static menu on
      the second page.
After reviewing the tutorial at WebAIM, you might want to spend
      some time at the World Wide Web Consortium’s (W3C’s) Web Accessibility
      Initiative (at http://www.w3.org/WAI/). From
      there, you can also access the U.S. government’s Section 508 website (http://www.section508.gov/), which discusses what is
      known as “508 compliance.” Sites that comply with Section 508 are
      accessible regardless of physical constraints. At that website, you can
      access various tools that evaluate your site for accessibility, such as
      Cynthia Says (at http://www.cynthiasays.com/).
Whether your site is located within the United States or
      elsewhere, you want it to be accessible; therefore, a visit to Section
      508 is useful regardless of your locale.
Of course, not all accessibility issues are related to those
      browsers in which JavaScript is limited or disabled by default, such as
      with screen readers. Many people don’t trust JavaScript, or don’t care
      for it and choose to disable it. For both groups of people—those who
      prefer not to use JavaScript, and those who have no choice—it’s
      important to provide alternatives when no script is present. One
      alternative is noscript.

noscript



Some browsers or other applications are not equipped to process
      JavaScript, or are limited in how they interpret the script. If the
      JavaScript is not essential to navigation or interaction, and the
      browser ignores the script, no harm. However, if the JavaScript is
      essential to access the site’s resources and you don’t provide
      alternatives, you’re basically telling these folks to go away.
Years ago, when JavaScript was fairly new, one popular approach
      was to provide a plain or text-only page accessible through a link,
      usually placed at the top of the page. However, the amount of work to
      maintain the two sites could be prohibitive, and developers had to
      constantly worry about keeping the sites synchronized.
A better technique is to provide static alternatives to dynamic,
      script-generated content. When you use JavaScript to create a drop-down
      menu, also provide a standard hierarchical linked menu; when you use
      script to expose form elements for
      editing based on user interaction, provide the more traditional links to
      a second page to do the same.
The element that enables all of this is noscript. Wherever you need static content,
      add a noscript element with the
      content contained within the opening and closing tags. Then, if a
      browser or other application can’t process the script (because
      JavaScript is not enabled for some reason), the noscript content is processed; otherwise, it’s
      ignored.
Example 1-6 is one
      last variation of “Hello, World!” showing the CDATA-protected example modified with the addition of
      noscript. Accessing the page with a
      JavaScript-enabled browser should display a page with “Hello, World!”
      printed out. However, if you access the page with a script-disabled
      browser, a different message results.
Example 1-6. The use of noscript for non-JavaScript-enabled browsers
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.1//EN"
"http://www.w3.org/TR/xhtml11/DTD/xhtml11.dtd">
<html xmlns="http://www.w3.org/1999/xhtml" xml:lang="en">
<head>
<title>Hello, World!</title>
<meta http-equiv="Content-Type" content="text/html; charset=utf-8" />

<script type="text/javascript">
//<![CDATA[

function hello() {
   // say hello to the world
   var msg = "Hello, <em>World!</em>";
   document.open();
   document.write(msg);
   document.close();
}

//]]>
</script>
</head>
<body onload="hello()">
<noscript>
  <p>I'm still here, World!</p>
</noscript>
</body>
</html>


Of course, Example 1-6 is just a
      simplified use of noscript; you’ll
      see more sophisticated uses later in the book, as well as alternative
      script-safe methods.
To test Example 1-6, I used a Firefox
      extension called the Web Developer Toolbar. On this bar is an option to
      disable JavaScript support. When JavaScript is active, the original
      “Hello, World!” message displays. However, when I use the tool to
      deactivate JavaScript support, another message displays: I'm still here, World! Though you can turn
      scripting off directly in the browser, I’ve found that development tools
      such as the Web Developer Toolbar make testing a whole lot
      easier.
Which tools you use depends on the browser with which you prefer
      to develop. I prefer developing with Firefox, and make extensive use of
      the Web Developer Toolbar and Firebug, a sophisticated debugging tool.
      Later, in Chapter 6, which
      covers troubleshooting and debugging, we’ll take a closer look at these,
      as well as tools and options available for other browsers.


Chapter 2. JavaScript Data Types and Variables



Variables in JavaScript are basically named buckets of data, a way of
  creating a reference to that data—regardless of whether the data is a
  string, number, boolean, array, or other object—so that you can access the
  same data again and again. More importantly, you can use variables to
  persist data from one process to another. For instance, your JavaScript
  application can store the value of a form element in a variable, and
  manipulate that value without having to actually manipulate the form element
  itself.
The variable’s data type is the JavaScript
  scripting engine’s interpretation of the type of data that variable is
  currently holding. A string variable holds a string; a number variable holds
  a number value, and so on. However, unlike many other languages, in
  JavaScript, the same variable can hold different types of data, all within
  the same application. This is a
  concept known by the terms loose typing and dynamic
  typing, both of which mean that a JavaScript variable can hold
  different data types at different times depending on context.
With a loosely typed language, you don’t have to declare ahead of time
  that a variable will be a string or a number or a boolean, as the data type
  is actually determined while the application is being processed. If you
  start out with a string variable and then want to use it as a number, that’s
  perfectly fine, as long as the string actually contains something that
  resembles a number and not something such as an email address. If you later
  want to treat it as a string again, that’s fine, too.
The forgiving nature of loose typing can end up generating problems.
  If you try to add two numbers together, but the JavaScript engine interprets
  the variable holding one of them as a string data type, you end up with an
  odd string, rather than the sum you were expecting. Context is everything
  when it comes to variables and data types with JavaScript.
This chapter covers the JavaScript primitive data types of string,
  boolean, and number, as well as the built-in functions for
  modifying values of these types. In addition, we’ll look at two special data
  types in JavaScript, null and undefined, toward the end of the chapter. Along
  the way, we’ll explore escape sequences in strings and take a brief look at
  Unicode. The chapter also delves into the topic of variables, including what
  makes valid and meaningful variable identifiers.
Identifying Variables



JavaScript variables have an identifier, scope, and a specific data
    type. Because the language is loosely typed, the rest, as they say, is
    subject to change without notice.
Variables in JavaScript are much like those in any other language;
    you use them to hold values in such a way that the values can be
    explicitly accessed in different places in the code. Each has an
    identifier that is unique to the scope of use (more on this later),
    consisting of any combination of letters, digits, underscores, and dollar
    signs. An identifier doesn’t have a required format, other than it must
    begin with a character, dollar sign, or underscore:
_variableidentifier
__variableidentifier
variableIdentifier
$variable_identifier
var-ident
Starting with JavaScript 1.5, you can also use Unicode letters (such as ü) and digits, as well as escape sequences (such
    as \u0009) in variable identifiers. The
    following are also valid variable identifiers for JavaScript:
_üvalid
T\u0009
Use special characters with caution, though, as some tools such as
    debuggers may have difficulty with them.
JavaScript is case-sensitive, which means it treats upper- and lowercase characters
    differently. For instance, JavaScript sees the following two variable
    identifiers as separate variables:
stringVariable
stringvariable
An additional restriction on variable identifiers is that they can’t
    be a JavaScript keyword, a list of which appears in Table 2-1. Other keywords may be added over time, as new versions of JavaScript
    (well, technically, ECMAScript) are released.
Table 2-1. JavaScript keywords
	break
	else
	new
	var

	case
	finally
	return
	void

	catch
	for
	switch
	while

	continue
	function
	this
	with

	default	if
	throw
	

	delete
	in
	try
	

	do
	instanceof
	typeof
	




Due to proposed extensions to the ECMA-262 specification, the words in Table 2-2 are also
    considered reserved words and can’t be used as variable
    identifiers.
Table 2-2. ECMA-262 specification reserved words
	abstract
	enum
	int
	short

	boolean
	export
	interface
	static

	byte
	extends
	long
	super

	char
	final
	native
	synchronized

	class
	float
	package
	throws

	const
	goto
	private
	transient

	debugger
	implements
	protected
	volatile

	double
	import
	public
	public




In addition to the ECMAScript reserved words, certain JavaScript-specific words implemented in most browsers are considered
    reserved by implementation. Many are based on the Browser Object Model
    (BOM)—for example, objects such as document and window, which were briefly introduced in Chapter 1. Though not a definitive list,
    Table 2-3 includes the more common words.
Table 2-3. Typical reserved words in browsers
	alert
	eval
	location	open

	array
	focus
	math
	outerHeight

	blur	function
	name
	parent

	boolean
	history
	navigator
	parseFloat

	date
	image
	number
	regExp

	document
	isNaN
	object
	status

	escape
	length
	onLoad
	string




Naming Guidelines



Apart from the variable naming restrictions covered in the
      preceding section, you can use any identifier for variables and
      functions within code, but several naming practices—many inherited from Java and
      other programming languages—can make the code easier to follow and
      maintain.
First, use meaningful words rather than something you’ve thrown
      together quickly. For instance, the variable identifier interestRate is more descriptive than the
      variable intRt or even ir. The latter two names are too cryptic and
      too difficult to understand, even within a given context.
You can also provide a data type clue as part of the name, using
      something such as the following, which is a string, holding a first
      name:
var strFirstName = "Shelley";
This type of naming convention—using the data type as part of the
      variable name—is known as Hungarian notation, and is
      especially popular in Windows development. As such, you’ll most likely
      see it used within the older JScript applications created for Internet
      Explorer, but less often in more modern JavaScript development.
Another naming convention is to use a plural for collections of
      items:
var customerNames = new Array();
Typically, variables are not capitalized because capitalization is
      usually reserved for objects such as String:
var firstName = String("Shelley");
Reserving capitalization for objects makes them easier to
      differentiate from simple variables.
Functions and variables frequently start with lowercase letters,
      and incorporate a verb representing what the function is doing. It’s
      pretty easy to guess what the following function is doing:
function validateNameInRegister(firstName,lastName) ...
Many times, variables and functions have one or more words
      concatenated into a unique identifier, following a format popularized in
      other languages and frequently referred to as CamelCase because of the up-down
      nature of the name, like a camel’s humps:
validateName
firstName
The CamelCase naming format makes the variable much more readable,
      though dashes or underscores between the variable “words” work as
      well:
validate-name
first_name
The newer JavaScript libraries invariably use CamelCase notation,
      which I also prefer for my own applications.
Though you can use a dollar sign, number, or underscore to begin a
      variable, your best bet is to start with a letter. Unnecessary use of
      unexpected characters in variable names can make the code harder to read
      and follow, especially for newer JavaScript developers. However, if
      you’ve looked at some of the newer JavaScript libraries and examples,
      you might have noticed some odd-looking variable names. The popular
      Ajax-based Prototype JavaScript
      library is a strong influence in this regard—so much so that I think of
      the rise of new naming conventions as the “Prototype effect.”
The following is an example of this effect:
var _break = someval;
The underscore is used in these libraries to signal a variable that’s an
      object’s private data member, a concept I’ll cover in Chapter 13. Another interesting
      naming variation that Prototype has introduced is the following, which
      uses the dollar sign ($) to
      name a function that returns a reference to a page element:
$('test').invokeSomeMethod();
The use of the underscore or dollar sign doesn’t change the
      behavior of the variable, even though such usage is relatively new. It’s
      just another way of naming something.
Note
You can find the Prototype JavaScript library at http://www.prototypejs.org/.

Aside from the few JavaScript naming restrictions, nothing is
      mandatory or magical about the naming conventions I’ve outlined. They
      help to make JavaScript easier to read and debug.



Primitive Types



JavaScript is a trim language, with just enough functionality to do
    the job—no more, no less. However, as I’ve said before, it is a confusing
    language in some respects.
For instance, JavaScript has just three primitive data types: string,
    numeric, and boolean. Each is differentiated from the
    others by the type of value it contains: string, numeric, and boolean,
    respectively. However, JavaScript also has built-in objects known as
    String, Number, and Boolean. These would seem to be very different from each other: the first
    three are types of primitive values, whereas the latter three are objects,
    each one with its own built-in properties and methods.
In actuality, the two are connected. The String object wraps the
    string primitive—just as the Number and
    Boolean objects wrap their individual
    primitive types—when using the primitive type like an object. When you
    create a simple string variable in JavaScript, and then use one of the
    String methods, JavaScript implicitly
    wraps the string primitive in a String
    object, processes the String object
    property or method call, and then discards the object. In the following
    code snippet, when the method toUpperCase is called on firstName, an
    object is created to wrap the string and then process the method call
    before the object is discarded:
var firstName = "Shelley";
var cappedName = firstName.toUpperCase();
For all intents and purposes, firstName looks like an object, and it acts like
    an object when calling toUpperCase, but
    it is a primitive. If I call another String object method, the same thing will happen
    again: a String object is created and
    then wraps the primitive, processes the method call, and discards the
    object. As you can imagine, if you’re going to be treating a string like
    an object, you’d be better off creating it as an object. At the same time,
    if all you need is a simple string to print a message or hold a value, you
    don’t need all the functionality that accompanies an object, so creating a
    string primitive is the better option.
Rather than continue to mix primitive data types and objects in a
    confusing mishmash that wanders from primitive to object and back again,
    in the next three sections, we’ll look at each of the primitive data
    types—how they’re created and manipulated, and how you can convert values
    of one type to other type. In Chapter 4,
    I’ll cover the data objects, their methods, and their properties.
Note
When I use the word wrap in the book, I’m
      talking about an object that typically encloses a simpler item, such as
      a String object wrapping a string
      primitive.


The String Data Type



Because JavaScript is a loosely typed language, nothing differentiates a string
    variable from a variable that’s a number or a boolean, other than the
    literal value assigned to the string variable when it’s initialized and
    the context of its use.
A string literal is a sequence of characters delimited by
    single or double quotes:
var strString = "This is a string";
var anotherString= 'But this is also a string';
No rule states which type of quote you use, except that the ending
    quote character must be the same as the beginning one. You can include any
    variation of characters in the string:
var thirdString = "This is 1 string.";
var stringFour = "This is--another string.";
var stringAsNumber = "543";
The last example of a string contains a number, but because it’s
    surrounded by quotes, JavaScript creates the variable as a string.
A string can also include quotes. You can use single and double
    quotes interchangeably if you need to include a quote within a quoted
    string. All you have to do is be consistent—if the string contains a single
    quote, use double quotes around the string; the same is true with the
    double quote. For example:
var string_value = "This is a 'string' with a quote."
or:
var string_value = 'This is a "string" with a quote.'
The empty string is a special case: you’d commonly use it to
    initialize a string variable when it’s defined. The following are examples
    of empty strings:
var string_value = '';
var anotherStringValue = "";
Which quote character you use makes no difference to the JavaScript
    engine. What’s more important is to use one or the other consistently in
    your applications.
String Escape Sequences



Not all characters are treated equally within a string in JavaScript. A
      string can also contain an escape sequence, such as
      \n for the end-of-line terminator. An escape sequence is a pattern in which certain
      characters are encoded in certain ways in order to include them within a
      string.
The following snippet of code assigns a string literal containing
      a line-terminator escape sequence to a variable. When the string is used
      in a dialog window, the escape sequence, \n, is interpreted literally, and a newline is
      published:
var string_value = "This is the first line\nThis is the second line";
This results in:
This is the first line
This is the second line
You can also use the backslash to denote that the quote in the string is
      meant to be taken as a literal character, not as an end-of-string
      terminator:
var string_value = "This is a \"string\" with a quote."
By using the backslash with quotes, you can include single and
      double quotes within a string.
To include a backslash in a string, use two backslashes in a
      row:
var string_value = "This is a \\string\\ with a backslash."
The result of this line of code is a string with two backslashes,
      one on each side of the word “string”.
You can also include Unicode characters in a string by preceding the four-digit
      hexadecimal value of the character with \u. For instance, the following outputs the
      Chinese (simplified) ideogram for “love”:
document.writeln("\u7231");
What displays is somewhat browser-dependent; however, most of the
      more commonly used browsers now have adequate Unicode support.
Note
You can learn more about Unicode, and access relevant charts, at
        http://www.unicode.org/.


String Encoding



Using the backslash to escape characters is helpful when you’re
      using ASCII characters that are normally control characters
      within a string. However, the backslash can’t do anything with
      characters that are not ASCII; nor can it do anything if you want to
      make an entire string safe for HTML processing, which is necessary for
      Ajax-based applications (I’ll touch on this at the end of the
      book).
You use the encodeURI and
      encodeURIComponent methods to escape, or more properly, to
      encode entire strings, converting ASCII and
      non-ASCII characters to URI encoding, which you
      can use in links and Ajax applications.
Note
URI stands for Uniform Resource Identifier, an example of which
        is a web page URL. An example of URI encoding is ISO Latin-1 (also
        known as ISO 8859-1).

The encodeURI makes an
      assumption that the string is a URI such as “http://oreilly.com”, and reserves the following
      characters:
; , / ? : @ & = + $
Alphanumeric characters and the following punctuation are also not
      encoded:
- _ . ! ~ * ' ( )
The page fragment symbol (#) is also not
      encoded.
The encodeURIComponent,
      however, encodes all characters except the alphanumeric and punctuation
      characters listed earlier. It assumes that the string being encoded is
      being used as a parameter to a URI, and therefore characters that are
      normally part of a URI, such as the following, are encoded:
# & + =
Both functions also have their opposite member: decodeURI, to
      decode the encodeURI encoded string,
      and decodeURIComponent, to decode the
      encodeURIComponent string.
Example 2-1 shows
      a web page that uses all four functions to encode and then decode two
      strings, all of which are then printed out to the current web page using
      document.writeln.
Example 2-1. URI encoding two strings using the JavaScript encodeURI and
        encodeURIComponent methods
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.1//EN"
"http://www.w3.org/TR/xhtml11/DTD/xhtml11.dtd">
<html xmlns="http://www.w3.org/1999/xhtml" xml:lang="en">
<head>
<title>URI Encoding</title>
<meta http-equiv="Content-Type" content="text/html; charset=utf-8" />
<script type="text/javascript">
//<![CDATA[

function encodeStrings() {
    var sOne =
encodeURIComponent("http://burningbird.net/index.php?pagename=$1&page=$2");
    var sTwo = encodeURI("http://someapplication.com/?catsname=Zöe&URL=");
    var sOutput = "<p>Link is " + sTwo + sOne + "</p>";
    document.write(sOutput);

    var sOneDecoded = decodeURI(sTwo);
    var sTwoDecoded = decodeURIComponent(sOne);

    var sOutputDecoded = "<p>" + sOneDecoded + "</p><p>" + sTwoDecoded + "</p>";
    document.write(sOutputDecoded);

}
//]]>
</script>
</head>
<body onload="encodeStrings()">
   <p></p>
</body>
</html>


Figure 2-1 shows
      the resultant page.
[image: Result of encoding/decoding URI application]

Figure 2-1. Result of encoding/decoding URI application


These are all demonstrations of how to explicitly create a string
      variable, and variations of string literals that incorporate special
      characters. You can also convert the values within a specific variable
      from other data types, depending on the context.

Converting to Strings



You can convert other data types, such as numbers and booleans, to
      a string; typically, the scripting engine will do the conversion
      automatically, based on the context. As an example, if a numeric or
      boolean variable is passed to a function that expects a string, the
      value is implicitly converted to a string first, before the value is
      processed:
var num_value = 35.00;
alert(num_value); // expects a string
In addition, when the plus sign (+) is used with two variables in an assignment
      statement, and one value is a string and the other a number, the number is converted to a string and then the
      two strings are concatenated:
var num_value = 35.00;
var string_value = "This is a number:" + num_value;
When the conversion from number to string occurs depends on when
      the JavaScript scripting engine encounters the string. For instance, if
      the string is the first in a sequence of values, all of the numbers that
      follow are treated as strings:
var strValue = "4" + 3 + 1; // becomes "431"
var strValueTwo = 4 + 3 + "1"; // becomes 71
However, if you use operators other than +, the opposite type of conversion is applied—the string is converted to a
      number:
var firstResult = "35" - 3; // subtraction is applied, resulting in 32
var secondResult = 30 / "3"; // division is applied, resulting in 10
var thirdResult = "3" * 3; // multiplication is applied, resulting in 9
This implicit conversion with its dependency on both operator and
      position demonstrates more fully the danger of loose typing: the values
      you end up with can vary widely, depending on something as simple as
      where in the sequence of operations you introduce a new data type, or
      what type of operator you use.
Note
I cover the addition and other operators demonstrated in this
        chapter, as well as others available in JavaScript, more fully in
        Chapter 3.

Rather than depend fully on happenstance data type conversion, you
      can explicitly convert a variable to a string using the String global function. If the value being converted is a boolean, the resultant
      string is a text representation of
      the boolean value: "true" for true;
      "false" for false. For numbers, the
      string is, again, a string representation of the number, such as
      "–123.06" for –123.06, depending on
      the number of digits and the precision (the placement of the decimal
      point). A value of NaN (Not a Number,
      discussed later) returns "NaN",
      whereas undefined or null variables will return "undefined" or "null", respectively.
Table 2-4 shows the results of
      using toString on different data
      types.
Table 2-4. toString conversion table
	Input
	Result

	Undefined	"undefined"

	Null	"null"

	Boolean
	If true, then "true"; if false, then "false"

	Number
	The string representation of the number, or
              NaN if the variable holds
              this latter value

	String	No conversion

	Object	A string representation of the default
              representation of the object




The last item in the table describes the ECMAScript rule for the
      result of toString with an object.
      The representation is:
"[object "+className+"]"
Example 2-2 shows
      explicit string conversion on several different variables and objects. New number
      and boolean variables are created and initialized to data-type-specific
      values and then both are converted explicitly to strings using String. The example applies the same
      conversion to a variable that’s created without an initial value, and
      one initialized to null. Lastly, it passes the document object to
      String and the resultant string is
      also printed out to the page.
Example 2-2. Explicit and implicit string conversions
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.1//EN"
"http://www.w3.org/TR/xhtml11/DTD/xhtml11.dtd">
<html xmlns="http://www.w3.org/1999/xhtml" xml:lang="en">
<head>
<title>Implicit and Explicit String Conversion</title>
<meta http-equiv="Content-Type" content="text/html; charset=utf-8" />
<script type="text/javascript">
//<![CDATA[

function convertToString() {
   var newNumber = 34.56;
   var newBoolean = true;
   var nothing;
   var newNull = null;

   var strNumber = String(newNumber); var strBoolean = String(newBoolean);
   var strUndefined = String(nothing); var strNull = String(newNull);

   var strOutput = "<p>" + strNumber + " " + strBoolean + " " + strUndefined + " "
+ strNull + "</p>";
   document.writeln(strOutput);

   var strOutput2 = String(document);
   document.writeln(strOutput2);

}
//]]>
</script>
</head>
<body onload="convertToString()">
   <p></p>
</body>
</html>


The output of this application varies among browsers. Firefox,
      Opera, IE, and Safari all output the first string in the same
      way:
34.56 true undefined null
However, only Opera and Firefox output the ECMAScript-specific
      object representation for document:
[object HTMLDocument]
IE outputs just [object] and
      Safari/WebKit doesn’t output anything at all when using String with document.





End of sample
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