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Foreword

One of our favorite candies here in Denmark is Ga-Jol, whose strong licorice vapors are a perfect complement to our damp and often chilly weather. Part of the charm of Ga-Jol to us Danes is the wise or witty sayings printed on the flap of every box top. I bought a two-pack of the delicacy this morning and found that it bore this old Danish saw:

Ærlighed i små ting er ikke nogen lille ting.

“Honesty in small things is not a small thing.” It was a good omen consistent with what I already wanted to say here. Small things matter. This is a book about humble concerns whose value is nonetheless far from small.

God is in the details, said the architect Ludwig mies van der Rohe. This quote recalls contemporary arguments about the role of architecture in software development, and particularly in the Agile world. Bob and I occasionally find ourselves passionately engaged in this dialogue. And yes, mies van der Rohe was attentive to utility and to the timeless forms of building that underlie great architecture. On the other hand, he also personally selected every doorknob for every house he designed. Why? Because small things matter.

In our ongoing “debate” on TDD, Bob and I have discovered that we agree that software architecture has an important place in development, though we likely have different visions of exactly what that means. Such quibbles are relatively unimportant, however, because we can accept for granted that responsible professionals give some time to thinking and planning at the outset of a project. The late-1990s notions of design driven only by the tests and the code are long gone. Yet attentiveness to detail is an even more critical foundation of professionalism than is any grand vision. First, it is through practice in the small that professionals gain proficiency and trust for practice in the large. Second, the smallest bit of sloppy construction, of the door that does not close tightly or the slightly crooked tile on the floor, or even the messy desk, completely dispels the charm of the larger whole. That is what clean code is about.

Still, architecture is just one metaphor for software development, and in particular for that part of software that delivers the initial product in the same sense that an architect delivers a pristine building. In these days of Scrum and Agile, the focus is on quickly bringing product to market. We want the factory running at top speed to produce software. These are human factories: thinking, feeling coders who are working from a product backlog or user story to create product. The manufacturing metaphor looms ever strong in such thinking. The production aspects of Japanese auto manufacturing, of an assembly-line world, inspire much of Scrum.

Yet even in the auto industry, the bulk of the work lies not in manufacturing but in maintenance—or its avoidance. In software, 80% or more of what we do is quaintly called “maintenance”: the act of repair. Rather than embracing the typical Western focus on producing good software, we should be thinking more like home repairmen in the building industry, or auto mechanics in the automotive field. What does Japanese management have to say about that?

In about 1951, a quality approach called Total Productive Maintenance (TPM) came on the Japanese scene. Its focus is on maintenance rather than on production. One of the major pillars of TPM is the set of so-called 5S principles. 5S is a set of disciplines—and here I use the term “discipline” instructively. These 5S principles are in fact at the foundations of Lean—another buzzword on the Western scene, and an increasingly prominent buzzword in software circles. These principles are not an option. As Uncle Bob relates in his front matter, good software practice requires such discipline: focus, presence of mind, and thinking. It is not always just about doing, about pushing the factory equipment to produce at the optimal velocity. The 5S philosophy comprises these concepts:

• Seiri, or organization (think “sort” in English). Knowing where things are—using approaches such as suitable naming—is crucial. You think naming identifiers isn’t important? Read on in the following chapters.

• Seiton, or tidiness (think “systematize” in English). There is an old American saying: A place for everything, and everything in its place. A piece of code should be where you expect to find it—and, if not, you should re-factor to get it there.

• Seiso, or cleaning (think “shine” in English): Keep the workplace free of hanging wires, grease, scraps, and waste. What do the authors here say about littering your code with comments and commented-out code lines that capture history or wishes for the future? Get rid of them.

• Seiketsu, or standardization: The group agrees about how to keep the workplace clean. Do you think this book says anything about having a consistent coding style and set of practices within the group? Where do those standards come from? Read on.

• Shutsuke, or discipline (self-discipline). This means having the discipline to follow the practices and to frequently reflect on one’s work and be willing to change.

If you take up the challenge—yes, the challenge—of reading and applying this book, you’ll come to understand and appreciate the last point. Here, we are finally driving to the roots of responsible professionalism in a profession that should be concerned with the life cycle of a product. As we maintain automobiles and other machines under TPM, breakdown maintenance—waiting for bugs to surface—is the exception. Instead, we go up a level: inspect the machines every day and fix wearing parts before they break, or do the equivalent of the proverbial 10,000-mile oil change to forestall wear and tear. In code, refactor mercilessly. You can improve yet one level further, as the TPM movement innovated over 50 years ago: build machines that are more maintainable in the first place. Making your code readable is as important as making it executable. The ultimate practice, introduced in TPM circles around 1960, is to focus on introducing entire new machines or replacing old ones. As Fred Brooks admonishes us, we should probably re-do major software chunks from scratch every seven years or so to sweep away creeping cruft. Perhaps we should update Brooks’ time constant to an order of weeks, days or hours instead of years. That’s where detail lies.

There is great power in detail, yet there is something humble and profound about this approach to life, as we might stereotypically expect from any approach that claims Japanese roots. But this is not only an Eastern outlook on life; English and American folk wisdom are full of such admonishments. The Seiton quote from above flowed from the pen of an Ohio minister who literally viewed neatness “as a remedy for every degree of evil.” How about Seiso? Cleanliness is next to godliness. As beautiful as a house is, a messy desk robs it of its splendor. How about Shutsuke in these small matters? He who is faithful in little is faithful in much. How about being eager to re-factor at the responsible time, strengthening one’s position for subsequent “big” decisions, rather than putting it off? A stitch in time saves nine. The early bird catches the worm. Don’t put off until tomorrow what you can do today. (Such was the original sense of the phrase “the last responsible moment” in Lean until it fell into the hands of software consultants.) How about calibrating the place of small, individual efforts in a grand whole? Mighty oaks from little acorns grow. Or how about integrating simple preventive work into everyday life? An ounce of prevention is worth a pound of cure. An apple a day keeps the doctor away. Clean code honors the deep roots of wisdom beneath our broader culture, or our culture as it once was, or should be, and can be with attentiveness to detail.

Even in the grand architectural literature we find saws that hark back to these supposed details. Think of mies van der Rohe’s doorknobs. That’s seiri. That’s being attentive to every variable name. You should name a variable using the same care with which you name a first-born child.

As every homeowner knows, such care and ongoing refinement never come to an end. The architect Christopher Alexander—father of patterns and pattern languages—views every act of design itself as a small, local act of repair. And he views the craftsmanship of fine structure to be the sole purview of the architect; the larger forms can be left to patterns and their application by the inhabitants. Design is ever ongoing not only as we add a new room to a house, but as we are attentive to repainting, replacing worn carpets, or upgrading the kitchen sink. Most arts echo analogous sentiments. In our search for others who ascribe God’s home as being in the details, we find ourselves in the good company of the 19th century French author Gustav Flaubert. The French poet Paul Valery advises us that a poem is never done and bears continual rework, and to stop working on it is abandonment. Such preoccupation with detail is common to all endeavors of excellence. So maybe there is little new here, but in reading this book you will be challenged to take up good disciplines that you long ago surrendered to apathy or a desire for spontaneity and just “responding to change.”

Unfortunately, we usually don’t view such concerns as key cornerstones of the art of programming. We abandon our code early, not because it is done, but because our value system focuses more on outward appearance than on the substance of what we deliver. This inattentiveness costs us in the end: A bad penny always shows up. Research, neither in industry nor in academia, humbles itself to the lowly station of keeping code clean. Back in my days working in the Bell Labs Software Production Research organization (Production, indeed!) we had some back-of-the-envelope findings that suggested that consistent indentation style was one of the most statistically significant indicators of low bug density. We want it to be that architecture or programming language or some other high notion should be the cause of quality; as people whose supposed professionalism owes to the mastery of tools and lofty design methods, we feel insulted by the value that those factory-floor machines, the coders, add through the simple consistent application of an indentation style. To quote my own book of 17 years ago, such style distinguishes excellence from mere competence. The Japanese worldview understands the crucial value of the everyday worker and, more so, of the systems of development that owe to the simple, everyday actions of those workers. Quality is the result of a million selfless acts of care—not just of any great method that descends from the heavens. That these acts are simple doesn’t mean that they are simplistic, and it hardly means that they are easy. They are nonetheless the fabric of greatness and, more so, of beauty, in any human endeavor. To ignore them is not yet to be fully human.

Of course, I am still an advocate of thinking at broader scope, and particularly of the value of architectural approaches rooted in deep domain knowledge and software usability. The book isn’t about that—or, at least, it isn’t obviously about that. This book has a subtler message whose profoundness should not be underappreciated. It fits with the current saw of the really code-based people like Peter Sommerlad, Kevlin Henney and Giovanni Asproni. “The code is the design” and “Simple code” are their mantras. While we must take care to remember that the interface is the program, and that its structures have much to say about our program structure, it is crucial to continuously adopt the humble stance that the design lives in the code. And while rework in the manufacturing metaphor leads to cost, rework in design leads to value. We should view our code as the beautiful articulation of noble efforts of design—design as a process, not a static endpoint. It’s in the code that the architectural metrics of coupling and cohesion play out. If you listen to Larry Constantine describe coupling and cohesion, he speaks in terms of code—not lofty abstract concepts that one might find in UML. Richard Gabriel advises us in his essay, “Abstraction Descant” that abstraction is evil. Code is anti-evil, and clean code is perhaps divine.

Going back to my little box of Ga-Jol, I think it’s important to note that the Danish wisdom advises us not just to pay attention to small things, but also to be honest in small things. This means being honest to the code, honest to our colleagues about the state of our code and, most of all, being honest with ourselves about our code. Did we Do our Best to “leave the campground cleaner than we found it”? Did we re-factor our code before checking in? These are not peripheral concerns but concerns that lie squarely in the center of Agile values. It is a recommended practice in Scrum that re-factoring be part of the concept of “Done.” Neither architecture nor clean code insist on perfection, only on honesty and doing the best we can. To err is human; to forgive, divine. In Scrum, we make everything visible. We air our dirty laundry. We are honest about the state of our code because code is never perfect. We become more fully human, more worthy of the divine, and closer to that greatness in the details.

In our profession, we desperately need all the help we can get. If a clean shop floor reduces accidents, and well-organized shop tools increase productivity, then I’m all for them. As for this book, it is the best pragmatic application of Lean principles to software I have ever seen in print. I expected no less from this practical little group of thinking individuals that has been striving together for years not only to become better, but also to gift their knowledge to the industry in works such as you now find in your hands. It leaves the world a little better than I found it before Uncle Bob sent me the manuscript.

Having completed this exercise in lofty insights, I am off to clean my desk.

James O. Coplien
Mørdrup, Denmark
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Which door represents your code? Which door represents your team or your company? Why are we in that room? Is this just a normal code review or have we found a stream of horrible problems shortly after going live? Are we debugging in a panic, poring over code that we thought worked? Are customers leaving in droves and managers breathing down our necks? How can we make sure we wind up behind the right door when the going gets tough? The answer is: craftsmanship.

There are two parts to learning craftsmanship: knowledge and work. You must gain the knowledge of principles, patterns, practices, and heuristics that a craftsman knows, and you must also grind that knowledge into your fingers, eyes, and gut by working hard and practicing.

I can teach you the physics of riding a bicycle. Indeed, the classical mathematics is relatively straightforward. Gravity, friction, angular momentum, center of mass, and so forth, can be demonstrated with less than a page full of equations. Given those formulae I could prove to you that bicycle riding is practical and give you all the knowledge you needed to make it work. And you’d still fall down the first time you climbed on that bike.

Coding is no different. We could write down all the “feel good” principles of clean code and then trust you to do the work (in other words, let you fall down when you get on the bike), but then what kind of teachers would that make us, and what kind of student would that make you?

No. That’s not the way this book is going to work.

Learning to write clean code is hard work. It requires more than just the knowledge of principles and patterns. You must sweat over it. You must practice it yourself, and watch yourself fail. You must watch others practice it and fail. You must see them stumble and retrace their steps. You must see them agonize over decisions and see the price they pay for making those decisions the wrong way.

Be prepared to work hard while reading this book. This is not a “feel good” book that you can read on an airplane and finish before you land. This book will make you work, and work hard. What kind of work will you be doing? You’ll be reading code—lots of code. And you will be challenged to think about what’s right about that code and what’s wrong with it. You’ll be asked to follow along as we take modules apart and put them back together again. This will take time and effort; but we think it will be worth it.

We have divided this book into three parts. The first several chapters describe the principles, patterns, and practices of writing clean code. There is quite a bit of code in these chapters, and they will be challenging to read. They’ll prepare you for the second section to come. If you put the book down after reading the first section, good luck to you!

The second part of the book is the harder work. It consists of several case studies of ever-increasing complexity. Each case study is an exercise in cleaning up some code—of transforming code that has some problems into code that has fewer problems. The detail in this section is intense. You will have to flip back and forth between the narrative and the code listings. You will have to analyze and understand the code we are working with and walk through our reasoning for making each change we make. Set aside some time because this should take you days.

The third part of this book is the payoff. It is a single chapter containing a list of heuristics and smells gathered while creating the case studies. As we walked through and cleaned up the code in the case studies, we documented every reason for our actions as a heuristic or smell. We tried to understand our own reactions to the code we were reading and changing, and worked hard to capture why we felt what we felt and did what we did. The result is a knowledge base that desribes the way we think when we write, read, and clean code.

This knowledge base is of limited value if you don’t do the work of carefully reading through the case studies in the second part of this book. In those case studies we have carefully annotated each change we made with forward references to the heuristics. These forward references appear in square brackets like this: [H22]. This lets you see the context in which those heuristics were applied and written! It is not the heuristics themselves that are so valuable, it is the relationship between those heuristics and the discrete decisions we made while cleaning up the code in the case studies.

To further help you with those relationships, we have placed a cross-reference at the end of the book that shows the page number for every forward reference. You can use it to look up each place where a certain heuristic was applied.

If you read the first and third sections and skip over the case studies, then you will have read yet another “feel good” book about writing good software. But if you take the time to work through the case studies, following every tiny step, every minute decision—if you put yourself in our place, and force yourself to think along the same paths that we thought, then you will gain a much richer understanding of those principles, patterns, practices, and heuristics. They won’t be “feel good” knowledge any more. They’ll have been ground into your gut, fingers, and heart. They’ll have become part of you in the same way that a bicycle becomes an extension of your will when you have mastered how to ride it.
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On the Cover

The image on the cover is M104: The Sombrero Galaxy. M104 is located in Virgo and is just under 30 million light-years from us. At it’s core is a supermassive black hole weighing in at about a billion solar masses.

Does the image remind you of the explosion of the Klingon power moon Praxis? I vividly remember the scene in Star Trek VI that showed an equatorial ring of debris flying away from that explosion. Since that scene, the equatorial ring has been a common artifact in sci-fi movie explosions. It was even added to the explosion of Alderaan in later editions of the first Star Wars movie.

What caused this ring to form around M104? Why does it have such a huge central bulge and such a bright and tiny nucleus? It looks to me as though the central black hole lost its cool and blew a 30,000 light-year hole in the middle of the galaxy. Woe befell any civilizations that might have been in the path of that cosmic disruption.

Supermassive black holes swallow whole stars for lunch, converting a sizeable fraction of their mass to energy. E = MC2 is leverage enough, but when M is a stellar mass: Look out! How many stars fell headlong into that maw before the monster was satiated? Could the size of the central void be a hint?

The image of M104 on the cover is a combination of the famous visible light photograph from Hubble (right), and the recent infrared image from the Spitzer orbiting observatory (below, right). It’s the infrared image that clearly shows us the ring nature of the galaxy. In visible light we only see the front edge of the ring in silhouette. The central bulge obscures the rest of the ring.

But in the infrared, the hot particles in the ring shine through the central bulge. The two images combined give us a view we’ve not seen before and imply that long ago it was a raging inferno of activity.
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1
Clean Code
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You are reading this book for two reasons. First, you are a programmer. Second, you want to be a better programmer. Good. We need better programmers.

This is a book about good programming. It is filled with code. We are going to look at code from every different direction. We’ll look down at it from the top, up at it from the bottom, and through it from the inside out. By the time we are done, we’re going to know a lot about code. What’s more, we’ll be able to tell the difference between good code and bad code. We’ll know how to write good code. And we’ll know how to transform bad code into good code.



There Will Be Code

One might argue that a book about code is somehow behind the times—that code is no longer the issue; that we should be concerned about models and requirements instead. Indeed some have suggested that we are close to the end of code. That soon all code will be generated instead of written. That programmers simply won’t be needed because business people will generate programs from specifications.

Nonsense! We will never be rid of code, because code represents the details of the requirements. At some level those details cannot be ignored or abstracted; they have to be specified. And specifying requirements in such detail that a machine can execute them is programming. Such a specification is code.

I expect that the level of abstraction of our languages will continue to increase. I also expect that the number of domain-specific languages will continue to grow. This will be a good thing. But it will not eliminate code. Indeed, all the specifications written in these higher level and domain-specific language will be code! It will still need to be rigorous, accurate, and so formal and detailed that a machine can understand and execute it.

The folks who think that code will one day disappear are like mathematicians who hope one day to discover a mathematics that does not have to be formal. They are hoping that one day we will discover a way to create machines that can do what we want rather than what we say. These machines will have to be able to understand us so well that they can translate vaguely specified needs into perfectly executing programs that precisely meet those needs.

This will never happen. Not even humans, with all their intuition and creativity, have been able to create successful systems from the vague feelings of their customers. Indeed, if the discipline of requirements specification has taught us anything, it is that well-specified requirements are as formal as code and can act as executable tests of that code!

Remember that code is really the language in which we ultimately express the requirements. We may create languages that are closer to the requirements. We may create tools that help us parse and assemble those requirements into formal structures. But we will never eliminate necessary precision—so there will always be code.



Bad Code

I was recently reading the preface to Kent Beck’s book Implementation Patterns.1 He says, “… this book is based on a rather fragile premise: that good code matters….” A fragile premise? I disagree! I think that premise is one of the most robust, supported, and overloaded of all the premises in our craft (and I think Kent knows it). We know good code matters because we’ve had to deal for so long with its lack.

1. [Beck07].

I know of one company that, in the late 80s, wrote a killer app. It was very popular, and lots of professionals bought and used it. But then the release cycles began to stretch. Bugs were not repaired from one release to the next. Load times grew and crashes increased. I remember the day I shut the product down in frustration and never used it again. The company went out of business a short time after that.
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Two decades later I met one of the early employees of that company and asked him what had happened. The answer confirmed my fears. They had rushed the product to market and had made a huge mess in the code. As they added more and more features, the code got worse and worse until they simply could not manage it any longer. It was the bad code that brought the company down.

Have you ever been significantly impeded by bad code? If you are a programmer of any experience then you’ve felt this impediment many times. Indeed, we have a name for it. We call it wading. We wade through bad code. We slog through a morass of tangled brambles and hidden pitfalls. We struggle to find our way, hoping for some hint, some clue, of what is going on; but all we see is more and more senseless code.

Of course you have been impeded by bad code. So then—why did you write it?

Were you trying to go fast? Were you in a rush? Probably so. Perhaps you felt that you didn’t have time to do a good job; that your boss would be angry with you if you took the time to clean up your code. Perhaps you were just tired of working on this program and wanted it to be over. Or maybe you looked at the backlog of other stuff that you had promised to get done and realized that you needed to slam this module together so you could move on to the next. We’ve all done it.

We’ve all looked at the mess we’ve just made and then have chosen to leave it for another day. We’ve all felt the relief of seeing our messy program work and deciding that a working mess is better than nothing. We’ve all said we’d go back and clean it up later. Of course, in those days we didn’t know LeBlanc’s law: Later equals never.



The Total Cost of Owning a Mess

If you have been a programmer for more than two or three years, you have probably been significantly slowed down by someone else’s messy code. If you have been a programmer for longer than two or three years, you have probably been slowed down by messy code. The degree of the slowdown can be significant. Over the span of a year or two, teams that were moving very fast at the beginning of a project can find themselves moving at a snail’s pace. Every change they make to the code breaks two or three other parts of the code. No change is trivial. Every addition or modification to the system requires that the tangles, twists, and knots be “understood” so that more tangles, twists, and knots can be added. Over time the mess becomes so big and so deep and so tall, they can not clean it up. There is no way at all.

As the mess builds, the productivity of the team continues to decrease, asymptotically approaching zero. As productivity decreases, management does the only thing they can; they add more staff to the project in hopes of increasing productivity. But that new staff is not versed in the design of the system. They don’t know the difference between a change that matches the design intent and a change that thwarts the design intent. Furthermore, they, and everyone else on the team, are under horrific pressure to increase productivity. So they all make more and more messes, driving the productivity ever further toward zero. (See Figure 1-1.)



Figure 1-1 Productivity vs. time

[image: Image]



The Grand Redesign in the Sky

Eventually the team rebels. They inform management that they cannot continue to develop in this odious code base. They demand a redesign. Management does not want to expend the resources on a whole new redesign of the project, but they cannot deny that productivity is terrible. Eventually they bend to the demands of the developers and authorize the grand redesign in the sky.

A new tiger team is selected. Everyone wants to be on this team because it’s a green-field project. They get to start over and create something truly beautiful. But only the best and brightest are chosen for the tiger team. Everyone else must continue to maintain the current system.

Now the two teams are in a race. The tiger team must build a new system that does everything that the old system does. Not only that, they have to keep up with the changes that are continuously being made to the old system. Management will not replace the old system until the new system can do everything that the old system does.

This race can go on for a very long time. I’ve seen it take 10 years. And by the time it’s done, the original members of the tiger team are long gone, and the current members are demanding that the new system be redesigned because it’s such a mess.

If you have experienced even one small part of the story I just told, then you already know that spending time keeping your code clean is not just cost effective; it’s a matter of professional survival.



Attitude

Have you ever waded through a mess so grave that it took weeks to do what should have taken hours? Have you seen what should have been a one-line change, made instead in hundreds of different modules? These symptoms are all too common.

Why does this happen to code? Why does good code rot so quickly into bad code? We have lots of explanations for it. We complain that the requirements changed in ways that thwart the original design. We bemoan the schedules that were too tight to do things right. We blather about stupid managers and intolerant customers and useless marketing types and telephone sanitizers. But the fault, dear Dilbert, is not in our stars, but in ourselves. We are unprofessional.

This may be a bitter pill to swallow. How could this mess be our fault? What about the requirements? What about the schedule? What about the stupid managers and the useless marketing types? Don’t they bear some of the blame?

No. The managers and marketers look to us for the information they need to make promises and commitments; and even when they don’t look to us, we should not be shy about telling them what we think. The users look to us to validate the way the requirements will fit into the system. The project managers look to us to help work out the schedule. We are deeply complicit in the planning of the project and share a great deal of the responsibility for any failures; especially if those failures have to do with bad code!

“But wait!” you say. “If I don’t do what my manager says, I’ll be fired.” Probably not. Most managers want the truth, even when they don’t act like it. Most managers want good code, even when they are obsessing about the schedule. They may defend the schedule and requirements with passion; but that’s their job. It’s your job to defend the code with equal passion.

To drive this point home, what if you were a doctor and had a patient who demanded that you stop all the silly hand-washing in preparation for surgery because it was taking too much time?2 Clearly the patient is the boss; and yet the doctor should absolutely refuse to comply. Why? Because the doctor knows more than the patient about the risks of disease and infection. It would be unprofessional (never mind criminal) for the doctor to comply with the patient.

2. When hand-washing was first recommended to physicians by Ignaz Semmelweis in 1847, it was rejected on the basis that doctors were too busy and wouldn’t have time to wash their hands between patient visits.

So too it is unprofessional for programmers to bend to the will of managers who don’t understand the risks of making messes.



The Primal Conundrum

Programmers face a conundrum of basic values. All developers with more than a few years experience know that previous messes slow them down. And yet all developers feel the pressure to make messes in order to meet deadlines. In short, they don’t take the time to go fast!

True professionals know that the second part of the conundrum is wrong. You will not make the deadline by making the mess. Indeed, the mess will slow you down instantly, and will force you to miss the deadline. The only way to make the deadline—the only way to go fast—is to keep the code as clean as possible at all times.



The Art of Clean Code?

Let’s say you believe that messy code is a significant impediment. Let’s say that you accept that the only way to go fast is to keep your code clean. Then you must ask yourself: “How do I write clean code?” It’s no good trying to write clean code if you don’t know what it means for code to be clean!

The bad news is that writing clean code is a lot like painting a picture. Most of us know when a picture is painted well or badly. But being able to recognize good art from bad does not mean that we know how to paint. So too being able to recognize clean code from dirty code does not mean that we know how to write clean code!

Writing clean code requires the disciplined use of a myriad little techniques applied through a painstakingly acquired sense of “cleanliness.” This “code-sense” is the key. Some of us are born with it. Some of us have to fight to acquire it. Not only does it let us see whether code is good or bad, but it also shows us the strategy for applying our discipline to transform bad code into clean code.

A programmer without “code-sense” can look at a messy module and recognize the mess but will have no idea what to do about it. A programmer with “code-sense” will look at a messy module and see options and variations. The “code-sense” will help that programmer choose the best variation and guide him or her to plot a sequence of behavior preserving transformations to get from here to there.

In short, a programmer who writes clean code is an artist who can take a blank screen through a series of transformations until it is an elegantly coded system.



What Is Clean Code?

There are probably as many definitions as there are programmers. So I asked some very well-known and deeply experienced programmers what they thought.
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Bjarne Stroustrup, inventor of C++ and author of The C++ Programming Language

I like my code to be elegant and efficient. The logic should be straightforward to make it hard for bugs to hide, the dependencies minimal to ease maintenance, error handling complete according to an articulated strategy, and performance close to optimal so as not to tempt people to make the code messy with unprincipled optimizations. Clean code does one thing well.

Bjarne uses the word “elegant.” That’s quite a word! The dictionary in my MacBook® provides the following definitions: pleasingly graceful and stylish in appearance or manner; pleasingly ingenious and simple. Notice the emphasis on the word “pleasing.” Apparently Bjarne thinks that clean code is pleasing to read. Reading it should make you smile the way a well-crafted music box or well-designed car would.

Bjarne also mentions efficiency—twice. Perhaps this should not surprise us coming from the inventor of C++; but I think there’s more to it than the sheer desire for speed. Wasted cycles are inelegant, they are not pleasing. And now note the word that Bjarne uses to describe the consequence of that inelegance. He uses the word “tempt.” There is a deep truth here. Bad code tempts the mess to grow! When others change bad code, they tend to make it worse.

Pragmatic Dave Thomas and Andy Hunt said this a different way. They used the metaphor of broken windows.3 A building with broken windows looks like nobody cares about it. So other people stop caring. They allow more windows to become broken. Eventually they actively break them. They despoil the facade with graffiti and allow garbage to collect. One broken window starts the process toward decay.

3. http://www.pragmaticprogrammer.com/booksellers/2004-12.html

Bjarne also mentions that error handing should be complete. This goes to the discipline of paying attention to details. Abbreviated error handling is just one way that programmers gloss over details. Memory leaks are another, race conditions still another. Inconsistent naming yet another. The upshot is that clean code exhibits close attention to detail.

Bjarne closes with the assertion that clean code does one thing well. It is no accident that there are so many principles of software design that can be boiled down to this simple admonition. Writer after writer has tried to communicate this thought. Bad code tries to do too much, it has muddled intent and ambiguity of purpose. Clean code is focused. Each function, each class, each module exposes a single-minded attitude that remains entirely undistracted, and unpolluted, by the surrounding details.

Grady Booch, author of Object Oriented Analysis and Design with Applications
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Clean code is simple and direct. Clean code reads like well-written prose. Clean code never obscures the designer’s intent but rather is full of crisp abstractions and straightforward lines of control.

Grady makes some of the same points as Bjarne, but he takes a readability perspective. I especially like his view that clean code should read like well-written prose. Think back on a really good book that you’ve read. Remember how the words disappeared to be replaced by images! It was like watching a movie, wasn’t it? Better! You saw the characters, you heard the sounds, you experienced the pathos and the humor.

Reading clean code will never be quite like reading Lord of the Rings. Still, the literary metaphor is not a bad one. Like a good novel, clean code should clearly expose the tensions in the problem to be solved. It should build those tensions to a climax and then give the reader that “Aha! Of course!” as the issues and tensions are resolved in the revelation of an obvious solution.

I find Grady’s use of the phrase “crisp abstraction” to be a fascinating oxymoron! After all the word “crisp” is nearly a synonym for “concrete.” My MacBook’s dictionary holds the following definition of “crisp”: briskly decisive and matter-of-fact, without hesitation or unnecessary detail. Despite this seeming juxtaposition of meaning, the words carry a powerful message. Our code should be matter-of-fact as opposed to speculative. It should contain only what is necessary. Our readers should perceive us to have been decisive.

“Big” Dave Thomas, founder of OTI, godfather of the Eclipse strategy
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Clean code can be read, and enhanced by a developer other than its original author. It has unit and acceptance tests. It has meaningful names. It provides one way rather than many ways for doing one thing. It has minimal dependencies, which are explicitly defined, and provides a clear and minimal API. Code should be literate since depending on the language, not all necessary information can be expressed clearly in code alone.

Big Dave shares Grady’s desire for readability, but with an important twist. Dave asserts that clean code makes it easy for other people to enhance it. This may seem obvious, but it cannot be overemphasized. There is, after all, a difference between code that is easy to read and code that is easy to change.

Dave ties cleanliness to tests! Ten years ago this would have raised a lot of eyebrows. But the discipline of Test Driven Development has made a profound impact upon our industry and has become one of our most fundamental disciplines. Dave is right. Code, without tests, is not clean. No matter how elegant it is, no matter how readable and accessible, if it hath not tests, it be unclean.

Dave uses the word minimal twice. Apparently he values code that is small, rather than code that is large. Indeed, this has been a common refrain throughout software literature since its inception. Smaller is better.

Dave also says that code should be literate. This is a soft reference to Knuth’s literate programming.4 The upshot is that the code should be composed in such a form as to make it readable by humans.

4. [Knuth92].

Michael Feathers, author of Working Effectively with Legacy Code
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I could list all of the qualities that I notice in clean code, but there is one overarching quality that leads to all of them. Clean code always looks like it was written by someone who cares. There is nothing obvious that you can do to make it better. All of those things were thought about by the code’s author, and if you try to imagine improvements, you’re led back to where you are, sitting in appreciation of the code someone left for you—code left by someone who cares deeply about the craft.

One word: care. That’s really the topic of this book. Perhaps an appropriate subtitle would be How to Care for Code.

Michael hit it on the head. Clean code is code that has been taken care of. Someone has taken the time to keep it simple and orderly. They have paid appropriate attention to details. They have cared.

Ron Jeffries, author of Extreme Programming Installed and Extreme Programming Adventures in C#

Ron began his career programming in Fortran at the Strategic Air Command and has written code in almost every language and on almost every machine. It pays to consider his words carefully.
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In recent years I begin, and nearly end, with Beck’s rules of simple code. In priority order, simple code:

• Runs all the tests;

• Contains no duplication;

• Expresses all the design ideas that are in the system;

• Minimizes the number of entities such as classes, methods, functions, and the like.

Of these, I focus mostly on duplication. When the same thing is done over and over, it’s a sign that there is an idea in our mind that is not well represented in the code. I try to figure out what it is. Then I try to express that idea more clearly.

Expressiveness to me includes meaningful names, and I am likely to change the names of things several times before I settle in. With modern coding tools such as Eclipse, renaming is quite inexpensive, so it doesn’t trouble me to change. Expressiveness goes beyond names, however. I also look at whether an object or method is doing more than one thing. If it’s an object, it probably needs to be broken into two or more objects. If it’s a method, I will always use the Extract Method refactoring on it, resulting in one method that says more clearly what it does, and some submethods saying how it is done.

Duplication and expressiveness take me a very long way into what I consider clean code, and improving dirty code with just these two things in mind can make a huge difference. There is, however, one other thing that I’m aware of doing, which is a bit harder to explain.

After years of doing this work, it seems to me that all programs are made up of very similar elements. One example is “find things in a collection.” Whether we have a database of employee records, or a hash map of keys and values, or an array of items of some kind, we often find ourselves wanting a particular item from that collection. When I find that happening, I will often wrap the particular implementation in a more abstract method or class. That gives me a couple of interesting advantages.

I can implement the functionality now with something simple, say a hash map, but since now all the references to that search are covered by my little abstraction, I can change the implementation any time I want. I can go forward quickly while preserving my ability to change later.

In addition, the collection abstraction often calls my attention to what’s “really” going on, and keeps me from running down the path of implementing arbitrary collection behavior when all I really need is a few fairly simple ways of finding what I want.

Reduced duplication, high expressiveness, and early building of simple abstractions. That’s what makes clean code for me.

Here, in a few short paragraphs, Ron has summarized the contents of this book. No duplication, one thing, expressiveness, tiny abstractions. Everything is there.

Ward Cunningham, inventor of Wiki, inventor of Fit, coinventor of eXtreme Programming. Motive force behind Design Patterns. Smalltalk and OO thought leader. The godfather of all those who care about code.
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You know you are working on clean code when each routine you read turns out to be pretty much what you expected. You can call it beautiful code when the code also makes it look like the language was made for the problem.

Statements like this are characteristic of Ward. You read it, nod your head, and then go on to the next topic. It sounds so reasonable, so obvious, that it barely registers as something profound. You might think it was pretty much what you expected. But let’s take a closer look.

“… pretty much what you expected.” When was the last time you saw a module that was pretty much what you expected? Isn’t it more likely that the modules you look at will be puzzling, complicated, tangled? Isn’t misdirection the rule? Aren’t you used to flailing about trying to grab and hold the threads of reasoning that spew forth from the whole system and weave their way through the module you are reading? When was the last time you read through some code and nodded your head the way you might have nodded your head at Ward’s statement?

Ward expects that when you read clean code you won’t be surprised at all. Indeed, you won’t even expend much effort. You will read it, and it will be pretty much what you expected. It will be obvious, simple, and compelling. Each module will set the stage for the next. Each tells you how the next will be written. Programs that are that clean are so profoundly well written that you don’t even notice it. The designer makes it look ridiculously simple like all exceptional designs.

And what about Ward’s notion of beauty? We’ve all railed against the fact that our languages weren’t designed for our problems. But Ward’s statement puts the onus back on us. He says that beautiful code makes the language look like it was made for the problem! So it’s our responsibility to make the language look simple! Language bigots everywhere, beware! It is not the language that makes programs appear simple. It is the programmer that make the language appear simple!



Schools of Thought

What about me (Uncle Bob)? What do I think clean code is? This book will tell you, in hideous detail, what I and my compatriots think about clean code. We will tell you what we think makes a clean variable name, a clean function, a clean class, etc. We will present these opinions as absolutes, and we will not apologize for our stridence. To us, at this point in our careers, they are absolutes. They are our school of thought about clean code.
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Martial artists do not all agree about the best martial art, or the best technique within a martial art. Often master martial artists will form their own schools of thought and gather students to learn from them. So we see Gracie Jiu Jistu, founded and taught by the Gracie family in Brazil. We see Hakkoryu Jiu Jistu, founded and taught by Okuyama Ryuho in Tokyo. We see Jeet Kune Do, founded and taught by Bruce Lee in the United States.

Students of these approaches immerse themselves in the teachings of the founder. They dedicate themselves to learn what that particular master teaches, often to the exclusion of any other master’s teaching. Later, as the students grow in their art, they may become the student of a different master so they can broaden their knowledge and practice. Some eventually go on to refine their skills, discovering new techniques and founding their own schools.

None of these different schools is absolutely right. Yet within a particular school we act as though the teachings and techniques are right. After all, there is a right way to practice Hakkoryu Jiu Jitsu, or Jeet Kune Do. But this rightness within a school does not invalidate the teachings of a different school.

Consider this book a description of the Object Mentor School of Clean Code. The techniques and teachings within are the way that we practice our art. We are willing to claim that if you follow these teachings, you will enjoy the benefits that we have enjoyed, and you will learn to write code that is clean and professional. But don’t make the mistake of thinking that we are somehow “right” in any absolute sense. There are other schools and other masters that have just as much claim to professionalism as we. It would behoove you to learn from them as well.

Indeed, many of the recommendations in this book are controversial. You will probably not agree with all of them. You might violently disagree with some of them. That’s fine. We can’t claim final authority. On the other hand, the recommendations in this book are things that we have thought long and hard about. We have learned them through decades of experience and repeated trial and error. So whether you agree or disagree, it would be a shame if you did not see, and respect, our point of view.



We Are Authors

The @author field of a Javadoc tells us who we are. We are authors. And one thing about authors is that they have readers. Indeed, authors are responsible for communicating well with their readers. The next time you write a line of code, remember you are an author, writing for readers who will judge your effort.

You might ask: How much is code really read? Doesn’t most of the effort go into writing it?

Have you ever played back an edit session? In the 80s and 90s we had editors like Emacs that kept track of every keystroke. You could work for an hour and then play back your whole edit session like a high-speed movie. When I did this, the results were fascinating.

The vast majority of the playback was scrolling and navigating to other modules!

Bob enters the module.
He scrolls down to the function needing change.
He pauses, considering his options.
Oh, he’s scrolling up to the top of the module to check the initialization of a variable.
Now he scrolls back down and begins to type.
Ooops, he’s erasing what he typed!
He types it again.
He erases it again!
He types half of something else but then erases that!
He scrolls down to another function that calls the function he’s changing to see how it is called.
He scrolls back up and types the same code he just erased.
He pauses.
He erases that code again!
He pops up another window and looks at a subclass. Is that function overridden?

…

You get the drift. Indeed, the ratio of time spent reading vs. writing is well over 10:1. We are constantly reading old code as part of the effort to write new code.

Because this ratio is so high, we want the reading of code to be easy, even if it makes the writing harder. Of course there’s no way to write code without reading it, so making it easy to read actually makes it easier to write.

There is no escape from this logic. You cannot write code if you cannot read the surrounding code. The code you are trying to write today will be hard or easy to write depending on how hard or easy the surrounding code is to read. So if you want to go fast, if you want to get done quickly, if you want your code to be easy to write, make it easy to read.



The Boy Scout Rule

It’s not enough to write the code well. The code has to be kept clean over time. We’ve all seen code rot and degrade as time passes. So we must take an active role in preventing this degradation.

The Boy Scouts of America have a simple rule that we can apply to our profession.

Leave the campground cleaner than you found it.5

5. This was adapted from Robert Stephenson Smyth Baden-Powell’s farewell message to the Scouts: “Try and leave this world a little better than you found it…”

If we all checked-in our code a little cleaner than when we checked it out, the code simply could not rot. The cleanup doesn’t have to be something big. Change one variable name for the better, break up one function that’s a little too large, eliminate one small bit of duplication, clean up one composite if statement.

Can you imagine working on a project where the code simply got better as time passed? Do you believe that any other option is professional? Indeed, isn’t continuous improvement an intrinsic part of professionalism?



Prequel and Principles

In many ways this book is a “prequel” to a book I wrote in 2002 entitled Agile Software Development: Principles, Patterns, and Practices (PPP). The PPP book concerns itself with the principles of object-oriented design, and many of the practices used by professional developers. If you have not read PPP, then you may find that it continues the story told by this book. If you have already read it, then you’ll find many of the sentiments of that book echoed in this one at the level of code.

In this book you will find sporadic references to various principles of design. These include the Single Responsibility Principle (SRP), the Open Closed Principle (OCP), and the Dependency Inversion Principle (DIP) among others. These principles are described in depth in PPP.



Conclusion

Books on art don’t promise to make you an artist. All they can do is give you some of the tools, techniques, and thought processes that other artists have used. So too this book cannot promise to make you a good programmer. It cannot promise to give you “code-sense.” All it can do is show you the thought processes of good programmers and the tricks, techniques, and tools that they use.

Just like a book on art, this book will be full of details. There will be lots of code. You’ll see good code and you’ll see bad code. You’ll see bad code transformed into good code. You’ll see lists of heuristics, disciplines, and techniques. You’ll see example after example. After that, it’s up to you.

Remember the old joke about the concert violinist who got lost on his way to a performance? He stopped an old man on the corner and asked him how to get to Carnegie Hall. The old man looked at the violinist and the violin tucked under his arm, and said: “Practice, son. Practice!”
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Meaningful Names

by Tim Ottinger
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Introduction

Names are everywhere in software. We name our variables, our functions, our arguments, classes, and packages. We name our source files and the directories that contain them. We name our jar files and war files and ear files. We name and name and name. Because we do so much of it, we’d better do it well. What follows are some simple rules for creating good names.



Use Intention-Revealing Names

It is easy to say that names should reveal intent. What we want to impress upon you is that we are serious about this. Choosing good names takes time but saves more than it takes. So take care with your names and change them when you find better ones. Everyone who reads your code (including you) will be happier if you do.

The name of a variable, function, or class, should answer all the big questions. It should tell you why it exists, what it does, and how it is used. If a name requires a comment, then the name does not reveal its intent.

   int d; // elapsed time in days

The name d reveals nothing. It does not evoke a sense of elapsed time, nor of days. We should choose a name that specifies what is being measured and the unit of that measurement:

   int elapsedTimeInDays;
   int daysSinceCreation;
   int daysSinceModification;
   int fileAgeInDays;

Choosing names that reveal intent can make it much easier to understand and change code. What is the purpose of this code?

   public List<int[]> getThem() {
     List<int[]> list1 = new ArrayList<int[]>();
     for (int[] x : theList)
       if (x[0] == 4)
         list1.add(x);
     return list1;
   }

Why is it hard to tell what this code is doing? There are no complex expressions. Spacing and indentation are reasonable. There are only three variables and two constants mentioned. There aren’t even any fancy classes or polymorphic methods, just a list of arrays (or so it seems).

The problem isn’t the simplicity of the code but the implicity of the code (to coin a phrase): the degree to which the context is not explicit in the code itself. The code implicitly requires that we know the answers to questions such as:

1. What kinds of things are in theList?

2. What is the significance of the zeroth subscript of an item in theList?

3. What is the significance of the value 4?

4. How would I use the list being returned?

The answers to these questions are not present in the code sample, but they could have been. Say that we’re working in a mine sweeper game. We find that the board is a list of cells called theList. Let’s rename that to gameBoard.

Each cell on the board is represented by a simple array. We further find that the zeroth subscript is the location of a status value and that a status value of 4 means “flagged.” Just by giving these concepts names we can improve the code considerably:

   public List<int[]> getFlaggedCells() {
     List<int[]> flaggedCells = new ArrayList<int[]>();
     for (int[] cell : gameBoard)
      if (cell[STATUS_VALUE] == FLAGGED)
        flaggedCells.add(cell);
      return flaggedCells;
   }

Notice that the simplicity of the code has not changed. It still has exactly the same number of operators and constants, with exactly the same number of nesting levels. But the code has become much more explicit.

We can go further and write a simple class for cells instead of using an array of ints. It can include an intention-revealing function (call it isFlagged) to hide the magic numbers. It results in a new version of the function:

   public List<Cell> getFlaggedCells() {
     List<Cell> flaggedCells = new ArrayList<Cell>();
     for (Cell cell : gameBoard)
       if (cell.isFlagged())
         flaggedCells.add(cell);
     return flaggedCells;
   }

With these simple name changes, it’s not difficult to understand what’s going on. This is the power of choosing good names.



Avoid Disinformation

Programmers must avoid leaving false clues that obscure the meaning of code. We should avoid words whose entrenched meanings vary from our intended meaning. For example, hp, aix, and sco would be poor variable names because they are the names of Unix platforms or variants. Even if you are coding a hypotenuse and hp looks like a good abbreviation, it could be disinformative.

Do not refer to a grouping of accounts as an accountList unless it’s actually a List. The word list means something specific to programmers. If the container holding the accounts is not actually a List, it may lead to false conclusions.1 So accountGroup or bunchOfAccounts or just plain accounts would be better.

1. As we’ll see later on, even if the container is a List, it’s probably better not to encode the container type into the name.

Beware of using names which vary in small ways. How long does it take to spot the subtle difference between a XYZControllerForEfficientHandlingOfStrings in one module and, somewhere a little more distant, XYZControllerForEfficientStorageOfStrings? The words have frightfully similar shapes.

Spelling similar concepts similarly is information. Using inconsistent spellings is disinformation. With modern Java environments we enjoy automatic code completion. We write a few characters of a name and press some hotkey combination (if that) and are rewarded with a list of possible completions for that name. It is very helpful if names for very similar things sort together alphabetically and if the differences are very obvious, because the developer is likely to pick an object by name without seeing your copious comments or even the list of methods supplied by that class.

A truly awful example of disinformative names would be the use of lower-case L or uppercase O as variable names, especially in combination. The problem, of course, is that they look almost entirely like the constants one and zero, respectively.

   int a = l;
   if ( O == l )
     a = O1;
   else
     l = 01;

The reader may think this a contrivance, but we have examined code where such things were abundant. In one case the author of the code suggested using a different font so that the differences were more obvious, a solution that would have to be passed down to all future developers as oral tradition or in a written document. The problem is conquered with finality and without creating new work products by a simple renaming.



Make Meaningful Distinctions
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Programmers create problems for themselves when they write code solely to satisfy a compiler or interpreter. For example, because you can’t use the same name to refer to two different things in the same scope, you might be tempted to change one name in an arbitrary way. Sometimes this is done by misspelling one, leading to the surprising situation where correcting spelling errors leads to an inability to compile.2

2. Consider, for example, the truly hideous practice of creating a variable named klass just because the name class was used for something else.

It is not sufficient to add number series or noise words, even though the compiler is satisfied. If names must be different, then they should also mean something different.

Number-series naming (a1, a2, .. aN) is the opposite of intentional naming. Such names are not disinformative—they are noninformative; they provide no clue to the author’s intention. Consider:

   public static void copyChars(char a1[], char a2[]) {
     for (int i = 0; i < a1.length; i++) {
       a2[i] = a1[i];
     }
   }

This function reads much better when source and destination are used for the argument names.

Noise words are another meaningless distinction. Imagine that you have a Product class. If you have another called ProductInfo or ProductData, you have made the names different without making them mean anything different. Info and Data are indistinct noise words like a, an, and the.

Note that there is nothing wrong with using prefix conventions like a and the so long as they make a meaningful distinction. For example you might use a for all local variables and the for all function arguments.3 The problem comes in when you decide to call a variable theZork because you already have another variable named zork.

3. Uncle Bob used to do this in C++ but has given up the practice because modern IDEs make it unnecessary.

Noise words are redundant. The word variable should never appear in a variable name. The word table should never appear in a table name. How is NameString better than Name? Would a Name ever be a floating point number? If so, it breaks an earlier rule about disinformation. Imagine finding one class named Customer and another named CustomerObject. What should you understand as the distinction? Which one will represent the best path to a customer’s payment history?

There is an application we know of where this is illustrated. we’ve changed the names to protect the guilty, but here’s the exact form of the error:

   getActiveAccount();
   getActiveAccounts();
   getActiveAccountInfo();

How are the programmers in this project supposed to know which of these functions to call?

In the absence of specific conventions, the variable moneyAmount is indistinguishable from money, customerInfo is indistinguishable from customer, accountData is indistinguishable from account, and theMessage is indistinguishable from message. Distinguish names in such a way that the reader knows what the differences offer.



Use Pronounceable Names

Humans are good at words. A significant part of our brains is dedicated to the concept of words. And words are, by definition, pronounceable. It would be a shame not to take advantage of that huge portion of our brains that has evolved to deal with spoken language. So make your names pronounceable.

If you can’t pronounce it, you can’t discuss it without sounding like an idiot. “Well, over here on the bee cee arr three cee enn tee we have a pee ess zee kyew int, see?” This matters because programming is a social activity.

A company I know has genymdhms (generation date, year, month, day, hour, minute, and second) so they walked around saying “gen why emm dee aich emm ess”. I have an annoying habit of pronouncing everything as written, so I started saying “gen-yah-muddahims.” It later was being called this by a host of designers and analysts, and we still sounded silly. But we were in on the joke, so it was fun. Fun or not, we were tolerating poor naming. New developers had to have the variables explained to them, and then they spoke about it in silly made-up words instead of using proper English terms. Compare

   class DtaRcrd102 {
     private Date genymdhms;
     private Date modymdhms;
     private final String pszqint = ”102”;
      /* … */
   };

to

   class Customer {
     private Date generationTimestamp;
     private Date modificationTimestamp;;
     private final String recordId = ”102”;
     /* … */
   };

Intelligent conversation is now possible: “Hey, Mikey, take a look at this record! The generation timestamp is set to tomorrow’s date! How can that be?”



Use Searchable Names

Single-letter names and numeric constants have a particular problem in that they are not easy to locate across a body of text.

One might easily grep for MAX_CLASSES_PER_STUDENT, but the number 7 could be more troublesome. Searches may turn up the digit as part of file names, other constant definitions, and in various expressions where the value is used with different intent. It is even worse when a constant is a long number and someone might have transposed digits, thereby creating a bug while simultaneously evading the programmer’s search.

Likewise, the name e is a poor choice for any variable for which a programmer might need to search. It is the most common letter in the English language and likely to show up in every passage of text in every program. In this regard, longer names trump shorter names, and any searchable name trumps a constant in code.

My personal preference is that single-letter names can ONLY be used as local variables inside short methods. The length of a name should correspond to the size of its scope [N5]. If a variable or constant might be seen or used in multiple places in a body of code, it is imperative to give it a search-friendly name. Once again compare

   for (int j=0; j<34; j++) {
     s += (t[j]*4)/5;
   }

to

   int realDaysPerIdealDay = 4;
   const int WORK_DAYS_PER_WEEK = 5;
   int sum = 0;
   for (int j=0; j < NUMBER_OF_TASKS; j++) {
     int realTaskDays = taskEstimate[j] * realDaysPerIdealDay;
     int realTaskWeeks = (realdays / WORK_DAYS_PER_WEEK);
     sum += realTaskWeeks;
   }

Note that sum, above, is not a particularly useful name but at least is searchable. The intentionally named code makes for a longer function, but consider how much easier it will be to find WORK_DAYS_PER_WEEK than to find all the places where 5 was used and filter the list down to just the instances with the intended meaning.



Avoid Encodings

We have enough encodings to deal with without adding more to our burden. Encoding type or scope information into names simply adds an extra burden of deciphering. It hardly seems reasonable to require each new employee to learn yet another encoding “language” in addition to learning the (usually considerable) body of code that they’ll be working in. It is an unnecessary mental burden when trying to solve a problem. Encoded names are seldom pronounceable and are easy to mis-type.



Hungarian Notation

In days of old, when we worked in name-length-challenged languages, we violated this rule out of necessity, and with regret. Fortran forced encodings by making the first letter a code for the type. Early versions of BASIC allowed only a letter plus one digit. Hungarian Notation (HN) took this to a whole new level.

HN was considered to be pretty important back in the Windows C API, when everything was an integer handle or a long pointer or a void pointer, or one of several implementations of “string” (with different uses and attributes). The compiler did not check types in those days, so the programmers needed a crutch to help them remember the types.

In modern languages we have much richer type systems, and the compilers remember and enforce the types. What’s more, there is a trend toward smaller classes and shorter functions so that people can usually see the point of declaration of each variable they’re using.

Java programmers don’t need type encoding. Objects are strongly typed, and editing environments have advanced such that they detect a type error long before you can run a compile! So nowadays HN and other forms of type encoding are simply impediments. They make it harder to change the name or type of a variable, function, or class. They make it harder to read the code. And they create the possibility that the encoding system will mislead the reader.

   PhoneNumber phoneString;
   // name not changed when type changed!



Member Prefixes

You also don’t need to prefix member variables with m_ anymore. Your classes and functions should be small enough that you don’t need them. And you should be using an editing environment that highlights or colorizes members to make them distinct.

   public class Part {
     private String m_dsc; // The textual description
     void setName(String name) {
       m_dsc = name;
     }
   }
   _________________________________________________
   public class Part {
     String description;
     void setDescription(String description) {
       this.description = description;
     }
   }

Besides, people quickly learn to ignore the prefix (or suffix) to see the meaningful part of the name. The more we read the code, the less we see the prefixes. Eventually the prefixes become unseen clutter and a marker of older code.



Interfaces and Implementations

These are sometimes a special case for encodings. For example, say you are building an ABSTRACT FACTORY for the creation of shapes. This factory will be an interface and will be implemented by a concrete class. What should you name them? IShapeFactory and ShapeFactory? I prefer to leave interfaces unadorned. The preceding I, so common in today’s legacy wads, is a distraction at best and too much information at worst. I don’t want my users knowing that I’m handing them an interface. I just want them to know that it’s a ShapeFactory. So if I must encode either the interface or the implementation, I choose the implementation. Calling it ShapeFactoryImp, or even the hideous CShapeFactory, is preferable to encoding the interface.



Avoid Mental Mapping

Readers shouldn’t have to mentally translate your names into other names they already know. This problem generally arises from a choice to use neither problem domain terms nor solution domain terms.

This is a problem with single-letter variable names. Certainly a loop counter may be named i or j or k (though never l!) if its scope is very small and no other names can conflict with it. This is because those single-letter names for loop counters are traditional. However, in most other contexts a single-letter name is a poor choice; it’s just a place holder that the reader must mentally map to the actual concept. There can be no worse reason for using the name c than because a and b were already taken.

In general programmers are pretty smart people. Smart people sometimes like to show off their smarts by demonstrating their mental juggling abilities. After all, if you can reliably remember that r is the lower-cased version of the url with the host and scheme removed, then you must clearly be very smart.

One difference between a smart programmer and a professional programmer is that the professional understands that clarity is king. Professionals use their powers for good and write code that others can understand.



Class Names

Classes and objects should have noun or noun phrase names like Customer, WikiPage, Account, and AddressParser. Avoid words like Manager, Processor, Data, or Info in the name of a class. A class name should not be a verb.



Method Names

Methods should have verb or verb phrase names like postPayment, deletePage, or save. Accessors, mutators, and predicates should be named for their value and prefixed with get, set, and is according to the javabean standard.4

4. http://java.sun.com/products/javabeans/docs/spec.html

   string name = employee.getName();
   customer.setName(”mike”);
   if (paycheck.isPosted())…

When constructors are overloaded, use static factory methods with names that describe the arguments. For example,

   Complex fulcrumPoint = Complex.FromRealNumber(23.0);

is generally better than

   Complex fulcrumPoint = new Complex(23.0);

Consider enforcing their use by making the corresponding constructors private.



Don’t Be Cute

If names are too clever, they will be memorable only to people who share the author’s sense of humor, and only as long as these people remember the joke. Will they know what the function named HolyHandGrenade is supposed to do? Sure, it’s cute, but maybe in this case DeleteItems might be a better name. Choose clarity over entertainment value.
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Cuteness in code often appears in the form of colloquialisms or slang. For example, don’t use the name whack() to mean kill(). Don’t tell little culture-dependent jokes like eatMyShorts() to mean abort().

Say what you mean. Mean what you say.



Pick One Word per Concept

Pick one word for one abstract concept and stick with it. For instance, it’s confusing to have fetch, retrieve, and get as equivalent methods of different classes. How do you remember which method name goes with which class? Sadly, you often have to remember which company, group, or individual wrote the library or class in order to remember which term was used. Otherwise, you spend an awful lot of time browsing through headers and previous code samples.

Modern editing environments like Eclipse and IntelliJ-provide context-sensitive clues, such as the list of methods you can call on a given object. But note that the list doesn’t usually give you the comments you wrote around your function names and parameter lists. You are lucky if it gives the parameter names from function declarations. The function names have to stand alone, and they have to be consistent in order for you to pick the correct method without any additional exploration.

Likewise, it’s confusing to have a controller and a manager and a driver in the same code base. What is the essential difference between a DeviceManager and a Protocol-Controller? Why are both not controllers or both not managers? Are they both Drivers really? The name leads you to expect two objects that have very different type as well as having different classes.

A consistent lexicon is a great boon to the programmers who must use your code.



Don’t Pun

Avoid using the same word for two purposes. Using the same term for two different ideas is essentially a pun.

If you follow the “one word per concept” rule, you could end up with many classes that have, for example, an add method. As long as the parameter lists and return values of the various add methods are semantically equivalent, all is well.

However one might decide to use the word add for “consistency” when he or she is not in fact adding in the same sense. Let’s say we have many classes where add will create a new value by adding or concatenating two existing values. Now let’s say we are writing a new class that has a method that puts its single parameter into a collection. Should we call this method add? It might seem consistent because we have so many other add methods, but in this case, the semantics are different, so we should use a name like insert or append instead. To call the new method add would be a pun.

Our goal, as authors, is to make our code as easy as possible to understand. We want our code to be a quick skim, not an intense study. We want to use the popular paperback model whereby the author is responsible for making himself clear and not the academic model where it is the scholar’s job to dig the meaning out of the paper.



Use Solution Domain Names

Remember that the people who read your code will be programmers. So go ahead and use computer science (CS) terms, algorithm names, pattern names, math terms, and so forth. It is not wise to draw every name from the problem domain because we don’t want our coworkers to have to run back and forth to the customer asking what every name means when they already know the concept by a different name.

The name AccountVisitor means a great deal to a programmer who is familiar with the VISITOR pattern. What programmer would not know what a JobQueue was? There are lots of very technical things that programmers have to do. Choosing technical names for those things is usually the most appropriate course.



Use Problem Domain Names

When there is no “programmer-eese” for what you’re doing, use the name from the problem domain. At least the programmer who maintains your code can ask a domain expert what it means.

Separating solution and problem domain concepts is part of the job of a good programmer and designer. The code that has more to do with problem domain concepts should have names drawn from the problem domain.



Add Meaningful Context

There are a few names which are meaningful in and of themselves—most are not. Instead, you need to place names in context for your reader by enclosing them in well-named classes, functions, or namespaces. When all else fails, then prefixing the name may be necessary as a last resort.

Imagine that you have variables named firstName, lastName, street, houseNumber, city, state, and zipcode. Taken together it’s pretty clear that they form an address. But what if you just saw the state variable being used alone in a method? Would you automatically infer that it was part of an address?

You can add context by using prefixes: addrFirstName, addrLastName, addrState, and so on. At least readers will understand that these variables are part of a larger structure. Of course, a better solution is to create a class named Address. Then, even the compiler knows that the variables belong to a bigger concept.

Consider the method in Listing 2-1. Do the variables need a more meaningful context? The function name provides only part of the context; the algorithm provides the rest. Once you read through the function, you see that the three variables, number, verb, and pluralModifier, are part of the “guess statistics” message. Unfortunately, the context must be inferred. When you first look at the method, the meanings of the variables are opaque.



Listing 2-1 Variables with unclear context.

   private void printGuessStatistics(char candidate, int count) {   String number;
       String verb;
       String pluralModifier;
       if (count == 0) {
         number = ”no”;
         verb = ”are”;
         pluralModifier = ”s”;
       } else if (count == 1) {
         number = ”1”;
         verb = ”is”;
         pluralModifier = ””;
       } else {
         number = Integer.toString(count);
         verb = ”are”;
         pluralModifier = ”s”;
       }
       String guessMessage = String.format(
         ”There %s %s %s%s”, verb, number, candidate, pluralModifier
       );
       print(guessMessage);
     }

The function is a bit too long and the variables are used throughout. To split the function into smaller pieces we need to create a GuessStatisticsMessage class and make the three variables fields of this class. This provides a clear context for the three variables. They are definitively part of the GuessStatisticsMessage. The improvement of context also allows the algorithm to be made much cleaner by breaking it into many smaller functions. (See Listing 2-2.)



Listing 2-2 Variables have a context.

   public class GuessStatisticsMessage {
     private String number;
     private String verb;
     private String pluralModifier;
   
     public String make(char candidate, int count) {
       createPluralDependentMessageParts(count);
        return String.format(
          "There %s %s %s%s", 
          verb, number, candidate, pluralModifier );
     }
   
     private void createPluralDependentMessageParts(int count) {
       if (count == 0) {
         thereAreNoLetters();
       } else if (count == 1) {
         thereIsOneLetter();
       } else {
         thereAreManyLetters(count);
       }
     }
   
     private void thereAreManyLetters(int count) {
       number = Integer.toString(count);
       verb = "are";
       pluralModifier = "s";
     }
   
     private void thereIsOneLetter() {
       number = "1";
       verb = "is";
       pluralModifier = "";
     }
   
     private void thereAreNoLetters() {
       number = "no";
       verb = "are";
       pluralModifier = "s";
     }
   }



Don’t Add Gratuitous Context

In an imaginary application called “Gas Station Deluxe,” it is a bad idea to prefix every class with GSD. Frankly, you are working against your tools. You type G and press the completion key and are rewarded with a mile-long list of every class in the system. Is that wise? Why make it hard for the IDE to help you?

Likewise, say you invented a MailingAddress class in GSD’s accounting module, and you named it GSDAccountAddress. Later, you need a mailing address for your customer contact application. Do you use GSDAccountAddress? Does it sound like the right name? Ten of 17 characters are redundant or irrelevant.

Shorter names are generally better than longer ones, so long as they are clear. Add no more context to a name than is necessary.

The names accountAddress and customerAddress are fine names for instances of the class Address but could be poor names for classes. Address is a fine name for a class. If I need to differentiate between MAC addresses, port addresses, and Web addresses, I might consider PostalAddress, MAC, and URI. The resulting names are more precise, which is the point of all naming.



Final Words

The hardest thing about choosing good names is that it requires good descriptive skills and a shared cultural background. This is a teaching issue rather than a technical, business, or management issue. As a result many people in this field don’t learn to do it very well.

People are also afraid of renaming things for fear that some other developers will object. We do not share that fear and find that we are actually grateful when names change (for the better). Most of the time we don’t really memorize the names of classes and methods. We use the modern tools to deal with details like that so we can focus on whether the code reads like paragraphs and sentences, or at least like tables and data structure (a sentence isn’t always the best way to display data). You will probably end up surprising someone when you rename, just like you might with any other code improvement. Don’t let it stop you in your tracks.

Follow some of these rules and see whether you don’t improve the readability of your code. If you are maintaining someone else’s code, use refactoring tools to help resolve these problems. It will pay off in the short term and continue to pay in the long run.




3
Functions
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In the early days of programming we composed our systems of routines and subroutines. Then, in the era of Fortran and PL/1 we composed our systems of programs, subprograms, and functions. Nowadays only the function survives from those early days. Functions are the first line of organization in any program. Writing them well is the topic of this chapter.

Consider the code in Listing 3-1. It’s hard to find a long function in FitNesse,1 but after a bit of searching I came across this one. Not only is it long, but it’s got duplicated code, lots of odd strings, and many strange and inobvious data types and APIs. See how much sense you can make of it in the next three minutes.

1. An open-source testing tool. www.fitnese.org



Listing 3-1 HtmlUtil.java (FitNesse 20070619)

   public static String testableHtml(
     PageData pageData,
     boolean includeSuiteSetup
   ) throws Exception {
     WikiPage wikiPage = pageData.getWikiPage();
     StringBuffer buffer = new StringBuffer();
     if (pageData.hasAttribute("Test")) {
       if (includeSuiteSetup) {
         WikiPage suiteSetup =
          PageCrawlerImpl.getInheritedPage(
                  SuiteResponder.SUITE_SETUP_NAME, wikiPage
          );
         if (suiteSetup != null) {
          WikiPagePath pagePath =
            suiteSetup.getPageCrawler().getFullPath(suiteSetup);
          String pagePathName = PathParser.render(pagePath);
          buffer.append("!include -setup .")
                .append(pagePathName)
                .append("\n");
         }
       }
       WikiPage setup = 
         PageCrawlerImpl.getInheritedPage("SetUp", wikiPage);
       if (setup != null) {
         WikiPagePath setupPath =
           wikiPage.getPageCrawler().getFullPath(setup);
         String setupPathName = PathParser.render(setupPath);
         buffer.append("!include -setup .")
               .append(setupPathName)
               .append("\n");
       }
     }
     buffer.append(pageData.getContent());
     if (pageData.hasAttribute("Test")) {
       WikiPage teardown = 
         PageCrawlerImpl.getInheritedPage("TearDown", wikiPage);
       if (teardown != null) {
         WikiPagePath tearDownPath =
           wikiPage.getPageCrawler().getFullPath(teardown);
         String tearDownPathName = PathParser.render(tearDownPath);
         buffer.append("\n")
               .append("!include -teardown .")
               .append(tearDownPathName)
               .append("\n");
       }
        if (includeSuiteSetup) {
          WikiPage suiteTeardown =
            PageCrawlerImpl.getInheritedPage(
                    SuiteResponder.SUITE_TEARDOWN_NAME,
                    wikiPage
            );
          if (suiteTeardown != null) {
            WikiPagePath pagePath =
              suiteTeardown.getPageCrawler().getFullPath (suiteTeardown);
            String pagePathName = PathParser.render(pagePath);
            buffer.append("!include -teardown .")
                  .append(pagePathName)
                  .append("\n");
          }
        }
      }
      pageData.setContent(buffer.toString());
      return pageData.getHtml();
   }

Do you understand the function after three minutes of study? Probably not. There’s too much going on in there at too many different levels of abstraction. There are strange strings and odd function calls mixed in with doubly nested if statements controlled by flags.

However, with just a few simple method extractions, some renaming, and a little restructuring, I was able to capture the intent of the function in the nine lines of Listing 3-2. See whether you can understand that in the next 3 minutes.



Listing 3-2 HtmlUtil.java (refactored)

   public static String renderPageWithSetupsAndTeardowns(
     PageData pageData, boolean isSuite
   ) throws Exception {
     boolean isTestPage = pageData.hasAttribute("Test");
     if (isTestPage) {
       WikiPage testPage = pageData.getWikiPage();
       StringBuffer newPageContent = new StringBuffer();
       includeSetupPages(testPage, newPageContent, isSuite);
       newPageContent.append(pageData.getContent());
       includeTeardownPages(testPage, newPageContent, isSuite);
       pageData.setContent(newPageContent.toString());
     }
    
     return pageData.getHtml();
   }

Unless you are a student of FitNesse, you probably don’t understand all the details. Still, you probably understand that this function performs the inclusion of some setup and teardown pages into a test page and then renders that page into HTML. If you are familiar with JUnit,2 you probably realize that this function belongs to some kind of Web-based testing framework. And, of course, that is correct. Divining that information from Listing 3-2 is pretty easy, but it’s pretty well obscured by Listing 3-1.

2. An open-source unit-testing tool for Java. www.junit.org

So what is it that makes a function like Listing 3-2 easy to read and understand? How can we make a function communicate its intent? What attributes can we give our functions that will allow a casual reader to intuit the kind of program they live inside?



Small!

The first rule of functions is that they should be small. The second rule of functions is that they should be smaller than that. This is not an assertion that I can justify. I can’t provide any references to research that shows that very small functions are better. What I can tell you is that for nearly four decades I have written functions of all different sizes. I’ve written several nasty 3,000-line abominations. I’ve written scads of functions in the 100 to 300 line range. And I’ve written functions that were 20 to 30 lines long. What this experience has taught me, through long trial and error, is that functions should be very small.

In the eighties we used to say that a function should be no bigger than a screen-full. Of course we said that at a time when VT100 screens were 24 lines by 80 columns, and our editors used 4 lines for administrative purposes. Nowadays with a cranked-down font and a nice big monitor, you can fit 150 characters on a line and a 100 lines or more on a screen. Lines should not be 150 characters long. Functions should not be 100 lines long. Functions should hardly ever be 20 lines long.

How short should a function be? In 1999 I went to visit Kent Beck at his home in Oregon. We sat down and did some programming together. At one point he showed me a cute little Java/Swing program that he called Sparkle. It produced a visual effect on the screen very similar to the magic wand of the fairy godmother in the movie Cinderella. As you moved the mouse, the sparkles would drip from the cursor with a satisfying scintillation, falling to the bottom of the window through a simulated gravitational field. When Kent showed me the code, I was struck by how small all the functions were. I was used to functions in Swing programs that took up miles of vertical space. Every function in this program was just two, or three, or four lines long. Each was transparently obvious. Each told a story. And each led you to the next in a compelling order. That’s how short your functions should be!3

3. I asked Kent whether he still had a copy, but he was unable to find one. I searched all my old computers too, but to no avail. All that is left now is my memory of that program.

How short should your functions be? They should usually be shorter than Listing 3-2! Indeed, Listing 3-2 should really be shortened to Listing 3-3.



Listing 3-3 HtmlUtil.java (re-refactored)

   public static String renderPageWith
       SetupsAndTeardowns(
   PageData pageData, boolean isSuite) throws Exception {
     if (isTestPage(pageData))
       includeSetupAndTeardownPages(pageData, isSuite);
     return pageData.getHtml();
   }



Blocks and Indenting

This implies that the blocks within if statements, else statements, while statements, and so on should be one line long. Probably that line should be a function call. Not only does this keep the enclosing function small, but it also adds documentary value because the function called within the block can have a nicely descriptive name.

This also implies that functions should not be large enough to hold nested structures. Therefore, the indent level of a function should not be greater than one or two. This, of course, makes the functions easier to read and understand.



Do One Thing

It should be very clear that Listing 3-1 is doing lots more than one thing. It’s creating buffers, fetching pages, searching for inherited pages, rendering paths, appending arcane strings, and generating HTML, among other things. Listing 3-1 is very busy doing lots of different things. On the other hand, Listing 3-3 is doing one simple thing. It’s including setups and teardowns into test pages.

The following advice has appeared in one form or another for 30 years or more.

[image: Image]

FUNCTIONS SHOULD DO ONE THING. THEY SHOULD DO IT WELL. THEY SHOULD DO IT ONLY.

The problem with this statement is that it is hard to know what “one thing” is. Does Listing 3-3 do one thing? It’s easy to make the case that it’s doing three things:

1. Determining whether the page is a test page.

2. If so, including setups and teardowns.

3. Rendering the page in HTML.

So which is it? Is the function doing one thing or three things? Notice that the three steps of the function are one level of abstraction below the stated name of the function. We can describe the function by describing it as a brief TO4 paragraph:

4. The LOGO language used the keyword “TO” in the same way that Ruby and Python use “def.” So every function began with the word “TO.” This had an interesting effect on the way functions were designed.

TO RenderPageWithSetupsAndTeardowns, we check to see whether the page is a test page and if so, we include the setups and teardowns. In either case we render the page in HTML.

If a function does only those steps that are one level below the stated name of the function, then the function is doing one thing. After all, the reason we write functions is to decompose a larger concept (in other words, the name of the function) into a set of steps at the next level of abstraction.

It should be very clear that Listing 3-1 contains steps at many different levels of abstraction. So it is clearly doing more than one thing. Even Listing 3-2 has two levels of abstraction, as proved by our ability to shrink it down. But it would be very hard to meaningfully shrink Listing 3-3. We could extract the if statement into a function named includeSetupsAndTeardownsIfTestPage, but that simply restates the code without changing the level of abstraction.

So, another way to know that a function is doing more than “one thing” is if you can extract another function from it with a name that is not merely a restatement of its implementation [G34].



Sections within Functions

Look at Listing 4-7 on page 71. Notice that the generatePrimes function is divided into sections such as declarations, initializations, and sieve. This is an obvious symptom of doing more than one thing. Functions that do one thing cannot be reasonably divided into sections.



One Level of Abstraction per Function

In order to make sure our functions are doing “one thing,” we need to make sure that the statements within our function are all at the same level of abstraction. It is easy to see how Listing 3-1 violates this rule. There are concepts in there that are at a very high level of abstraction, such as getHtml(); others that are at an intermediate level of abstraction, such as: String pagePathName = PathParser.render(pagePath); and still others that are remarkably low level, such as: .append(”\n”).

Mixing levels of abstraction within a function is always confusing. Readers may not be able to tell whether a particular expression is an essential concept or a detail. Worse, like broken windows, once details are mixed with essential concepts, more and more details tend to accrete within the function.



Reading Code from Top to Bottom: The Stepdown Rule

We want the code to read like a top-down narrative.5 We want every function to be followed by those at the next level of abstraction so that we can read the program, descending one level of abstraction at a time as we read down the list of functions. I call this The Step-down Rule.

5. [KP78], p. 37.

To say this differently, we want to be able to read the program as though it were a set of TO paragraphs, each of which is describing the current level of abstraction and referencing subsequent TO paragraphs at the next level down.

To include the setups and teardowns, we include setups, then we include the test page content, and then we include the teardowns.

To include the setups, we include the suite setup if this is a suite, then we include the regular setup.

To include the suite setup, we search the parent hierarchy for the “SuiteSetUp” page and add an include statement with the path of that page.

To search the parent…

It turns out to be very difficult for programmers to learn to follow this rule and write functions that stay at a single level of abstraction. But learning this trick is also very important. It is the key to keeping functions short and making sure they do “one thing.” Making the code read like a top-down set of TO paragraphs is an effective technique for keeping the abstraction level consistent.

Take a look at Listing 3-7 at the end of this chapter. It shows the whole testableHtml function refactored according to the principles described here. Notice how each function introduces the next, and each function remains at a consistent level of abstraction.



Switch Statements

It’s hard to make a small switch statement.6 Even a switch statement with only two cases is larger than I’d like a single block or function to be. It’s also hard to make a switch statement that does one thing. By their nature, switch statements always do N things. Unfortunately we can’t always avoid switch statements, but we can make sure that each switch statement is buried in a low-level class and is never repeated. We do this, of course, with polymorphism.

6. And, of course, I include if/else chains in this.

Consider Listing 3-4. It shows just one of the operations that might depend on the type of employee.



Listing 3-4 Payroll.java

   public Money calculatePay(Employee e) 
   throws InvalidEmployeeType {
       switch (e.type) {
         case COMMISSIONED:
           return calculateCommissionedPay(e);
         case HOURLY:
           return calculateHourlyPay(e);
         case SALARIED:
           return calculateSalariedPay(e);
         default:
           throw new InvalidEmployeeType(e.type);
       }
     }

There are several problems with this function. First, it’s large, and when new employee types are added, it will grow. Second, it very clearly does more than one thing. Third, it violates the Single Responsibility Principle7 (SRP) because there is more than one reason for it to change. Fourth, it violates the Open Closed Principle8 (OCP) because it must change whenever new types are added. But possibly the worst problem with this function is that there are an unlimited number of other functions that will have the same structure. For example we could have

7. a. http://en.wikipedia.org/wiki/Single_responsibility_principle

b. http://www.objectmentor.com/resources/articles/srp.pdf

8. a. http://en.wikipedia.org/wiki/Open/closed_principle

b. http://www.objectmentor.com/resources/articles/ocp.pdf

   isPayday(Employee e, Date date),

or

   deliverPay(Employee e, Money pay),

or a host of others. All of which would have the same deleterious structure.

The solution to this problem (see Listing 3-5) is to bury the switch statement in the basement of an ABSTRACT FACTORY,9 and never let anyone see it. The factory will use the switch statement to create appropriate instances of the derivatives of Employee, and the various functions, such as calculatePay, isPayday, and deliverPay, will be dispatched polymorphically through the Employee interface.

9. [GOF].

My general rule for switch statements is that they can be tolerated if they appear only once, are used to create polymorphic objects, and are hidden behind an inheritance relationship so that the rest of the system can’t see them [G23]. Of course every circumstance is unique, and there are times when I violate one or more parts of that rule.



Listing 3-5 Employee and Factory

   public abstract class Employee {
     public abstract boolean isPayday();
     public abstract Money calculatePay();
     public abstract void deliverPay(Money pay);
   }
   -----------------
   public interface EmployeeFactory {
     public Employee makeEmployee(EmployeeRecord r) throws InvalidEmployeeType;
   }
   -----------------
   public class EmployeeFactoryImpl implements
          EmployeeFactory {
     public Employee makeEmployee(EmployeeRecord r) throws InvalidEmployeeType {
       switch (r.type) {
         case COMMISSIONED:
           return new CommissionedEmployee(r) ;
         case HOURLY:
           return new HourlyEmployee(r);
         case SALARIED:
           return new SalariedEmploye(r);
         default:
           throw new InvalidEmployeeType(r.type);
       }
     }
   }



Use Descriptive Names

In Listing 3-7 I changed the name of our example function from testableHtml to SetupTeardownIncluder.render. This is a far better name because it better describes what the function does. I also gave each of the private methods an equally descriptive name such as isTestable or includeSetupAndTeardownPages. It is hard to overestimate the value of good names. Remember Ward’s principle: “You know you are working on clean code when each routine turns out to be pretty much what you expected.” Half the battle to achieving that principle is choosing good names for small functions that do one thing. The smaller and more focused a function is, the easier it is to choose a descriptive name.

Don’t be afraid to make a name long. A long descriptive name is better than a short enigmatic name. A long descriptive name is better than a long descriptive comment. Use a naming convention that allows multiple words to be easily read in the function names, and then make use of those multiple words to give the function a name that says what it does.

Don’t be afraid to spend time choosing a name. Indeed, you should try several different names and read the code with each in place. Modern IDEs like Eclipse or IntelliJ make it trivial to change names. Use one of those IDEs and experiment with different names until you find one that is as descriptive as you can make it.

Choosing descriptive names will clarify the design of the module in your mind and help you to improve it. It is not at all uncommon that hunting for a good name results in a favorable restructuring of the code.

Be consistent in your names. Use the same phrases, nouns, and verbs in the function names you choose for your modules. Consider, for example, the names includeSetup-AndTeardownPages, includeSetupPages, includeSuiteSetupPage, and includeSetupPage. The similar phraseology in those names allows the sequence to tell a story. Indeed, if I showed you just the sequence above, you’d ask yourself: “What happened to includeTeardownPages, includeSuiteTeardownPage, and includeTeardownPage?” How’s that for being “… pretty much what you expected.”



Function Arguments

The ideal number of arguments for a function is zero (niladic). Next comes one (monadic), followed closely by two (dyadic). Three arguments (triadic) should be avoided where possible. More than three (polyadic) requires very special justification—and then shouldn’t be used anyway.

[image: Image]

Arguments are hard. They take a lot of conceptual power. That’s why I got rid of almost all of them from the example. Consider, for instance, the StringBuffer in the example. We could have passed it around as an argument rather than making it an instance variable, but then our readers would have had to interpret it each time they saw it. When you are reading the story told by the module, includeSetupPage() is easier to understand than includeSetupPageInto(newPage-Content). The argument is at a different level of abstraction than the function name and forces you to know a detail (in other words, StringBuffer) that isn’t particularly important at that point.

Arguments are even harder from a testing point of view. Imagine the difficulty of writing all the test cases to ensure that all the various combinations of arguments work properly. If there are no arguments, this is trivial. If there’s one argument, it’s not too hard. With two arguments the problem gets a bit more challenging. With more than two arguments, testing every combination of appropriate values can be daunting.

Output arguments are harder to understand than input arguments. When we read a function, we are used to the idea of information going in to the function through arguments and out through the return value. We don’t usually expect information to be going out through the arguments. So output arguments often cause us to do a double-take.

One input argument is the next best thing to no arguments. SetupTeardown-Includer.render(pageData) is pretty easy to understand. Clearly we are going to render the data in the pageData object.



Common Monadic Forms

There are two very common reasons to pass a single argument into a function. You may be asking a question about that argument, as in boolean fileExists(“MyFile”). Or you may be operating on that argument, transforming it into something else and returning it. For example, InputStream fileOpen(“MyFile”) transforms a file name String into an InputStream return value. These two uses are what readers expect when they see a function. You should choose names that make the distinction clear, and always use the two forms in a consistent context. (See Command Query Separation below.)

A somewhat less common, but still very useful form for a single argument function, is an event. In this form there is an input argument but no output argument. The overall program is meant to interpret the function call as an event and use the argument to alter the state of the system, for example, void passwordAttemptFailedNtimes(int attempts). Use this form with care. It should be very clear to the reader that this is an event. Choose names and contexts carefully.

Try to avoid any monadic functions that don’t follow these forms, for example, void includeSetupPageInto(StringBuffer pageText). Using an output argument instead of a return value for a transformation is confusing. If a function is going to transform its input argument, the transformation should appear as the return value. Indeed, StringBuffer transform(StringBuffer in) is better than void transform-(StringBuffer out), even if the implementation in the first case simply returns the input argument. At least it still follows the form of a transformation.



Flag Arguments

Flag arguments are ugly. Passing a boolean into a function is a truly terrible practice. It immediately complicates the signature of the method, loudly proclaiming that this function does more than one thing. It does one thing if the flag is true and another if the flag is false!

In Listing 3-7 we had no choice because the callers were already passing that flag in, and I wanted to limit the scope of refactoring to the function and below. Still, the method call render(true) is just plain confusing to a poor reader. Mousing over the call and seeing render(boolean isSuite) helps a little, but not that much. We should have split the function into two: renderForSuite() and renderForSingleTest().



Dyadic Functions

A function with two arguments is harder to understand than a monadic function. For example, writeField(name) is easier to understand than writeField(output-Stream, name).10 Though the meaning of both is clear, the first glides past the eye, easily depositing its meaning. The second requires a short pause until we learn to ignore the first parameter. And that, of course, eventually results in problems because we should never ignore any part of code. The parts we ignore are where the bugs will hide.

10. I just finished refactoring a module that used the dyadic form. I was able to make the outputStream a field of the class and convert all the writeField calls to the monadic form. The result was much cleaner.

There are times, of course, where two arguments are appropriate. For example, Point p = new Point(0,0); is perfectly reasonable. Cartesian points naturally take two arguments. Indeed, we’d be very surprised to see new Point(0). However, the two arguments in this case are ordered components of a single value! Whereas output-Stream and name have neither a natural cohesion, nor a natural ordering.

Even obvious dyadic functions like assertEquals(expected, actual) are problematic. How many times have you put the actual where the expected should be? The two arguments have no natural ordering. The expected, actual ordering is a convention that requires practice to learn.

Dyads aren’t evil, and you will certainly have to write them. However, you should be aware that they come at a cost and should take advantage of what mechanims may be available to you to convert them into monads. For example, you might make the writeField method a member of outputStream so that you can say outputStream. writeField(name). Or you might make the outputStream a member variable of the current class so that you don’t have to pass it. Or you might extract a new class like FieldWriter that takes the outputStream in its constructor and has a write method.



Triads

Functions that take three arguments are significantly harder to understand than dyads. The issues of ordering, pausing, and ignoring are more than doubled. I suggest you think very carefully before creating a triad.

For example, consider the common overload of assertEquals that takes three arguments: assertEquals(message, expected, actual). How many times have you read the message and thought it was the expected? I have stumbled and paused over that particular triad many times. In fact, every time I see it, I do a double-take and then learn to ignore the message.

On the other hand, here is a triad that is not quite so insidious: assertEquals(1.0, amount, .001). Although this still requires a double-take, it’s one that’s worth taking. It’s always good to be reminded that equality of floating point values is a relative thing.



Argument Objects

When a function seems to need more than two or three arguments, it is likely that some of those arguments ought to be wrapped into a class of their own. Consider, for example, the difference between the two following declarations:

   Circle makeCircle(double x, double y, double radius);
   Circle makeCircle(Point center, double radius);

Reducing the number of arguments by creating objects out of them may seem like cheating, but it’s not. When groups of variables are passed together, the way x and y are in the example above, they are likely part of a concept that deserves a name of its own.



Argument Lists

Sometimes we want to pass a variable number of arguments into a function. Consider, for example, the String.format method:

   String.format(”%s worked %.2f hours.”, name, hours);

If the variable arguments are all treated identically, as they are in the example above, then they are equivalent to a single argument of type List. By that reasoning, String.format is actually dyadic. Indeed, the declaration of String.format as shown below is clearly dyadic.

   public String format(String format, Object… args)

So all the same rules apply. Functions that take variable arguments can be monads, dyads, or even triads. But it would be a mistake to give them more arguments than that.

   void monad(Integer… args);
   void dyad(String name, Integer… args);
   void triad(String name, int count, Integer… args);



Verbs and Keywords

Choosing good names for a function can go a long way toward explaining the intent of the function and the order and intent of the arguments. In the case of a monad, the function and argument should form a very nice verb/noun pair. For example, write(name) is very evocative. Whatever this “name” thing is, it is being “written.” An even better name might be writeField(name), which tells us that the “name” thing is a “field.”

This last is an example of the keyword form of a function name. Using this form we encode the names of the arguments into the function name. For example, assertEquals might be better written as assertExpectedEqualsActual(expected, actual). This strongly mitigates the problem of having to remember the ordering of the arguments.



Have No Side Effects

Side effects are lies. Your function promises to do one thing, but it also does other hidden things. Sometimes it will make unexpected changes to the variables of its own class. Sometimes it will make them to the parameters passed into the function or to system globals. In either case they are devious and damaging mistruths that often result in strange temporal couplings and order dependencies.

Consider, for example, the seemingly innocuous function in Listing 3-6. This function uses a standard algorithm to match a userName to a password. It returns true if they match and false if anything goes wrong. But it also has a side effect. Can you spot it?



Listing 3-6 UserValidator.java

   public class UserValidator {
     private Cryptographer cryptographer;

     public boolean checkPassword(String userName, String password) {
       User user = UserGateway.findByName(userName);
       if (user != User.NULL) {
         String codedPhrase = user.
         getPhraseEncodedByPassword();
         String phrase = cryptographer.decrypt(codedPhrase, password);
         if ("Valid Password".equals(phrase)) {
           Session.initialize();
           return true;
         }
       }
       return false;
     }
   }

The side effect is the call to Session.initialize(), of course. The checkPassword function, by its name, says that it checks the password. The name does not imply that it initializes the session. So a caller who believes what the name of the function says runs the risk of erasing the existing session data when he or she decides to check the validity of the user.

This side effect creates a temporal coupling. That is, checkPassword can only be called at certain times (in other words, when it is safe to initialize the session). If it is called out of order, session data may be inadvertently lost. Temporal couplings are confusing, especially when hidden as a side effect. If you must have a temporal coupling, you should make it clear in the name of the function. In this case we might rename the function checkPasswordAndInitializeSession, though that certainly violates “Do one thing.”



Output Arguments

Arguments are most naturally interpreted as inputs to a function. If you have been programming for more than a few years, I’m sure you’ve done a double-take on an argument that was actually an output rather than an input. For example:

   appendFooter(s);

Does this function append s as the footer to something? Or does it append some footer to s? Is s an input or an output? It doesn’t take long to look at the function signature and see:

   public void appendFooter(StringBuffer report)

This clarifies the issue, but only at the expense of checking the declaration of the function. Anything that forces you to check the function signature is equivalent to a double-take. It’s a cognitive break and should be avoided.

In the days before object oriented programming it was sometimes necessary to have output arguments. However, much of the need for output arguments disappears in OO languages because this is intended to act as an output argument. In other words, it would be better for appendFooter to be invoked as

   report.appendFooter();

In general output arguments should be avoided. If your function must change the state of something, have it change the state of its owning object.



Command Query Separation

Functions should either do something or answer something, but not both. Either your function should change the state of an object, or it should return some information about that object. Doing both often leads to confusion. Consider, for example, the following function:

   public boolean set(String attribute, String value);

This function sets the value of a named attribute and returns true if it is successful and false if no such attribute exists. This leads to odd statements like this:

   if (set(”username”, ”unclebob”))…

Imagine this from the point of view of the reader. What does it mean? Is it asking whether the “username” attribute was previously set to “unclebob”? Or is it asking whether the “username” attribute was successfully set to “unclebob”? It’s hard to infer the meaning from the call because it’s not clear whether the word “set” is a verb or an adjective.

The author intended set to be a verb, but in the context of the if statement it feels like an adjective. So the statement reads as “If the username attribute was previously set to unclebob” and not “set the username attribute to unclebob and if that worked then.…” We could try to resolve this by renaming the set function to setAndCheckIfExists, but that doesn’t much help the readability of the if statement. The real solution is to separate the command from the query so that the ambiguity cannot occur.

   if (attributeExists(”username”)) {
     setAttribute(”username”, ”unclebob”);
     …
   }



Prefer Exceptions to Returning Error Codes

Returning error codes from command functions is a subtle violation of command query separation. It promotes commands being used as expressions in the predicates of if statements.

   if (deletePage(page) == E_OK)

This does not suffer from verb/adjective confusion but does lead to deeply nested structures. When you return an error code, you create the problem that the caller must deal with the error immediately.

   if (deletePage(page) == E_OK) {
     if (registry.deleteReference(page.name) == E_OK) {
       if (configKeys.deleteKey(page.name.makeKey()) == E_OK){
         logger.log("page deleted");
       } else {
         logger.log("configKey not deleted");
       }
     } else {
       logger.log("deleteReference from registry failed");
     }
   } else {
     logger.log("delete failed");
     return E_ERROR;
   }

On the other hand, if you use exceptions instead of returned error codes, then the error processing code can be separated from the happy path code and can be simplified:

   try {
     deletePage(page);
     registry.deleteReference(page.name);
     configKeys.deleteKey(page.name.makeKey());
   }
   catch (Exception e) {
     logger.log(e.getMessage());
   }



Extract Try/Catch Blocks

Try/catch blocks are ugly in their own right. They confuse the structure of the code and mix error processing with normal processing. So it is better to extract the bodies of the try and catch blocks out into functions of their own.

   public void delete(Page page) {
     try {
       deletePageAndAllReferences(page);
     }
     catch (Exception e) {
       logError(e);
     }
   }
 
   private void deletePageAndAllReferences(Page page) throws Exception {
     deletePage(page);
     registry.deleteReference(page.name);
     configKeys.deleteKey(page.name.makeKey());
   }
 
   private void logError(Exception e) {
     logger.log(e.getMessage());
   }

In the above, the delete function is all about error processing. It is easy to understand and then ignore. The deletePageAndAllReferences function is all about the processes of fully deleting a page. Error handling can be ignored. This provides a nice separation that makes the code easier to understand and modify.



Error Handling Is One Thing

Functions should do one thing. Error handing is one thing. Thus, a function that handles errors should do nothing else. This implies (as in the example above) that if the keyword try exists in a function, it should be the very first word in the function and that there should be nothing after the catch/finally blocks.



The Error.java Dependency Magnet

Returning error codes usually implies that there is some class or enum in which all the error codes are defined.

   public enum Error {
      OK,
      INVALID,
      NO_SUCH,
      LOCKED,
      OUT_OF_RESOURCES,
      
      WAITING_FOR_EVENT;
   }

Classes like this are a dependency magnet; many other classes must import and use them. Thus, when the Error enum changes, all those other classes need to be recompiled and redeployed.11 This puts a negative pressure on the Error class. Programmers don’t want to add new errors because then they have to rebuild and redeploy everything. So they reuse old error codes instead of adding new ones.

11. Those who felt that they could get away without recompiling and redeploying have been found—and dealt with.

When you use exceptions rather than error codes, then new exceptions are derivatives of the exception class. They can be added without forcing any recompilation or redeployment.12

12. This is an example of the Open Closed Principle (OCP) [PPP02].



Don’t Repeat Yourself13

13. The DRY principle. [PRAG].

Look back at Listing 3-1 carefully and you will notice that there is an algorithm that gets repeated four times, once for each of the SetUp, SuiteSetUp, TearDown, and SuiteTearDown cases. It’s not easy to spot this duplication because the four instances are intermixed with other code and aren’t uniformly duplicated. Still, the duplication is a problem because it bloats the code and will require four-fold modification should the algorithm ever have to change. It is also a four-fold opportunity for an error of omission.

[image: Image]

This duplication was remedied by the include method in Listing 3-7. Read through that code again and notice how the readability of the whole module is enhanced by the reduction of that duplication.

Duplication may be the root of all evil in software. Many principles and practices have been created for the purpose of controlling or eliminating it. Consider, for example, that all of Codd’s database normal forms serve to eliminate duplication in data. Consider also how object-oriented programming serves to concentrate code into base classes that would otherwise be redundant. Structured programming, Aspect Oriented Programming, Component Oriented Programming, are all, in part, strategies for eliminating duplication. It would appear that since the invention of the subroutine, innovations in software development have been an ongoing attempt to eliminate duplication from our source code.



Structured Programming

Some programmers follow Edsger Dijkstra’s rules of structured programming.14 Dijkstra said that every function, and every block within a function, should have one entry and one exit. Following these rules means that there should only be one return statement in a function, no break or continue statements in a loop, and never, ever, any goto statements.

14. [SP72].

While we are sympathetic to the goals and disciplines of structured programming, those rules serve little benefit when functions are very small. It is only in larger functions that such rules provide significant benefit.

So if you keep your functions small, then the occasional multiple return, break, or continue statement does no harm and can sometimes even be more expressive than the single-entry, single-exit rule. On the other hand, goto only makes sense in large functions, so it should be avoided.



How Do You Write Functions Like This?

Writing software is like any other kind of writing. When you write a paper or an article, you get your thoughts down first, then you massage it until it reads well. The first draft might be clumsy and disorganized, so you wordsmith it and restructure it and refine it until it reads the way you want it to read.

When I write functions, they come out long and complicated. They have lots of indenting and nested loops. They have long argument lists. The names are arbitrary, and there is duplicated code. But I also have a suite of unit tests that cover every one of those clumsy lines of code.

So then I massage and refine that code, splitting out functions, changing names, eliminating duplication. I shrink the methods and reorder them. Sometimes I break out whole classes, all the while keeping the tests passing.

In the end, I wind up with functions that follow the rules I’ve laid down in this chapter. I don’t write them that way to start. I don’t think anyone could.



Conclusion

Every system is built from a domain-specific language designed by the programmers to describe that system. Functions are the verbs of that language, and classes are the nouns. This is not some throwback to the hideous old notion that the nouns and verbs in a requirements document are the first guess of the classes and functions of a system. Rather, this is a much older truth. The art of programming is, and has always been, the art of language design.

Master programmers think of systems as stories to be told rather than programs to be written. They use the facilities of their chosen programming language to construct a much richer and more expressive language that can be used to tell that story. Part of that domain-specific language is the hierarchy of functions that describe all the actions that take place within that system. In an artful act of recursion those actions are written to use the very domain-specific language they define to tell their own small part of the story.

This chapter has been about the mechanics of writing functions well. If you follow the rules herein, your functions will be short, well named, and nicely organized. But never forget that your real goal is to tell the story of the system, and that the functions you write need to fit cleanly together into a clear and precise language to help you with that telling.



SetupTeardownIncluder



Listing 3-7 SetupTeardownIncluder.java

   package fitnesse.html;
   
   import fitnesse.responders.run.SuiteResponder;
   import fitnesse.wiki.*;
   
   public class SetupTeardownIncluder {
     private PageData pageData;
     private boolean isSuite;
     private WikiPage testPage;
     private StringBuffer newPageContent;
     private PageCrawler pageCrawler;
   
   
     public static String render(PageData pageData) throws Exception {
       return render(pageData, false);
     }
   
     public static String render(PageData pageData, boolean isSuite)
       throws Exception {
       return new SetupTeardownIncluder(pageData).render(isSuite);
     }
   
     private SetupTeardownIncluder(PageData pageData) {
       this.pageData = pageData;
       testPage = pageData.getWikiPage();
       pageCrawler = testPage.getPageCrawler();
       newPageContent = new StringBuffer();
     }
   
     private String render(boolean isSuite) throws Exception {
        this.isSuite = isSuite;
       if (isTestPage())
         includeSetupAndTeardownPages();
       return pageData.getHtml();
     }
   
     private boolean isTestPage() throws Exception {
       return pageData.hasAttribute("Test");
     }
   
     private void includeSetupAndTeardownPages() throws Exception {
       includeSetupPages();
       includePageContent();
       includeTeardownPages();
       updatePageContent();
     }
   

     private void includeSetupPages() throws Exception {
       if (isSuite)
         includeSuiteSetupPage();
       includeSetupPage();
     }
   
     private void includeSuiteSetupPage() throws Exception {
       include(SuiteResponder.SUITE_SETUP_NAME, "-setup");
     }
   
     private void includeSetupPage() throws Exception {
       include("SetUp", "-setup");
     }
   
     private void includePageContent() throws Exception {
       newPageContent.append(pageData.getContent());
     }
   
     private void includeTeardownPages() throws Exception {
       includeTeardownPage();
       if (isSuite)
         includeSuiteTeardownPage();
     }
   
     private void includeTeardownPage() throws Exception {
       include("TearDown", "-teardown");
     }
   
     private void includeSuiteTeardownPage() throws Exception {
       include(SuiteResponder.SUITE_TEARDOWN_NAME, "-teardown");
     }
   
     private void updatePageContent() throws Exception {
       pageData.setContent(newPageContent.toString());
     }
   
     private void include(String pageName, String arg) throws Exception {
       WikiPage inheritedPage = findInheritedPage(pageName);
       if (inheritedPage != null) {
         String pagePathName = getPathNameForPage(inheritedPage);
         buildIncludeDirective(pagePathName, arg);
       }
     }
   
     private WikiPage findInheritedPage(String pageName) throws Exception {
       return PageCrawlerImpl.getInheritedPage(pageName, testPage);
     }
   
     private String getPathNameForPage(WikiPage page) throws Exception {
       WikiPagePath pagePath = pageCrawler.getFullPath(page);
       return PathParser.render(pagePath);
     }
   
     private void buildIncludeDirective(String pagePathName, String arg) {
       newPageContent
         .append("\n!include ")
         .append(arg)
         .append(" .")
         .append(pagePathName)
         .append("\n");
     }
   }
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s return false;

506 )
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i atee (

s return trver

51 )

516

s

s

s e

520 '+ Roturns the munber of loap years from 1900 to the specified yoar
s - mene,

@ v

23+ loto that 1900 s not a loap yoar.

T

525+ Gparmyyyy  the year (in the range 1900 to 9999)
N

527+ Graturn the mnber of loap years from 1900 to the specified year.
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clear() void - Map

containsKey (Object key) boolean - Map
containsvalue (Object value) boolean - Map
entrySet() Set - Map

equals (Object o) boolean - Map

get (Object key) Object - Map

getClass() Class<? extends Object> - Object
hashCode() int - Map

isEmpty () boolean - Map

keySet () Set - Map

notify() void - Object

notifyAll() void - Object

put (Object key, Object value) Object - Map
putAll(Map t) void - Map

remove (Object key) Object - Map

size() int - Map

tostring() String - Object

values() Collection - Map

wait() void - Object

wait(long timeout) void - Object
wait(long timeout, int nanos) void - Object
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+ Returns a description of the date.
* orturn a doscription of the date.
-

public string getpescription()
seturn this.descriptions
)

o
+ Sets the description for the date.

* Gparan description  the now descript ion for the dte.

.

public vold setDescription{£inal String dsseription) [
this.dascription - daseription;

)

pe
+ comerts the dite to a string.
* oroturn a sting reprosentation of the date,
*

public String tostring0) (

Toturn gotDeyoIMRALN) +

* + Sorialluto.sonthCoToSt g geKkonth ()
* 4 geurrvt()

)

e
+ Roturns the year (assume  valid range of 1300 to $359).

+ dreturn the year
-

public bstract int GeLYIY();

.

+ Roturns the math (Jamary = 1, February = 2, March = 3).

* oroturn the month of tho yoar.
.

public bstract int gettenth();

o

* Rotumms the day of the math.

* oroturn the day of the math.
.
public sbstract int getDey0BBRE();

o
+ Roturns the day of the wesk.

+ oreturn the day of the wesk.

-

public abstract int getDayofesk():

.

+ Rotumns the difference (1n days) batuosn this date and the speciiod

+ “other: dste.

s

* e xesult is positive if this dato is aftor the “other’ dato and
nogative L€ 1t 1s beforo tho other” dto.
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Bound Resources

Resources of a fixed size or number used in a concurrent environ-
ment. Examples include database connections and fixed-size read/
write buffers.

Mutual Exclusion

Only one thread can access shared data or a shared resource at a
time.

Starvation

‘One thread or a group of threads is prohibited from proceeding
for an excessively long time or forever. For example, always let-
ting fast-running threads through first could starve out longer run-
ning threads if there is no end to the fast-running threads.

Deadlock

Two or more threads waiting for cach other to finish. Each thread
has a resource that the other thread requires and neither can finish
until it gets the other resource.

Livelock

Threads in lockstep, each trying to do work but finding another
“in the way” Due to resonance, threads continue trying to
make progress but are unable to for an excessively long time—
or forever.
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ReentrantLock | A lock that can be acquired in one method and released in another.
Semaphore “An implementation of the classic semaphore, a lock with a count.
Countbownatch | A lock that waits for a number of events before releasing all

threads waiting on it. This allows all threads to have a fair chance
starting at about the s

ime time.
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28+ Returns an array of month nanes.

0
21+ oroturn an array of month names.

m oy

23 public static suringl) getkonths() (

F

55 seturn gethenth(falee);

b

m )

k4

m

300+ petums an array of moch nanes.

m

w . Pﬂinm Shortensd 2 flag indicating that shortened month narss should
0 be aturned.

W

305+ Graturn an array of month namss.

Wy

307 public static String(] getNenths(tinal boolean shortensd) (
0

0 i£ (ehortensd) (

3w FotuEn DATS_FORBAT_STIBOLS. ok ShortWoaths ).

m )

i also (

i TotuEn DATE_FORBAT_SHMBOLS. gotkonth )

e )

31

)

w

o

319+ Rotumms true L the swolied intecer code represants a valid mnth.
wmoor

B¢ Gparam code the code beiog checked for valiity

m

WM eretum scodetruec/code i the suplied iateger o represents 3
oy “atia month,

Wy

36 public static boolean isvalidionthcodo(inal iat code)

k]

F suiteh(code) (
w cae HARY:
i Cata FEERONR:
1 Casa waRCH:

w Casa AERIL:

i Gasa Wiy

i Gase

s G

% Gasa MOOST:

bl Cao SEPTEMEER:
e Case ocTogR;
m G NOVREES:
0 e DacmE,
e return trer
0 aetal

6 Setuen falee:
1 )

15

M)

w1

1

”
349+ oturms the quarter for tho spocitiod sonth.
30 o+
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Rotuns tho earliost dato that falls cn the specifiod day-of tho-veok
- and s APTR tho base dato

* Gparan targetWeskday 2 code for the target day-of-the-vesk.
+ Gparan base. the base date.

* oroturn the earlisst dato that falls on the specified day-of-tho-veok

. 30 52 AFTER the base date.

-

public static Seriallate gotPolloviogDayofleek final it targetieskday,
Einal Serisitate base) [

11 chook arguents. ..

¢ (Serialbate. il ibeckdaycodo(targetieskaay)) (
theow nes TilegalAzgunentExcoption{
*Iavalid day-of the-voek code.”

)
1/ 10 tho dato.

adjust = 7 + Wath.min(0, targotHeokcy - baseDow)

atse
adjust = Nath.max(s, targetheckday - baseDoW];

roturn Serialate.adiDaystadiust, base):

-
+ Roturns the date that falls on the speciied day-of-the-sesk and is
+ CLOSEST to the bise dite.

© Gparan targotDoH _a cado for tho taxget day-of-tharwesk.
- Gparam base the base date.

¢ Gretarn the date thAL £alls o the specitied day-of-the-veek and is
CLOSEST to the base date.

Y
public static Sorialiate gotNearostDayofieak(final 1At LargetDON,
£inal Serialate base) (

11 ok arqumts.

it (15 alDate. isVal ibookdaycodo(targoton) |
theow nes TilegalAzguneotBxcoption{
*“Invalid day-of the-voek code.”

)

11 t10a the ate.
Eiaal int acelo  base etDayofHask ()
08 adjust = Wath.abs (cargotDON - basaDoH);
SE tadgust 3= 0)

7+ adgust;
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Deblic void tostibndayprscodingPriday 0l (
SceLaltats modayiotors - Sorialate. ot FrosLousDpO ok
Serisitate MR, thic. 2001
n
adsertBqale(s, mondayBetors. goTay0Bath())

)
.
ooy follosing Fridey 9 Noverbor 2001 should bo 12 tiovesbar
o
peblic void toctibndasgollovingPriday a0l ) (

Serialiate mondayhttar » Soiabate, gatFollovingoayotieok(

Sorisiiata WADRY, This aorsVElh]

”

Sesectsqale(12, eoedyAtter.gettapoBaEh )}
)

-
* Wonday nesrest Peidey 3 Novenbor 2001 shauld be 12 Noverber.
o

Deblic void tostibndliearostFridyNZOL)

Serialiate nondaylasress - St aloute getlasrestOoyOieek(
Serialtate MUK, this. orI2001

adsectsqals(12, rordptearest getTaroBoRth )

* Tho Manday peazest to 220d Tamuary 1970 £alls on the 13th,
-
peblic void tostibndpliearost20anisT() |
Sorialbato J22TIST0 - Soralte.croutolnstance(22, HoIorstante JNESY, 1970);
SerLa10ate mondalestestSera1Dets, ot Rear ek Dapo ek G aTout e KADRY, Jau22V1570)
Banala(13, mrdeiestost SeL D DAE)

-
" eoblen that (o comvarsion of ys to striags returts the rlght result. Actually, this
* rosall doponds o1 the Locals s Lost neuds 15 o mAILisd.

o
Public vo1d tostuactaarcodeToSrina() |

S30al String test = Serialoate.ueekiayCHSTOSKr g a Lot SYTURGAY)
assertqalsl- Sty (st

)

-
* Tost tho comorsion of a string (o a weekday. NoKo Tha this tost WILL fail 1f the
* UL locale doesn't uso gt wookaay Tames. . doriso a bester Cest!

-
Peblic vo1d tostskrinTcokasy() |

in2 voskday = Sorsalbo, oI MoOKTCo Weeeday”)
assortBquals (soral0oto VEXGSIRY, voakiar)

voskday < Soriallute. st rinTolookdayCoch(” Vochosday )
assartiqal (ser 310ato VERBSIRY, weskiar)
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© Do cther e ks g corpared o

wiier das cpaied to

+ Irstum <esdotrancendes 8 this Sarialute zepresets an aarlier date
. Civared 1 e speci o 5o Tt
o

pilic boslesn isboors(tisal Seriituco other) |
i (0 see 3« her Loseral()F

)

+ oturns truo 1 ais Sorislste Teprosscts the cam dato 38 the
+ Sacitied SorLalics.

+ daran otter the ks heig corpazed o,

© Srocun cesdtracrcntes 1 his Sarialiace Heprosencs Cho s ke
: SR serioe,
5
pinlis bostean Lsomorsetons(tial Secialcte echer) [
e (Ehia serial o ctber toseral 0
)

-
+ turns o 1€ his SariaThte reprosnts te sam s a5 U
© coeitiod Sorialhca.

T p—

st <codtoseclonde S this Sesialute xepresents che s ate
L S i

pilic oslesn Lehfer £l seraltuts otber) {
et (s serisl > thes toserLal)
)

o
+ toturns trve 1 this Sarisliste Teprosscts the sam dute 35 the
+ Socitied Sora1ocs.

© Sourn cther the dite s corpared b

© o scostraoccnges 1 his Surialite aprosencs Che s te 36
: he spciiod Serislite
pilic boslasn LeomortRar(£ial Soialiao ctber) |
e (Ehia serial - atbar toseral 1)
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Description

10

Crealc a single instance of C1asaii tiTheeadingPeoblen, NoIe, We must use
the final keyword because we use it below in an anonymous inner class.

116 | Create an anonymous inner class that uses the single instance of
Classiithhreadingproblen.

1 Run this code “enough” times to demonstrate that the code failed. but not
s0 much that the test “takes too long.” This is a balancing act; we don’t
want 10 wait to0 long to demonstrate failure. Picking this number s hard
although later we'll see that we can greatly reduce this number.

] Remember the starting value. This test is trying to prove that the code in
Classii thihreadingeronlen is broken. If this test passes, it proved that the
code was broken. If this test fails, the test was unable to prove that the code
is broken.

20 ‘We expect the final value to be two more than the current value.

2223 | Create two threads, both of which use the object we created in fines 12-16.

“This gives us the potential of two threads trying to use our single instance

of Classii roblen and interfering with each other.
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/7% The lowest year value supported by this date format. ¥/
public static flnal int NINIMN_YEAR_ SUPIOKTSD = 1900;

7#* Tha nighest year value supported by this date format. /
Public static final int KRN, YEAR_SUPIOKTED - 9335,

4% Dsafu) constant for Monday. Bquivalont o Java.util.Calondar HOUCHY.
public static final int HORCAY - Caléndar. WATAY,

o

* Usoful constant.for osday. Bquivalont to Java.util Calondar. TUBSTAY.

public statie flnal int TESOAY = Calendar TUBSIAY,

”
* Usoful constant.for Wadhosday. Bquivalont to

* Java.ut 1. Calondar VEINGSONY .

i

public static final int VECRESAY - Calendsr VEDGESTRY;

s

* Usoful constant for Thrusday. Bquivalont to Java.ut L1, Calondar. THURSONY.
.

public tatic inal int RSN - Calandsr THORSTAY;

/7% Usaful constant for Friday. Bquivalent to Java.util.Calondar. FRIDNY. *+/
public static final int FRIAY = Calondar. RITAY;

.
* Usoful constant for Saturday. Bquivalent o Java.ut i1, Calondar. SKTURDAY.
.

public statle flnal int SNURDAY = Calandar, SKTURDAY

7#* Dsoful constant for Sunday. Bquivalont to Java.ut.il. Calondar SUCHY. */
PUBLIC static Flaal at SUNORY = Colondar. SNGRY;

7#* Tho nusbox of days in oach muth in ton losp years. */
Static tinal int[] LAST_DN_OF MU =
(0,31, 28, 31, 30,731,730, 31, 31, 3, 31, 30, 31)

/7% The nusber of days in a (non-leap) year up to the end of each mth. */
Scatic.tinal int[] AGSHBIATE_DAYS_T0 B0 OF MoTH <
(0,31, 59, 90, 120, 181; 181, 212, 243, 273, 304, 3, 345);

7#* Tho nusbor of days 1n a year p to tho ond of the precoding mnth. */
Static.tinal int[] ASSHBINTE,DAYS_T0_END_OF_PRBCEDING MAT =
(0,0, 30,53, 30, 10, 151, 181, 212, 203, 203, 304, 33, 3);

7+ Tho musbex of Gays 10 a leap yoar up to tho ond of euch wanch. */
Static.final int[] LEAP_YEAR_AGSHSGATE_DAYS_T0_ END_OF M =
(0,30, 60, 91, 121, 182; 162, 213, 20, 274, 305, 35, 366):

.
* oo aunber of days in a 1oap year wp to the end of the procoding ronth.
-
static tinal ()
LD YEASAGGRBZATE,DAYS_70_ED_0F_FRECEDING, WONTH =
T0, 0,38, 60, 31, 131, 152, 162, 213, 288, 214, 35, 335, 366);

7#% A usoful constant for roforring to tho first vook in a wonth. */
public static final. int. PIRST_VGEK_II MOITH =
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o seturn Serialbate,createlnstance(dd, m, 19);
o

@ )

0

ot

605 '+ Crastes a now date by adding tho specifiod numbor of years to the base
Qi aste.

w oo

68+ Gparum yoars tho musbor of yoars to ad (can bo negative).

@9+ oparun bace tho baso dato

a v

61+ Graturn A new date,

W@y

613 public static Serialtuto addYaarstEinal int yoars, final Sorialdate buso) (
s

s Final 0t BasoY = baso.goLIYIY():
a6 £inal int basal - base.gotkonthi )

I Final int baseD - hase.gotDayoBlonth()

G

a Einsl int targett « busot + yoars;

@ final int targotD - Hath.min

a1 baseD, Seriallate. LastDayofonth (base, targett)

@ »

@

G roturn Seriallite. createlnstanca(targstD, basah, targett)

i

@)

I

@

€29 '+ Ratumms the latest date that falls on the specified day-of-the-veek and
G0+ is BERORE the basa dite.

@

€2+ Gparum argoteokday a codo for tho target day-of-tho-vuck.
5+ Sparan ase Ul base date

e

635+ broturn the latost dato that falls on the speciied day-of-tho-vock and
@ 15 DRFORE the basa date.

@y

8 public static Serialiuto gotProviousDuyofiook(£inal int targetkookday,
@ final Serialbate base) [
a0

o 11 chook argquents. ..

@ iE {1Sorialiute, isvaliHookaaycodo(targetiearday)) |

0 thron 1w TilogalArgumntxcaption(

p *“Invalid day-of the-soek code.”

s )

€ )

ar

s 11 tind the aate.

‘0 Final int adsust;

& £ina] int 5asaDOA - base. oot ayOfHeck()

1 S (basaloH > targetiokiay)

2 adjust = Nath.nia(0, targetheckday - baseDoW];

5 )

et alse

s adjust = 7 4 Math.max(0, targetieskay - baseDON);

5% )

i

a5 roturn Sorialate.adibays(adiust, basa)

i

“ )






OEBPS/html/images/f0393-01.jpg
wr
1

15
1
15
1%
15
1
15
i
a1
i
i
i
it
i
21
31

AL (baso 1= pull) (
it Bis.rstative) |
Cas st it s
Socul = ScrisIDte. ok ro ety bk (. sk,
e

casa Serialoate.NEAREST)
ToShl = Sor olhte. o Mantot O (. ook

aaels
brests
oo, FrLm
Sessl - SeriolToto. gt 7sLIoutgleposesk (s, sk,
[

)
Tt






OEBPS/html/images/119fig01.jpg
Communication
Controller

1

interface»
Transmitter

+ ansmil(requency. stream)

Transmitter
Adapter

dutores
Teansmitter API






OEBPS/html/images/11_2fig_martin.jpg
main

2:run(co)






OEBPS/html/images/0324tab01.jpg
Mnemonic Description Operand
Stack After
AUORD 0 Load the Oth variable onto the operand stack. | this

What i the Oth variable? It is this., the current
object. When the method was called, the
receiver of the message, an instance of Exarole,
was pushed into the local variable array of the
frame created for method invocation. This is
always the first variable put in every instance
‘method.
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* specified range (INCLSIVE). The date order of dl and &2 is not
+ imortant.

* Gparan A1 2 boundary date for tho zange

* Gparan & the other houndary date for the range

+ oreturn A boolemn.
-
public abstract boslean isTokange(Serialiute dl, Seriallate 2);

o
* Rotums ccodertruoc/codo> if this (BLik Sorialbate] 1 vithin tho
+ spocified rango (callar spocifios whothor o fot tho ond-points aro

inclided, The dato oxcor of dl and & is ot rportant.

* Gparan A1 a boundary dato for the zango
* Gparon @ tho othor houndary date for tho range
¢ Gparan Include '3 code Eht cntrols hether or 1ot the seart and end

e sre sncluded in the rang.

* dratuen A boolean.

public abstract boolean isTnkange(Sarialiate dl, Seriallate a2,
nt include):

o
+ Roturns the latest date that falls on the speciied day-of the-veok and
+ 14 BERORE this date,

© Sparan target20h 3 cud for the target dy-of-the-sesk.

¢ Gretu tho latost dito that a1 o the specied day-of-the-veek and
15 BRFORE this date.
M

public Soralnato gotProviousDayofook Einal it targetDik) |
TSturn gotPrev ousDayOPleek(taraet OOk, this)
)

o

* Rotumms the earliost dato that falls on the speciied Gay-of-tho-vook
* and 56 AP this date.

Gparin targetooH a codo for tho targat day-of-tho-sesk.

¢ Gretum tho sarliost dto that falls o the speciled y-of-the-veek
and ie AFTER this dste.
M

public Seriallate getFollovingbayofeek final nt targetDM)
roturn gotFollowingDayOfMeok targetD, this):
)

.
+ Raturne the nesvest dite that falls on the spaciied day-of-tha-veck.

* Gpaton targotDXH a codo for tho arget day-of-tho-veck.
© drturn the nesvest dite that falls on the specified day-of-tha-veck.
-

public Soraltate gotNoarostDayofhook(£imal Lt targetooN) (

Toturn gotNear st ayO fkook(targot oK, this)
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pislic void testoatPoloviaaleyotesk ) Shrous Bception |
o Sicarnalaia 1, SRR 2151 oot Follovioelosoflok I SKIRCRY, 4135, DECBER, 26601
ASSERCBRIS(ALL, JARARY, J0E), JAROLIoctoRE K SATICRY, 414, CBRES, 204)) ¢
SSSERBGRIEIAIS] WARD, 3008 J4FoLovinsert Mook NEBSONY, (3, FEEVRRE, 20041} )¢

e (
Folloviralugothesk(-1, d(1, TN, 2006);
ELlLCTove110 dy of s i Should hicw exisption’)

) o (enicraontetion o ¢

'

public oid testGttionsak Ttk thious Bcetion |
SSSCrtBea(Alih, AL, JORE setat st Do ek SURORY, AI16, KPR, DIEN):
SESERBQRIS(AUIE, ARIL, J006), petiaroeToyOfuce (SRCRY, AL1T, AL, DI6N):
SSaSreB(dlie, ARLL, J00C), ptlascsetCoo ek SHORY, AL16, AL, N
SSSERBANSIAILE, ARIL, J006), st st DoOheeh (SRORY, 113, RPRL, DAY
SEEERBQRISAD, NATL, 006, ethear o Tyt ek (TRERY, 0, AL, 009

SEERBGRIEIA, AAIL, 2066, otlearoct by RO, Q(zL, AL, 015
SSSERBGRISIAID. AL, 2006, eteat oty ek SRR, (22, AL, 20360

itk el KAL 306, g buoos IO, 4UE AL 25061
Sisert B (AL AL, J0EC, gutlaarostDeyt ek WADAY, A(17, KL, 20161
SRR AR, J006) Do beyorie (Y. 015, AL, 0600
SeasrBGRIGIAL. NIL, 2066, goknars ey ok MDA, 19, KL, 2016))
SSSerBCRIEALT] AL, J06C dotearost Dy ek NADAY, 2120, AL, 20101
SRR AR J006) Do ceorice (. (21, AP, 0600
SRR A4, NALL, SO0}, JeraacoeECoorkenh RS, 123, AL, 01

e A1, ARIL, Z00E, gtthacot ey ek (TVESOY, (1, XPIL, 2006)):

SicortEqia d 10, NRLL, Z00C), JomakoctTomheek TVESO, e(17, APRLL, 13061)7
SsaereEaTalALS AL, JOEC) nasc st ek SUEENG, AL, AR, 00111
SSSEHBQRISIAIS, AL, J006) gethear s TyOfheeh (VBSRY, (15, APELL, 21061):
SSaertEulaidin, AALL, J00C), gotleacoetbeyotheek (B, AL, APRL. 2006117
. ARIL, 2000, stta s Dyofheek (VBSRY, A1, AL, 200611
SSSERBGRILIAE. AL, J006), gethear o Tyohee (VBSRY, A2 AL, 2306));

sssertEeuidl19, AL, 2000}, qtlscestToyO ek DAY, 4014, NI, 2006))
SSSEREQIRIA13] NRIL, S006) gtk EyOfheeh (EOSTRY, 8(17, WAL, 20061)
SSSEREGa1s d 17, NRIL, J60E), JtMearosyOrheckENGSIAY, S, AL, 2001 ))

SSSerCBaTa(a119, AL, J05E), ottiacos Doy ek VEDUSSNY, 4115, ARLL, $2061)

SeesrtBauna(dlls, AIL. J006), Jtnac oDy bk VENIS, Gt AEL,

SSSERBGRIS(A AL, J06e), etlearsetDyO ek VNI, S(21, AELL.

SSSEREBGRIEA, AL, 2006, ettaac s Doy ook VEDISN, G122, AL,

SSRGS 13, ARLL, 2006, JURNRAEORCyO MRk THRSINY, €U1E, NALL, 20060115
SasertEqala(d 20, NRIL, Z6CE) etlearesDey0 feek (RN, €17, AL 20061}
SSSIHEGa 4120, APRIL, JECE gttt Dy ek (TARSRY. L1, AT 2006) )
SESCREQA 81 10] NRLL, S00C) JoRaEosyoeek (RS, (15, AL, 200611

SaSErEBaa(aid0, AL, J0LE, Jttasess Dot eek TSNS, G120, AL, 20360111

SSSERBGRISIA0] ARIL, J006) ptea st Dvo ek (RSN, (21, AL, 20960

SEESRBIL A0, AL, 2006, Jtuscost Dyt ek (NRSI, €122, AL, 299611

sssertEqals AL, NRIL, 2006, glesrostTy0 ek PRI, dU1E, KLL, 20360
SSSEREQAISAILL NRIL, J0L6) pehearertTyOfMeek (RIY, 8117, APRL. 1060
SAsErEqula(d(2L, AIL, J00C), petaakest DO tisk (AT, S11E, AL, 2060
SSSEHERIWL NRIL, J00E ntlearos Ty0 ek (FRIOY, 0115, AL, 20060
L, AR 2000, SRR (PRIONY. HH30. AR, 208EIT).
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T
tinal steingl) mnchs;

if (shortensa) (
oathe - DATE_FOUAT_SHNBOLS. ot Shorthonth 1
)

atee
‘ot = DATE_FOUAT_SIHBOLS. gotkonths().
)

roturn monthsenth - 11;

Converts a string to 3 moth code.
@

his mothod will roturn ono of the constants AV, FEERUARY,
DECNGER that corrospends to tho string. I the string is not
rocognised, this pethod rocurns -1.

Gparin & the string to parse.

Groturn <code>-Lc/ood> if the scring is mot parseabl, tho manth of the
yoar otherwisa.

public static int strisgTolonthcoda(string 51

Sinal Stringl] shortionthumss - DNTS FORGKT_SINBOLS,get Sortianths )
Eimal Strinal] montiames - DNTE FORAT SINBOLS.qetUorthal) -

ot result
Fegarel

17 et tay parsing the string as an integer (1-12)
oy (
Yosult = Tntoger parselt ();

)
esteh (wnberformatitcept 1 ¢)
11 swpress

11 o saarch throuh tho month nares.
3 {{rosult < 1) 11 {rosult > 12))
for (int 1= 0; 1 < monthanss. ongth; 144) (
i€ (s, oqualstshorthonthiams{ 1) |
Tonilt <4+ 17
brea;

)
i (e equaletmnthims(£])) |

emilt 21 1
break;

)

roturn result:
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{
* Factory pothod that xaturns an instance of sams concreto subclass of
* (6Link Serialiute).

* Gpacan day_tho day (13,
+ Gparan ponththe mnth (1.12).
* Gparan iy the year (in the Tange 1900 to 3999)

* oroturn An instance of (91 Sorialoute).
.
public static Seriallate createlnstance(final int day, firal it month,
cinal int )
seturn new Spreadahestltelday, math, w3y
)

o
+ Pactory pethod that raturns an instance of soue concrete subclass of
+ (liak Seriallate)

* Gparan sorial the sarial mumker for the day (1 Jamuary 1900 = 2).
* dreturn a tnstance of Sarialiate.
-
public static Sorialmate craatolnstanco(tinal int serial) (
Toturn new Spresdahestiuto(sorial)
)

e
+ Factory pethod that raturas an nstance of & subelass of Sarialbate

* Gparan date. A Java date object.

* dreturn 3 tnstance of Serialiste.
.
public static Seriallate creatoTnstance(firal java.util.late date)

final Gresoriancalendar calandar = e Geegoriancalendar(}

calandar, et Tins data):

Torurn nou Spraadihast fate(calandar oo (Calandar. ATE)
Callndar gat (Calendar AT 4 1,
calondar gat (Calendar YEA));

)

-
+ Roturns the sarial msber for the date, whers 1 Jamary 1900 = 2 (this
+ corresponds, slosst, to the nurbering systen veed in Microsoft Bxcel for
+ Windowe and Lotus 1:2:3).

* dreturn the serial musber for the dste.
-

public abstract it toseriall):

™

+ Rotums a Java.util.fate. Since Java.ut L. mate has pore precision than
+ Seriallate, ve need to datine a comention for the 'tins Of day'.

* Greturn this as ccodersava.ut il Datac/codes,

public abstract Java.utilDato todato);
r
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switchicode) [
cas SR
Caso N,
Gato TESTA,
Cato VEINESDAY:
Cae THRSDAY:
Gate PRI,
e HORDAY
raturen trie;
aetaul
Setuen falee:

)

o
+ Converts the supplied string to 3 day of the wesk,

* Gpanin s a string reprosonting the day of the vesk,
. the weak othervise.

-

public static it stringTolookdaycoda(sting ) (

fimal String]) shortiookdaparms
= DATE_FORMAT_STBOLS. ot shortHokys )
Sinal Stringl] veshDayllanes = DKTS_FORMKT_STWBOLS. getackdays()

ot result - -1y

&= strint):

for (int 1= 0; 1 < vookDaytiamss.Jengths 144) [
55 (e cquateshortHaskbayaass 1)) |

st - 1
break;

)

1 (s oqustywaytams( i) (
ronlt - 1
broak:

)
)
roturn result
)
e
+ Roturms a string ropresonting the supplid dey-of-the-vesk.
e
* Hoad to £ind a better approach.
* Gparan vesidsy the dy of the vesk.
* Groturn a string representing the supplied day-of-the-weck.
-
public statie String weskaayCodeTosErng(£inal fnt veskaay) (

£i0al String]] veskdays = DATE_FORMAT_STHBOLS.getekéays():
roturn weskdays veskiay ]

s

Groturn <code>-1c/code> if the string is not comertablo, the day of
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6 ' Somm JUnit teste for the (9L Saraloate) class.

&

66 public class SoriallutoTosts extends Tostcaso
@

@
o

108
10

i
m
m
s
16
m
ne
m
i
et
i
e
128

7#% Date reprosenting Novenber 9. */
private SerialDate nov2001;

”
* Craates a new tost casa.

public SeriallateTests(final String nare) {
super (nane)
)

s
+ Retumme a test suite for the JUnit test rumer

* draturn e test suite.
-

public static Tost saitet) (
Toturn now TostSuitolSor albatemosts.class)
)

o
* rroblen sot wp.
2
protectsd void sattpl)

Ehis.novav200] © Serialoata.crestalnstancel, WonthCorstants NVENBER, 2001);
)

o

+9 Yov 2001 plus tuo mnths should b 9 Jan 2002

-

public vo1d testAIMBRRSToNEI2001() [
final Sariallate Jn9R2002 - Sarsalbate. adMonthe(2, this.nov3t2001);
Final Sorialnite answr - Sorialace. cruateTnitanca(s, 1, 2002)7
assertBquals ansuer, Jandt2002);

”
* A tost case for a reparted bug, o fised
-

public Vol testAMRANSTOSOER2003 () (
Sioal Carialbote dl - Seriaibote. createlnstance(5, VorthConstants. OCTIRER, 2003)
final Serialnate @ - Serialbate.addionthe(z, dl)
assertBquals(, Serlaloute.croatolnstanca(, WnCCorstants. ECENBES, 2003));

)

s
* A tost case for a reparted bug, oo fized
i
PUBLLC V010 LoSLARIBIISTOLIAR003() [
Sinal Seriallate dl = Sarialbate.createlnstance(1, Montheonstants. JAMIARY, 2003);
final Seriallate & - Sarialbate.addnths(0, al);
assertsqualsl@, a0

”
'+ Monday preceding Friday 9 November 2001 should be 5 Noverber.
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SusectRgmIS{ANEL REIL, 00K, UEMEUIED SN LI, QS

SasertBoulald(2L, AL, 2006}, ettiacsctDoyOfhank FRIDN, 4122, RWLL, 2060}

I IS, AL, 006}, JOUNASRELSO RRISATRON, (16, APRLL, 006N

[1 SammtEaladlls, AR, 20001, fouiarsstioyo ek (NURDN. GlTT, AL, 106D}

71 SEERERIAI1S] NRIL. J006), ptleakoe DO beek SATRORY, (1€, AL, 2006))

11 Saticualeidas, AL, S0061, ToNorestLoyo sk SNIURON, G115, APRL. 210611}

SettearesTeyotiock TN, 8110, ARRL, 2000))1

T SRR AL, J006), puthearoe Dok (ATRON, dC1, NI, 2006))
ASSERCBGURIS(AI22 AL, JO0E), oRHRaESe DO Waek SATORRY, G2, KRLL, 036

11 Saamsasldis, AW, 2006

g
etarecttuyottosk(-1, a1, LA, 006
ELLCTina1ia day ot ok code sould Sheow excetion

) cateh (Dega kgt on 8 |

1

'
puslic vols teetEnreentRenth() theows Bucption |

Secialhote d - Soialowa-creste Tntance 2
Sisrcbeuma @l Dt 5060, & germateu

)

public ols EcetisorLBENTSSCigg ) theoe ception |
SaSErtBels(PFLrs IR0t o I VELE TN )
S3ASRBaA - Sacond sk IEEYTot: 133 SORD VEEE. T JTH)
SEAERBC1a(1 T4, KTt g THRD VESE. 1 WA
SESERBls-Fourt, sk VTSt (3 (FOCTE VEE. T JNTH)
S3SERBRIS (Lo Voot 03[ LASTRBR LHTH

ey ¢
7 ekimorimseeiaat-y

71 G CImalia veok soo shauid theow sxeption')
1) citeh (lesticpimecention o |

o

PUBLic 16 EastieLat e () Ebnows Scegtsce (
SsseriBewlal Hocedag” relst oot ing ECDNG) |
SRR o LA ot 4 AR
SEARBIL Pt louid LS WOToR 3 POLLIES

oty (
1 selstonstrisat-1o00,
T i (Taiia telaive cace should theow exception”s:
Ty cen (iaiscomentsacere o0 ) |
o

f

a0, U, 20090):
SSAERBAMTL(d20, PR, 2006, e CrtesthoRAL], FEERUAE, D))
SSSERBGISIOL W, 2000, ek BuORMIGEABIL L, R, 20041
SEASRBL(0] ARIL, J006), & JotENEIGRARIMAL, L, 2006)))
SSSERBRTA(OL WAL, 000, dpetmbEercMGRth O, 1Y, 6601
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* 11506t 2001 ¢ Ro-organised the class and moved 1t to new package

. con.seefinery.date (05):

* 05-ou-2001 + A 2 getiuscriptionl) method, and eliminated NotableDate

. elase 191

* 12:000-2001 ¢ T8D recuires sakDascriptiont) mathod, now that Notablabate
clase is goro (D3); _Changed getreviousTayofiookl),

. getollontnshayofieok(} and getNearestDayofikck() to correct

% Buge. (061

* 05-Doc-2001 ¢ Fixed bug o Spreadshesttate class (15)

* 29°Kay-2002 + Woved the month constants into a separate intarface

. (onthConstants) (05}

* 27-0ug-2002 ¢ Fided bug 1n adRonths() msthod, thanks to N77lovka Potr (D3)

* 03-0eE-2002 + Fixed ertors reported by Checksiyle (36)

* 13Mar-2003 ¢ Inplenented Sortalizablo (00);

* 29Kay-2003 + Fised bug 1n adonths nathod (D5):

* 04-5ep-2003 ; Irplonanted Comarablo.  pdted tho isTntange Javadocs (00);

* 05-3an-2005 : Fixed Iug 1o addoars(} method (1096212) (B5)7

59 package org.3free.date:
@
61 srport. java.io.Sorialzabl;

8
o
®

* An abstract class that dfines our roquiramits for manipulating datos,
without tying dom 2 particular implementat on

oy

Roquixenent 1 ¢ natch at loast vhat Bxcel doss for Gites

Rouirarant 2 ; class is imutablo:

&

My oot Just use Jeva.util.Cote? We will, vhen it makes sense. At bums,

Savaut:1.0ate can be 1o precise - it epresents an inetant o Cime.

accurate to 1/1000th of a second (with the e itselt dgending on the

Firmzone) . Sonetines e Juct vank o sebresent 3 partscuiar day (5.0, 21

Sanuary 2005) without concorning ourcelvoe about e tino of day, o tho

tine-zote, o anything else. That's uhat we've defired SerialDate for.

@

You can call getTnstancet) to get a concrate subelass of Sariallate,

without worrying about the eract implementat on.

* Gauthor tavid Gilbert

-

56 public abstract class Sarialiuta implarnts Corparable,

o
@
®
0
a
2
5
3
5
%
a7
*
5

m

101

102

Seriallzabie
Monthconstants (

7#* For serialization, */
private static flnal lon sorial¥orsiowIo

MR

7 e format symbole. */
public static £l TatsomstSymols
DATE_FORMKT_STHBOLS = now SurplaDatoformat () gotDatoFormtsymbols();

7¥* Tha serial munber for 1 January 1900, */

public static flnal int SERINL LOWER_BOUD = 2:

7¥* Tha serial musber for 31 Dacenbor 5999, /
public static final int SERINL UPFER_BOUD = 2950465
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Roturns tho mumber f the last day of the month, taking into acount
1oap yours.

+ Gparan oonththe month.
* Gparan iy the year (in the rage 1900 to 3399)

* oroturn the mnber of tho last day of the morth
-
public static int LastDayomonth£inal int month, final int yyyy) (
Sinal int vesult - LAST Y0P MR (sonth];
5t onth 1< PERAARY) ©
roturn rosult;

)

else i (isleapteariyyy))
return result + 1

)

also (
Totuen rosult
)
)
o
* Croates a now dato by ading tho spacified mnber of s to tho haso
- ate.

* Gparan daysthe number of days to add (can be neqativel.
* Gbaran base the base date.

* drturn 3 new date,
-
public static Seriallate addDays(£inal int days, final Serialdate base) (

£inal dnt serialDaytbe - base.toserlal() + daye
roturn Sorialute,croatelnstanc{sor sl uyNumbr

)
”

* Croates a now dato by ading tho spacified musber of penchs to the buse
+ e,

s

+ 1 the buse dste s closa to the end of the math, the dy on the sesult
+ my bo adjusted slishtly: 31 May + 1 aonth - 30 June.

* Gpacon oonthe_the musber of miths to add (can bo negative).
* Gparan base the base date.

* drturn 3 new date,
-
public static SerialDate addonths(€inal int months,

fina sersaiate base) (

Si0al int 3y = (12 7 base.tIYIY() + hase.gethonth() + mooths - 1)

I
£inal int mm = (12 * baso.GoLIYYY() + Baso.gathanth () + mnths - 1)
L1

final fnt 8 - Wath.mint
‘base.getDayofonth(), SerialDate.lastDayofMonth(mm, yy)
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909 ¥ Gparam other the date being compared to.

0
51+ Graturn the difference batueen this and the other date,

oy

SI3 public abstract int conpare(Serialbate other):

e

[

516 '+ Rotumms true if this Seriallate rapresents the same date as the
ST+ spocified Serialate.

a v

519+ Gparum other the date boing comared to,

w v

31+ broturn ccodentruec/ondo> if this Soriallute reprosente tho s dato ac
P the specitied Sortaltato.

m oy

524 public abstract boolean fson(Sarialbato othor)

25

2

527 '+ Rotumms true if this Soriallate xepresents an earlier ate comared to
528+ the specitied SerialDate.

o

50+ Gparum other e date boing comared to,

mr

52+ Graturn ccodestruacloodes i€ this Seriallute represents an oarlior date
. compared to the specitiod SerialDate.

my

535 public abstract boolean isBofora(SerialDate other):

5%

5

538+ Rotumms trus Lf this Soriallato xapresents the same date as the
59+ spocified Serialiate.

W v

M1 ¢ Gparan other the dto botng comared to.

e

Wy lxnlm\ <codeptrusccolox 1 this Sorialtato reprosents tho sam dato
s 25 the specitiod Sorialdate.

Wy

346 public abstract boolean lsonorBofora(Sorialate other)

a4

us g

589 '+ Rotumms true if this Soriallate rapresents the same date as the
30+ spocified Serialate.

551

92 Oparun other the date being compared to,

555

52 oretum <codmtrusc/code i this Serialtute represents the same date
555 25 the specitiod Sorialdate.

A

557 public abstract boolean ishfter(SerialDate other):

a5

e

360 '+ Rotumms trus Lf this Sorialiate rapresents the same date as the
61+ spocified Serialate.

w v

93 Oparan other the date being compared to,

354

5652 oretum <codtrusc/code S this Serialtate represents the same date
366 25 the specitiod Sorialdate.

Wy

968 public abstract boolean lsonOrAftor Sarialdato othor)

%

mn

”
911 '* Roturns <codestruec/code> if this (Olink SerialDate) is vithin the
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() Copyright 2000-2005, by Object Rotinery Linited and Contributors.

Project Info: bitp:/ /. Exee.oro/ comon/index. htal

This Library is fres softvare; you can redistribute it and/or mdify it
undar the tarms of the (M Lesser General Public Licensa a published by
the Frae Software Foundation: oither varsion 2.1 of the Licensa, of

(@t your option) any later version.

This Library s distributod in tho hopo tht it will bo useful, but
WITHGT A WARRATY; wthout aven tho. irpliad wareanty of MERCRATAGILTY
or FIINGSS FOR A PARTICULIR, PURROSE. See he GN) Lescer Genaral Pblic
Licansa for rore details.

You shoud have rocoived a copy of tho QW Lesser Gonoral Rublic

Licanso along vith, this Lbrary: i€ mat, write to the Froe Softuato
Foundation, Tnc., 51 Franklin Screat, FAth Floot, Eoston, WA 02110-1301,

{2ava 1 a tradonark or registored trademuek of Sun Wictosystors, Tnc.
in'tho United Statos and achor countrios. ]

Serialtate.java

161 Copyright 20012005, by Objoct Rotinory Linited.

Original Athor: David Gilbert.(for Object Refinery Linited);
Contribator(s): -

$10: Sorialbate.Java,yv 1.7 2008/11/03 09:25:17 mungacy B §
Changes (£rom 11-0ct-2001)
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31~ param code the month code (1-12).

i
38+ Graturn the quarter tat tho mnth bolongs to
8 Gchrons Java.Lang. L LogalATgumntBxcep ion
E)

356 public static int ronthCodoToguarter (£inal int code) [
E

% svitehtcodo) (
39 Case AR

0 Case FEBROARY:

it e W returm 1;

8 e ARRIL:

6 G Wy

26 case TOB: return 2

36 cass Ly

26 Gt i

i case SEPTBMEER: coturn 3

6 Gt octomR:

i cata OVENEER:

m cao DBCEEER: roturn 4

it fault: throw nov logalArqumentBeception(

m *Soriallete.montheodoToguarter: valid mnth codo. )
m )

B

w9

b

mooe

318 '+ Roturns a string representing the supplied month,
oot

380+ Tho string returned is the long form of the month nans taken from the
31+ datault locaie

W

3+ Gparimmonth the math.

W

38+ Greturn a string representing the supplied month,

Wy

397 public static String mathcodemostring(final int month) (
0

3 roturn monehCodToStzingtmonth, also):
w0

o)

w

m o

3+ oturms a string xepresonting the suppliod monch,

W@

396+ The string returned is the long or short form of the meath nams taken
37+ from the default locais

W

39+ Cparum ponth_the mouth.

W00+ Sparam shortensd 1f coodestrusc/code> return the abbreviat on of the
oo oot

W

403+ Greturn a string representing the supplied month,

408+ thoows Java, Lang. Hlegalhraument Exception

w

406 public static String monthCodeToString(inal int month,

wn final boolean shortense)

e

w 11 chock arguents. ..

it it (jisvalidnthced mneh)) (

a throw nes TllogalArgumantBxcoption(

bt '*serialDate.moathCodeTostring: month outside valid range.*):
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roturn Seriallate.adiDaystadiust, base):

)

o
+ Role the date forsard to the Last day of the ponch.

* Gparan base the base date.

* dreturn a now serlal date.
public Serialtute gotBNDECurrontkonthtinal Sorialiute beso) |
Einal int lact + Sorialbeto.lactCuyomienth
basa.gotkonth(), baso.GoLTIYY()
»
Toturn Sorialbate,croatolnstanco(1ast, base.gotWonth ), buso.gekyyY() |
)

=
+ patur
Iy

* Ned to £1d & better spprosch.

s a string coressponding to the vesk-in-the-month code.

* Gparam cowt an inteser code Toprsenting the week- n-the-mnth.

+ Oroturn a string corrasponding to the wesk-in-the-mwath code.
.
public static String veskIakonthTost g tinal int cout) (

suiteh (comt) [
caso Sorialluto. IRST VSK_IILNONTH ; roturn “First”
casa Sorialluto. SGCOND YEBF_IT MATH : roturn *Socond
casa Soriallato. HIRD_VESK_TLJONTH ¢ roturn "Mhird
Gt Ser albute. FOURTR VERK_IICMATH : return “Fourth

Case Seriallate. LAST VERK_LWONTH + retum “Last'
Bofanlt
rotuen “Sorialoato.vookInkontHToStr ing ) mvalid codo. s

)

o
* Rotumms a string reprssonting tho supplied ‘rolative’
e

* N to £id 3 better spprosch.

+ Gparan relative a constant zaprosant ing the “relative’.

* fretuen 3 string reprasenting the supplied ‘relative’
.
public static String relativestring(finsl iat relative) (

suiteh (rslative)

caso Sorialbuto. MECEDING + roturn *Precoding’
Case Sariallate.YEAREST : faturn “Meareste

Gate Seriallata. LLONIN  seturm “Follosing
Sfault : return ‘ERROR : felative To String's
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5 public ona Veckdntan
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