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Preface



The Microsoft Office Suite is, in my opinion, the most useful set of applications in a corporate setting. Besides being easy to use and practically perfecting the "What-You-See-Is-What-You-Get" (WYSIWYG) display, the applications in Microsoft Office can work together to share information, produce reports, etc. The problem is that while there are many references available to help users develop their skills in any of the applications, there are few references available to show how to use the applications together. I did quite a bit of integration work as both a consultant and employee at various companies, and I quickly found those skills in demand in many departments—from Human Resources to Operations to Finance. As people asked me to do things that I had never done before and I figured out how to do them, I began building a base of code and knowledge that I could use to solve problems. I kept thinking, "I wish there were a book that could show me how to..." and then, when I had figured out how to do those things, I thought, "I could write that book."
Based on my experience, Microsoft Access and Microsoft Excel allow for the most benefit from integration, so this book focuses mainly on these applications. In addition to Access and Excel, I have included a chapter on SQL Server and a chapter on integrating with other Microsoft Office applications. In each topic, I show how integrating features in different applications can solve problems. Although the examples use rather generic data, you will be able to apply the same concepts to your own data.
The difficulty in writing a book like this lies in tailoring the skill level to fit a wide audience. For example, many of the Excel GUI features might seem very basic to some readers, while they are new to others. In addition, some readers might be very comfortable with Visual Basic for Applications (VBA), and others may have anywhere from no experience with VBA to experience only using the macro recorder. As much as possible, I have tried to build from the basics to the complex when covering each topic. I hope that you will be neither bored nor overwhelmed as you go through the topics.
Who Should Read This Book




            Integrating Excel and Access will be useful to people who use Microsoft Office to handle data. This book will show you how Access and Excel can work together to improve your reporting and data analysis. Along the way, it will also introduce many programming topics that will help you sharpen your skills in VBA. While you do not need to be a programming expert, this book assumes that you have basic knowledge of Excel and that you are somewhat familiar with Excel macros. Any experience with Access will be helpful; however, you do not need that experience to learn from this book. Excel power-users will find ways that Microsoft Access can be used to increase the power of their applications. Also, you may find that something that you were doing in Excel is better done in Access, or vice versa.
After reading this book, you will understand how to do the following:
	Utilize the built-in features of Access and Excel to access data

	Use VBA within Access or Excel to access data

	Build connection strings using ADO and DAO

	Access data in a corporate data warehouse, such as SQL Server

	Automate Excel reports, including formatting, functions, and page setup

	Write complex functions with VBA

	Write simple and advanced queries with the Access GUI

	Write queries with VBA

	Produce pivot tables and pivot charts with your data

	Use your data in other Office applications



After these topics have been introduced, the book ends with a project that walks you through the steps to solve a business problem. After practicing the skills this book illustrates, you will have the necessary knowledge to tackle some of your most demanding reporting issues.
The book is organized to build on topics in a logical sequence. However, if you are trying to solve a specific issue, such as writing formulas in VBA, you can skip to the appropriate section. In addition, the code examples in the book illustrate each of the topics where VBA is used. All of the screenshots are produced from MS Office 2003, so your screen may look different, depending on which operating system you use, but most of the topics can be used in Office 97, 2000, and XP as well.
If you are interested in stretching your skills in the individual applications, I suggest reading Access Hacks and Excel Hacks, also from O'Reilly. Both books give great examples of how to use the applications to tackle problems.


What's in This Book



This book consists of 12 chapters. Chapters start with the basics and move to more complex topics. Here is a summary of the chapters:
	
                  Chapter 1, Introduction to Access/Excel Integration
               
	Introduces the general topics in the book and explains some of the thought process that goes into integrating the applications.

	
                  Chapter 2, Using the Excel User Interface
               
	Covers the tasks that you can complete using only the Excel GUI, as well as discussing some VBA topics.

	
                  Chapter 3, Data Access from Excel VBA
               
	Covers using ADO and DAO along with VBA to pull data into Excel.

	
                  Chapter 4, Integration from the Access Interface
               
	Covers both using Excel data in Access and exporting Access data into Excel from features in the Access GUI.

	
                  Chapter 5, Using Access VBA to Automate Excel
               
	Covers controlling Excel from Access and pushing data into Excel. Automation examples of many Excel formatting and formula topics are given.

	
                  Chapter 6, Using Excel Charts and Pivot Tables with Access Data
               
	Covers building charts and pivot tables in Excel using data that originates in Access.

	
                  Chapter 7, Leveraging SQL Server Data with Microsoft Office
               
	Covers using SQL Server Data, as well as using DTS and ActiveX scripts to automate Office applications from SQL Server.

	
                  Chapter 8, Advanced Excel Reporting Techniques
               
	Covers using VBA from Access to automate reporting in Excel.

	
                  Chapter 9, Using Access and Excel Data in Other Applications
               
	Covers data integration and automation from Access and/or Excel in Word, PowerPoint, and MapPoint.

	
                  Chapter 10, Creating Form Functionality in Excel
               
	Covers how to build forms in Excel similar to those in Access.

	
                  Chapter 11, Building Graphical User Interfaces
               
	Covers some basic topics to help you build a functional GUI in Access.

	
                  Chapter 12, Tackling an Integration Project
               
	Covers a project, complete with source code, that requires integration of Access and Excel.



This book covers hundreds of tasks you'll need to do at one point or another with Office. If you feel something important has been left out that should be included, let us know. We'll work to get it in a future edition. For contact information, see the We'd Like Your Feedback! section later in the Preface.

Conventions in This Book



The following typographical conventions are used in this book:
	Italic
	Introduces new terms and indicates URLs, commands, file extensions, filenames, directory or folder names, and UNC pathnames.

	
                  Constant width
               
	Indicates command-line elements, computer output, code examples, methods, variables, functions, properties, objects, events, statements, procedures, values, loops, and formulas formatted as equations.

	
                  Constant width italic
               
	Indicates placeholders (for which you substitute an actual name) in examples and in registry keys.

	
                  Constant width bold
               
	Indicates user input.



Tip
Indicates a tip, suggestion, or general note. For example, we'll tell you whether you need to use a particular software version or whether an operation requires certain privileges.


References in VBA



There are many places in the book where VBA uses specific objects that may not be loaded by default. These include ADO, ADOX, DAO, Excel, Word, PowerPoint, and MapPoint. When you see these objects in the VBA code, check in Tools→References while you are in the module to ensure that you have the objects referenced, keeping in mind that you may have more than one version available.

We'd Like Your Feedback!



The information in this book has been tested and verified to the best of our ability, but mistakes and oversights do occur. Please let us know about errors you may find, as well as your suggestions for future editions, by writing to:
	O'Reilly Media, Inc.
	1005 Gravenstein Highway North
	Sebastopol, CA 95472
	800-998-9938 (in the U.S. or Canada)
	707-829-0515 (international or local)
	707-829-0104 (fax)

You also can send us messages using email. To be put on our mailing list or to request a catalog, send email to:
	
               info@oreilly.com
            

To ask technical questions or comment on the book, send email to:
	
               bookquestions@oreilly.com
            

For corrections and amplifications to this book, check out O'Reilly's online catalog at:
	
               http://www.oreilly.com/catalog/integratingea/
            


Safari Enabled
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When you see a Safari® Enabled icon on the cover of your favorite technology book, it means the book is available online through the O'Reilly Network Safari Bookshelf.
Safari offers a solution that's better than e-books. It's a virtual library that lets you easily search thousands of top technology books, cut and paste code samples, download chapters, and find quick answers when you need the most accurate, current information. Try it for free at http://safari.oreilly.com.
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Chapter 1. Introduction to Access/Excel Integration



Most business users understand Excel; its power and practically universal acceptance make it a key application to learn. While Excel is a powerful tool on its own, you can do a lot more with it when you add the power of a relational database. Whether you store your data in a simple Access database or link an Access database to your corporate data warehouse, you'll be able to do a lot of things more easily. A simple query combined with an Excel workbook can supply many of the benefits of expensive reporting packages using the tools you already have on your desktop.
Consider the following scenario. Your company stores sales information in a database, and each sales record carries an identifier that tells who sold the item. You also have a table of salespeople that tells what region they are in and who supervises them. Senior management wants to find out how each salesperson, sales manager, and region performs on a daily basis. Since they want to see the reports so frequently, it will be necessary to automate these reports as much as possible. This book will show you how to gather the information and build the reports, charts, and supporting details that are necessary to meet these business objectives.
If you consider the other uses of corporate data, you will begin to understand how useful these skills can be. Here is a short list of fairly common uses of data:
	Producing a monthly commission schedule

	Reporting sales by product, region, sales manager, or salesperson

	Doing financial reporting

	Producing invoices

	Performing analysis of data (average profit per sale, sales by month, etc.)

	Producing trend information to aid corporate planning

	Populating financial models and storing results

	Graphing financial and sales information



Building systems that can simplify and automate these tasks can make complex projects much simpler. Fortunately, you likely already have the tools you need to do this on your computer and just need to assemble the parts correctly.
Communications Between Excel and Access



There are several ways to exchange data between Access and Excel. Automation 
 (formerly called OLE Automation) is a method of communication that gives you access to another application's objects 
             
. Using Automation, you can actually take control of the other application and send and retrieve data, set properties, run methods, and perform many other tasks. This book will explore in depth how automation can be used to allow integration between Access and Excel.
Tip
One of the original ways to communicate between Windows programs was dynamic data exchange (DDE) 
. While this can be useful, I do not recommend it between Office applications. It is sometimes necessary when you are communicating with a program that does not have a very useful object model. However, the object models for all of the programs in the Office suite allow you so much flexibility that I cannot imagine a situation when DDE would be preferable to Automation with VBA.

The other methods of communication treat Access or Excel simply as a data source and allow query access. This is accomplished through ActiveX Data Objects (ADO) or Data Access Objects (DAO). In addition to these programming methods, both Access and Excel offer data access methods from the standard user interface that work well for simple tasks.


Automation Objects



If you are new to programming, the mention of objects might not make sense. Objects are programming items that make your life much easier. As an example, one of the main Excel objects is the Worksheet. The Worksheet object 
 is a container for many other objects, such as cells, pivot tables, and charts. By using the Excel object model, you can perform many tasks with one line of code that would have taken hours if there were not another method available. Let's assume that you want to press a button on an Excel worksheet to print it. The following code prints the worksheet when you press the CommandButton1 button:
    Private Sub CommandButton1_Click()
    Dim xlws as Worksheet
    Set xlws = ActiveSheet
    xlws.PrintOut
    Set xlws = nothing
    End Sub
In this very short procedure, you declare a variable that is an Excel Worksheet (if you were automating Excel from another application, you would declare this as Excel.Worksheet and declare another variable as Excel.Application, but while in Excel this step is not needed). Next, you set this variable equal to the active worksheet—ActiveSheet
             
 represents the current worksheet in the active workbook. Once there is a reference to the active worksheet, you can call any of the methods that are part of the object. In this example, you call the PrintOut method of the worksheet. There are several objects in Excel that have a PrintOut method; in each case, it simply prints the object. The final step sets the xlws variable to nothing, which tells Excel to no longer store a reference to the object. The xlws variable in this procedure still exists, even though you are no longer using it—if you were in a procedure that used several worksheets, you could set xlws to nothing and reuse that variable with any other worksheet.
Tip
This code may still look complicated, but if you did any programming in MS-DOS where you had to understand how each printer worked and how to send commands to it, you would see how simple this is by comparison.

In future chapters, you will see how to set a reference to each application and how the object model of each can be used to accomplish even the most demanding tasks. You can also get context-sensitive help while working with the VBA project, and when you are not sure how to tackle an Excel task with VBA but know how to do it with the user interface, you can always record a macro and then review the code. Please see Appendix A for a review of the most commonly used objects and their usage in Excel and Access.

ADO and DAO



As stated earlier, ADO and DAO are the two primary methods of data access. For the purposes of connecting to a data source and simply extracting data, the two may be used interchangeably. According to Microsoft, DAO was designed specifically for the Microsoft Jet database at the heart of Access, but it is still able to access other databases while taking a performance hit. There are also some differences in features when it comes to making changes to a data source (adding tables, fields, etc.) and performing more complex query functions, such as data shaping, turning the query result into XML, and using cursors. I generally use DAO when dealing with Access (Jet) databases and ADO when dealing with SQL Server or other databases.
If you have done any work in Microsoft Access, you are probably familiar with queries 
             
. When you build a query in the design mode in Access, you are really making a graphical representation of the SQL. To see how this works, you can change the query view in Access to SQL View and see what this looks like.
When you use ADO and DAO, you can reference queries and tables and simply open them. Eventually you will need to modify queries or write them from scratch. In those cases, you can get a head start by designing the query graphically in Access, changing the view to SQL view, and copying the text to your VBA project. You can then make any changes that you need to.
While you can simply copy the text of a query and use it in your code, you can also write SQL on the fly within VBA. This is useful when you want to give users the option to bring in certain fields from the database, change the field used to sort, modify the sort order, etc. Also, there are times when you want to place criteria for a query directly in the query instead of using parameters.
In both ADO and DAO, the primary objects that you will work with are queries, recordsets, fields, and parameters. When using DAO, you also have an object called a QueryDef that performs specific tasks in the book. The QueryDef object references a query. When you assign a variable declared as a QueryDef object and refer to a query, you can perform certain tasks, such as changing the SQL of the query, setting the parameter values, and opening the recordset.
There are some specific differences between ADO and DAO regarding how you set up the connection to the data source. You will see examples of each method throughout this book. When making a decision about which one to use, I suggest deciding based on ease of use. For example, if I am working in an Access database and writing VBA code to modify data structure, I find it much easier to use the DAO object model to accomplish those tasks rather than using ActiveX Data Objects Extensions for DDL and Security (ADOX). With ActiveX data objects, there are different object models for data manipulation, data definition and security, and Remote Data Services (RDS) and multidimensional data (ADOMD). In addition, you can download software development kits (SDKs) from Microsoft that explain both object models. Visit http://www.microsoft.com and search for MDAC (the short name of Microsoft's data access software).

Tackling Projects



This is probably an appropriate time to discuss how to tackle a project that would benefit from integrating Access and Excel. If this discussion doesn't make sense at first, go through the first couple of chapters and come back to it.
The very first step that you need to take, prior to starting a project that integrates Access and Excel, is to determine whether you need the power of both applications. I wouldn't suggest using both applications if you can accomplish the same task with one application and few compromises. If you decide that you do need both applications, the following model should help you perform the initial planning.
The first step in the actual project is to determine which application will serve as the primary application for the user interface. Generally, this decision should be driven by end user needs and preferences. Although there are some exceptions to this, during your initial planning, assume that the program the users see should be the one that they are most comfortable with.
The second step is to determine what information you will need from your end user. It is important to note that in some cases a project will support multiple end users with different needs. A good example is an application that has one end user who wants to input sales data and another end user who wants to create reports based on that sales data. In this example, the two users will share the same data source but will need completely different user interfaces.
Once you have determined those items, your next step is to determine how you will communicate with the other application. Several factors influence this decision. First, the layout of the data makes some types of communication impossible or, at a minimum, silly to try. For example, an Excel spreadsheet with five data points on two worksheets in multiple rows and columns that are not contiguous would not be a candidate for using ADO or DAO, since they expect tabular structures. Likewise, if you need to pull 500 records from an Access database into an Excel sheet that mimics a database table, you probably want to let DAO or ADO do most of the work. This choice is also driven by how much control you need over the other application and the amount of processing that you need to perform on the data.
The next step is to determine whether there will be an end product and what it will look like. In a project about sales data, the end product for a salesperson might be an Access report used as an invoice for the customer. The end product for a sales analyst might be a report in Excel with a pivot table and pivot chart. In cases when there is no end "product," you would want to define what actions you want to accomplish. Examples include accumulating data, updating data, and transmitting data.
Once you reach conclusions about which application will be automating the other, what information you need, and how it will be communicated, you are ready to take the first steps in designing the user interface. This might seem premature, but it is a good idea to prepare a prototype to ensure that you capture the necessary information. This prototype will be a work in progress and may change during the writing of the code (if you are using VBA).
This user interface is probably going to be an Access form, an Excel user form, or an Excel worksheet with protection enabled to only allow data entry into specific cells. If you don't do this, you will end up writing your VBA project twice—the first time to make sure your code works, and the second time to change the references to your user interface. You can do this if it makes you more comfortable, but it will cost you some programming time. Another option is to write your procedures to accept parameters, allowing you to test the procedures and then call them with your user interface. This also makes it easier to reuse code where it makes sense to do so.
When you have thought through your user interface, your next step is to write the code. It is very helpful if you know what the results should be for a few simple data points so that you can effectively test the application. As you write the code for your first couple applications, keep an eye out for recurring items. For example, if you find yourself writing multiple lines of code to set up an Excel reference from Access, you can save that code somewhere and copy and paste it into applications as you need it. Another thing to keep in mind as you write code is to watch out for what might change in the future. For example, if you have some code that builds a 35-line report in Excel with formulas and subtotals, you might note that it is likely that this report could expand or contract in the future. You can prepare for that now by creating a table that holds the necessary data and allows you to change the report without rewriting any code.
The example steps above are simplified, but regardless of the complexity of your project, these steps will need to take place at some point if you want your integration project to be successful.

Designing Applications



If you are writing code simply to make your own projects easier, thinking of them as applications might not be especially relevant. However, if you are building Microsoft Office applications that will be used by others, it is important to think about how the applications might change and how those changes can be dealt with. If you build an application that creates a set of reports and emails them to users, you could hardcode all kinds of information into the code. If you do that, though, any time the reports or recipients change, you will need to change the code.
I try to put elements that might change into tables that can be easily changed. To manage outgoing email, you could have a table that lists the reports and email addresses of the recipients. The code would open that table and send the reports based on the information in the table. This would allow the end user to make the changes necessary to email new or existing reports to new recipients.
While this might not seem very important, if you do not consider factors like this, you will spend more time modifying and maintaining applications than developing them. The same thoughts apply to connection strings to data sources, report formats, and other items where information can change over time. I once helped change an application that was written to produce a report of general ledger accounts with transactions over $1,000. Over time, the company grew and wanted to look at accounts over $50,000. As it turned out, the $1,000 parameter was hardcoded in the application code. Instead of just changing that code, I added a table that held parameters for the general ledger accounts to be queried, the dollar amount to review, and the tables holding the information (each type of transaction had a different table). Once I did this, changes to these criteria could be made without programming.
Some developers seem to build applications that always require developer assistance to make changes. This isn't a strategy I recommend, as it is dangerous for the end user. There are countless requests on the project boards online to modify applications that say that they cannot locate the original developer, or the original developer does not have time to work on it, or other similar reasons. It is also a good idea to document what each procedure does so that if you look at something you made two years ago, you can still follow what you were thinking.
Designing a graphical user interface (GUI) is not covered until much later in the book. As you try to solve a business problem, consider what the information flow will be and the best way to get that data from the user. In addition, it is also useful to consider the best way to display information when that is the purpose of the GUI. For example, is it better to have a large input screen with scrollbars, or is it better to use a tabbed dialog (like many Windows applications)? The other question that comes up when you integrate Access and Excel is which application is best suited for each task. Sometimes the answer is very clear, and at other times there is no clear-cut best product. As you work, the GUI should be in the back of your mind.

Next Steps



In the next chapter, I will introduce you to accessing data from the Excel user interface. This will be very useful for simple tasks for which you need a table of data from a database or another spreadsheet. You can also write database queries with Microsoft Query if you need more specific information than a table or prewritten query. These tasks are all managed from Excel's External Data toolbar. At the end of the next chapter, I will introduce PivotTables as a method for summarizing the data.
To give you a feel for what is to come, you will first learn data access from the Excel user interface, followed by using Excel VBA. Once this is accomplished, you will learn the Access user interface and Access VBA. Next comes an introduction to using these concepts with SQL Server and other Office applications. The final chapters in the book will cover more advanced topics on building applications that integrate Excel and Access. Where applicable, code samples will be available for download online at O'Reilly's web site.
As you go through the book, I suggest having sample Excel and Access files that you can use to apply the concepts discussed. If you don't have your own data, use the sample files that accompany the book. You will most likely get more out of the book if you type the code yourself and get a feel for how to use the VBA interface in Excel and Access. But you can certainly also use (or reuse) the code in the sample files without retyping it. However you decide to use the book, the concepts illustrated are focused around solving common problems that come up in a business environment.

Chapter 2. Using the Excel User Interface



I first realized how powerful integrating Access and Excel could be while I worked for a company that calculated incentives. A database housed all of the data required to calculate the incentives. Before I took over the process, a report was printed from the database and rekeyed into an Excel workbook that performed all of the calculations. Eventually we moved from rekeying, to using Microsoft Query to pull data from the database, to finally having the database fill in the Excel workbook. Using an automated process not only saved time, but it also dramatically reduced errors. In the years since, I have found many more opportunities to integrate Access and Excel.
While it is tempting to jump right into using VBA to perform data functions, understanding when and how to use the Excel interface is still very useful and can provide a springboard to using VBA. When you want to use External Data 
 from the Excel user interface 
, use the Import External Data function under the Data menu. From here, you can open and edit saved queries or create a new query.
Using External Data




            External Data refers to any data that does not reside in Excel. Using the Import Data function 
 on the Data menu, you can import entire tables or queries from Access and other databases. You can access this function by going to Data → Import External Data → Import Data. In addition to importing data from a database, you can also use this feature to import text files, XML files, web pages, etc. This is a very simple way to bring in all of the data from a table or query. The nice part about this feature is that you can refresh the data at any time by pressing the refresh button on the External Data toolbar (Figure 2-1). Also, as with any external data range, you can set it up so that any formulas done at a row level will be copied as the data range expands (described later in the chapter).
There are several other features available when working with an External Data range. These are available on the External Data Range Properties 
, which can be accessed either by right-clicking in the data range and selecting Data Range Properties, or from the External Data Toolbar. Refer to Figure 2-2 to see these properties.
[image: The External Data toolbar]

Figure 2-1. The External Data toolbar

[image: The External Data Range Properties dialog box]

Figure 2-2. The External Data Range Properties dialog box

While there are many options in the properties dialog, two key ones are "Refresh control 
" and "Fill down formulas in columns adjacent to data." Under the "Refresh control" section, there is a checkbox for "Refresh Data on File Open." This ensures that anytime the Excel workbook is opened, it will use the most recent data. If you are using a data source that is updated daily, this is probably enough; however, if you are using a data source that is constantly being updated, you can also select "Refresh every" for the amount of time that you want to elapse between each data refresh.
Under the "Refresh data on file open" checkbox, there is another checkbox that allows you to not save the data with the spreadsheet. This is useful if you are accessing data that is password protected and you want to ensure that no one can simply access the data in a saved Excel spreadsheet. For example, if Human Resources uses an Excel workbook to track salary or performance appraisal scores, checking this box ensures that the data does not get into the wrong hands. When you check this box, the Excel workbook opens with the data range cleared, connects to the data source, and pulls the most recent data. This prevents people who do not have access to the database—or more precisely, people who do not have access to that table or query in the database—from refreshing the data. If you do not have this checked, the data from the last refresh is visible when the Excel workbook is opened before the refresh.
The second option on the External Data Range Properties dialog box that you will find very useful is the option to fill down formulas. You will often perform calculations on the data at a row level. For example, you might pull some data from a sales table and want a formula that tells you whether the margin on each sale is acceptable. If you check the box to copy the formulas down, as the table (or query) grows, it will copy the appropriate formulas. It is important to note that the formulas must be adjacent to the data; formulas on another sheet or in non-adjacent rows need to be copied down using another method. The other thing to keep in mind is that the formulas must be to the right of the data. This point is not clear in the Excel documentation, but upon testing, you will find that formulas to the left of the data will need to be copied down.
Another advantage to using the Import External Data function is that the resulting External Data Range is defined as a named range. This allows you to use the name of your External Data Range in place of the cell reference for formulas like VLOOKUP. In addition, Excel also gives you the option of using the Column Label in your functions. For example, if you name a column Amount, and you want to create a summary on the same worksheet that sums that column, you can write the formula as =Sum(Amount).
However, by default, Excel does not allow you to use the names of your columns this way. To fix this, go to the Options dialog under the Tools menu and turn on the Manual option on the Calculation tab (Figure 2-3). To apply this feature to data that will refresh, type in the field names manually and bring in the data without them. In the External Range Properties Dialog (Figure 2-2), uncheck the "Include field names" checkbox in the "Data formatting and layout" section. By not linking the field names in Excel to the data, you can continue to use the column names in your formulas.
[image: The "Accept labels in formulas" checkbox, which enables the use of column labels from Excel Lists and External Data Ranges in formulas]

Figure 2-3. The "Accept labels in formulas" checkbox, which enables the use of column labels from Excel Lists and External Data Ranges in formulas

When you turn on this function, you also access another very powerful feature. If you are used to writing VLOOKUP statements, this will change the way that you write many of those in which the formulas reside on the same sheet as the data range. Let's assume that you have a list of Social Security numbers, employee names, and salaries, and assume that the salaries are in a column named Salary. If this was your External Data Range named EmployeeInfo, you could write a VLOOKUP function using the Social Security number (SSN) as the value, EmployeeInfo as the Table Array, column 3 (Salary) as the column index value, and False in the Range Lookup box to ensure that you only get a result for exact matches. Using this function would yield the salary of the person with the specified Social Security number. If Excel did not automatically create this named range for you, you would need to constantly update your VLOOKUP formula as the range expanded or contracted.
This works great when the first column in your data range is the range that you are looking up. When this is not the case, you either need to change your query so that the column you want to use is first, or you need to use the following function. Turn on the "Accept labels in formulas" option on the Calculation tab. Using the same example, if you wanted to look up an employee's salary but only knew his name (or did not want to use his Social Security number), you can write this formula: =Joe Smith Salary. This goes to the row where Excel finds Joe Smith and pulls his salary. You can also put Joe Smith in single quotes to be certain that Excel knows which row you want to pull. In this case, Excel is using the intersection of the row and column that you chose. I want to caution you again that you can only use labels in formulas on the same sheet. To do this on another sheet, use the named range with VLOOKUP and put the Employee Name in the first column.
The primary reason to use named ranges and column labels in your functions and lists is that it enables you to refer to the data without having to change the cell references when the data set gets larger or smaller. Some people get around this by making their formula ranges large enough to not have to update them. While this is possible, it can create performance issues, and it also means that you cannot write formulas directly below your data. Also note that when you create a named range, you cannot put spaces in the name. If you try to, Excel gives you an error message that the name is not valid. The default named range for an external data query places underscores for the spaces. To break up the names to make them more readable, use underscores or capital letters at the beginning of each word, as shown previously in the EmployeeInfo named range.
In addition to Excel creating a Named Range for your External Data Range, the result set is also a QueryTable object that can be referred to by VBA, whether it is a simple import of external data or a database query. Within VBA, you can perform many tasks on the QueryTable object, including changing the table or query, setting a refresh timer, and refreshing the data. In addition, you also gain access to the properties exposed by the QueryTable object, including connection string, source file name, command text, etc. Another way to use the QueryTable object in VBA will be discussed later in this chapter, and you will use QueryTables at other times throughout the book.
Tip
When you right-click anywhere in a data range, a menu of options appears. You can use the Edit Query option to change the table that you are accessing. You can also change the SQL there if you are not using a table.

While the Import Data function is relatively simple to execute, it is very useful when you need to use entire data sets that are already defined in the database or file.


Using Database Queries



Database Queries are valuable when you need more control over the data that is returned. Here is a quick example scenario where you can use a Database Query; this example uses the Northwind Database 
 that comes with Access. Let's assume that your job is to review orders where the freight cost is over $100. There is a Query already designed in the Northwind Database called Orders Qry where the freight column is defined. You could bring in the entire table and search for records where the freight is over $100, but that would be time-consuming and error prone. It's simpler to make the computer do the work.
Choose New Database Query from the Import External Data submenu of the Data menu to get the screen shown in Figure 2-4. Since we want to use the Northwind Database, select MS Access Database from this dialog box and press OK, making sure that the box at the bottom of Figure 2-4 is checked to have the Query Wizard write the queries. The Northwind Database is in the Microsoft Office Samples Folder, as shown in Figure 2-5. After you select the Northwind Database, you get a list of all the tables and queries available in the database. For this example, you want to select the query called Orders Qry. You can expand a table or query to see all of the available fields, enabling you to select only the fields that you want. For this example, we want all of the fields, so click once on the name of the query and press the > button to place all of the fields in the query (Figure 2-6). To remove any of the fields, click on the field to remove and press the < button. In this case, since we want all of the fields, simply press the Next button.
[image: The Data Source selection box used to create a new database query]

Figure 2-4. The Data Source selection box used to create a new database query

[image: The Select Database dialog box]

Figure 2-5. The Select Database dialog box

[image: The first screen of the Query Wizard]

Figure 2-6. The first screen of the Query Wizard

The next screen in the Query Wizard is the Filter Data screen (Figure 2-7). On this screen, pick a column to filter and select the criteria. For this example, select Freight as the column, "is greater than" as the comparison operator, and enter 100 as the amount. The drop-down box to the right of the comparison operation shows the values in the database; you can override these by just typing in the box. Once you have done this, press the Next button.
The next screen (Figure 2-8) sorts the records. Select Freight as the "Sort by" field, and select Descending to sort the records from the most to the least freight cost. When you have done this, press the Next button. On the final screen, select whether to return the records to Excel, edit the query, or create an OLAP Cube. In addition to these choices, you may also choose to save the query so that you can easily access it from other Excel workbooks. For this example, select "Return Data to Microsoft Excel" and press Finish (Figure 2-9).
You are now out of Microsoft Query and back in Excel. Excel brings up a dialog box asking where to put the data (Figure 2-10). You can chose either an existing worksheet or a new worksheet. If you select an existing worksheet, you can select the cell where the import begins. The resulting records can also produce a PivotTable, which will be covered later.
This, again, is a relatively simple example; you can perform much more complex queries. However, this gives you a good example to try with the data that is already
[image: The Filter Data screen of the Query Wizard]

Figure 2-7. The Filter Data screen of the Query Wizard

[image: The Sort Order screen of the Query Wizard]

Figure 2-8. The Sort Order screen of the Query Wizard

[image: The Finish screen of the Query Wizard]

Figure 2-9. The Finish screen of the Query Wizard

[image: Directing Excel as to where to place the data pulled from Microsoft Query]

Figure 2-10. Directing Excel as to where to place the data pulled from Microsoft Query

on your computer. This method also makes it very easy to change criteria. Right-click anywhere in the result set and select the Edit Query option to bring the wizard back up and make changes to the query, such as selecting different columns, changing the criteria, adding new criteria, etc. If you change the criteria, you'll notice that any field that has criteria selected is in boldface. In addition to using the wizard, you can also change the query through VBA. The object created by a New Database Query is also both a QueryTable object and a named range. If you do not like the default name, you can change it in the Data Range Properties dialog box, which is accessed by right-clicking in the data range and selecting Data Range Properties.




End of sample
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