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About the Website

mashups.web2learning.net

Each chapter in this book references websites with definitions and examples of mashups. Although links to each of these can be found in Appendix A, the web is not static, and links may move or disappear; even during the editing of this book, several have changed.

For that reason, I will be maintaining mashups.web2learning.net, a website that will retain an up-to-date list of links for you to reference whenever you’d like. This website will also save you the trouble of having to type cumbersome links by hand; just visit mashups. web2learning.net and choose either the Links page or the chapter the link appeared in from the table of contents, and you will be able to click through to visit the site.

Should you notice any broken links on the site or in the book, please feel free to email me updates at nengard@gmail.com.

Disclaimer

Neither the publisher nor the author make any claim as to the results that may be obtained through the use of this webpage or of any of the Internet resources it references or links to. Neither publisher nor author will be held liable for any results, or lack thereof, obtained by the use of this page or any of its links; for any third-party charges; or for any hardware, software, or other problems that may occur as the result of using it. This webpage is subject to change or discontinuation without notice at the discretion of the publisher and author.






Foreword

The book you hold in your hands is about possibilities and inspiration. As I read through the chapters of Library Mashups, I was struck by the language used by the various authors. The majority of chapters include the term “easy” or “easily,” a reflection of one of the major strengths of applying Web 2.0 principles to libraries.

In fact, reading through the book, it becomes clear how libraries are using these new tools to implement traditional library values in a way that hasn’t been possible online until now. We’re used to applying words like free, value, robust, enrich, and opportunities to physical library services, but we’ve been less able to apply these terms to our online services. In fact, our catalogs (often our most valuable online asset) are usually described in the opposite terms—cumbersome, silo, difficult, arcane, and closed.

What a welcome change it is to read a book that includes an entire section on library catalogs and uses such positive and optimistic words as “any,” “all,” “social,” and “open.” And not just “open source,” but “open access” and “open data,” all of which support the mission of libraries: open and unfettered access to ideas and information. The chapters you’ll find here highlight ways libraries can repurpose thirdparty data and tools to enrich their own services, as well as how to free their own resources to live outside the confines of their own websites.

A secondary theme to this book can be summed up in two specific word sets: easy/quick and just do/simply. None of these words tend to be used when discussing maintenance of library websites, and yet the authors in this text continually note how easy it is to get started mashing up data, particularly in the first section. Every reader will find something of value in these case studies, whether you’re a “newbie” beginner or a veteran programmer. The ideas expressed and made concrete are not just “we could do this.” Every author includes specific examples showing what can be done here and now, not someday, and for a variety of content types, not just catalogs or web pages. The inclusion of working examples for a coin collection, digital image archive, video archive, and even a campus map show how librarians can add great value using these new tools.


Even more impressive is the constant attention to and discussion of larger issues such as ownership of data, copyright, and accurate metadata. So many resources that explain mashups cover only the technical aspects of using a third-party, likely commercial, service. In this work, however, it’s clear that these libraries carefully considered all of the ramifications of using the tools they chose and implemented specific procedures to maintain copies of the data within their own domains in case something suddenly happened to the external provider. This type of forethought is sure to be valuable in the future, and too many resources on this topic fail to even mention this issue, let alone provide plans for dealing with it. This book is a unique and valuable resource for this quality alone.

While some in our profession have questioned the value of Web 2.0, and its corollary Library 2.0, this book illustrates not only what is different from the past but also how libraries can continue adding new value in the future. Creatively utilizing these new tools has empowered libraries to experiment and create new resources, as well as enhance traditional ones. Pay attention as you read to the sense of empowerment that permeates the authors’ writings, and you’ll realize that the changes we’re seeing online are not a harbinger of doom for libraries. Rather, they are a promise for our future. As most of the authors note, they were able to accomplish great things with limited resources, little to no budget, and relatively few staff (sometimes just one person). While resources vary greatly from library to library, there is surely something here that will inspire you and make you think differently about some service your library currently offers.

Dream big, and set your content free.

—Jenny Levine
The Shifted Librarian







Introduction

Nicole C. Engard

I designed my first website in 1997. I use the word designed lightly, as it was full of gaudy background images—and at least one animated graphic on each page! I was so proud of that site, as I’m sure many of us were when we created our first. However, times have changed, and the tools have gotten so much better.

That first website was a hint into my future: It was a collection of all of my bookmarks organized into categories for easy browsing. (Sound like a future librarian to you?) I created a resource that my friends and family used when they needed to find information online. After years of maintaining this website with only simple HTML, I became frustrated by the lack of an easy way to keep things up-to-date and abandoned it.

It took more than 10 years, but the day is finally here when I can re-create that website (without the flashy images and gaudy background, of course) and easily maintain a collection of useful links with my friends, family, and colleagues. That website is the companion to this book, found at mashups.web2learning.net. It was created using a simple mashup of my Delicious bookmarks (www.delicious.com/librarymashups) and a WordPress (www.wordpress.org) blog—a method I learned from reading a chapter in this book.

Mashups (as many of the contributors to this title will tell you) are web applications that use content from more than one source to create a single new service, displayed in a single graphical interface. This means that I can bookmark all of the links found in this book and share them with you on my WordPress-powered website with minimal effort. In fact, I just had to check a few boxes on a form and then copy and paste a snippet of code.

The following chapters will share similar methods and tips that will help you graduate your library website from its static form to a dynamic, easy-to-maintain tool that your patrons will return to over and over. Libraries and library-related groups around the world share their mashup experiences in hopes of showing you that updating your website does not have to be a full-time job—and does not have to be a chore you dread.

Although the Delicious mashup I used for my website was practically effortless, it is important to note that not all mashups are that simple. Some of the authors in this book go to great lengths to detail exactly how mashups work and the technology behind them. While this information is both important and useful, don’t let it scare you off from trying to use mashups in your own library. In many cases, web applications (like Delicious) will provide graphical interfaces to make mashing up data as simple as filling in a form.

The first section of this book, “What Are Mashups?,” introduces mashup terminology and provides general reference sources to continue your mashup education. While reading these chapters, and the rest of the book, remember to turn to Appendix B for a glossary of terms, which will help when you come across a term that you don’t know or remember.

In the second section of this book, “Mashing Up Library Websites,” the authors show you how to use mashups to improve your static library website. These chapters outline how sites you may currently be using for fun and personal organization can be turned into powerful tools for delivering information to your patrons and showing the human side of your library.

In the third section, “Mashing Up Catalog Data,” things get a bit technical as the authors show us how to pull valuable information out of our integrated library systems in order to remix it and improve its visibility to our patrons. As we all know, getting information out of most library catalogs (with the exception of open source offerings) is nearly, if not actually, impossible—but these authors don’t let that discourage them, and neither should you.

In the fourth section, “Maps, Pictures, and Video … Oh My!” we see how libraries are using some of the most popular types of mashups. By using tools such as Google Maps (maps.google.com), Flickr (www.flickr.com), and blip.tv (blip.tv), these libraries are able to create entirely new tools for their patrons, improving patrons’ online experiences and providing superior service.

Last but not least, the fifth section, “Adding Value to Your Services,” gives you additional mashup ideas for making your library’s online presence that much more valuable to patrons. Ideas like adding data from LibraryThing (www.librarything.com) to your library site and pushing your local repository data out to other campus resources show you that the power of mashups can be harnessed by anyone with a will to make a change.

The goal of this guide is to teach you the basics of what mashups are and how they have been used in libraries worldwide. It is my hope that after reading this book, you will be inspired to make at least one change to your library site. This can be as simple as copying and pasting a bit of code into your site or adding a collection of ever-changing links. Take what you learn from these authors and add a dash of your own imagination; you’ll be surprised what can evolve.







Part I

What Are Mashups?






CHAPTER 1

What Is a Mashup?

Darlene Fichter
University of Saskatchewan Library

A mashup is a web application that uses content from more than one source to create a single new service displayed in a single graphical interface. For example, you could combine the addresses and photographs of your library branches with a Google map to create a map mashup (Figure 1.1). The term mashup originally comes from pop music, where people seamlessly combine music from one song with the vocal track from another—thereby mashing them together to create something new.
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Figure 1.1 Google Maps mashup of New York Public Library branches

Mashups have recently exploded on the web, for two main reasons. First, many of the major internet companies, such as Yahoo! (www.yahoo.com), Google (www.google.com), and Amazon (www.amazon.com), have opened up their data to be used with other data sources without a lengthy licensing negotiation. In just a minute or two, you can set up and use the data resources they make available. The other reason for this rapid growth is the advent of new tools that make creating mashups easy for anyone, regardless of their technical know-how.

Popular Mashups

The most popular type of mashup is a map mashup. Map mashups make up 36 percent of the mashups tracked by ProgrammableWeb (www.programmableweb.com), the most comprehensive listing of mashups. Figure 1.2 shows the distribution of mashups by type.
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Figure 1.2 Pie chart showing popularity of different types of mashups

Other types of popular mashups mix video and photos. For example, the Viral Video Chart (viralvideochart.unrulymedia.com) site tracks YouTube (www.youtube.com), MySpace (www.myspace.com), and Google Video (video.google.com) in order to identify the most talked about new clips, overall and by category (Figure 1.3).

[image: art]

Figure 1.3 Most talked-about videos for the past 365 days

There are many wonderful mashup services built using photos. Here are three examples to spark your imagination:

1. Colr Pickr (krazydad.com/colrpickr), developed by Jim Bumgardner, lets you search Flickr (www.flickr.com) photos by color. Flickr is a widely used photo-sharing site (offering both free and professional accounts) that attracts many libraries and librarians. Use Colr Pickr to click on a color in a photo or color wheel, and it will retrieve photos that have a large concentration of that color.

2. There are also mashup tools that use photographs to create books, posters, magazine covers, and so on. Most of us have received photograph booklets comprised of stunning images with short captions. One way to create these photograph books is to use a mashup tool called Bookr (www. pimpampum.net/bookr). Start by searching Flickr to locate images. Then, add these photos to a booklet page and type in your caption. Save your work, and email the book to friends or publish it on your blog or library website.

3. A mashup tool called Ad Generator (theadgenerator.org), created by Alexis Lloyd for his MFA thesis project, is intended to inform, enlighten, and entertain site visitors. The mashup randomly combines slogans and images to explore the relationship among language, manipulation, and images.

Mashups come in all shapes and sizes, from the very simple to the complex. Some mix and mash up search results, others introduce interesting visualizations, and still others aggregate and combine newsfeeds. Libraries have lots of opportunities to use mashups to help liven up their websites, deliver new and interesting services, or entertain website visitors. We’ll explore some of these options later in this chapter and throughout this book and hopefully spark some new ideas for mashups at your own library.

Mashup Ecosystem

The mashup ecosystem contains some wonderful ingredients to make a rich and fertile environment; Figure 1.4 identifies the major players in the mashup ecosystem. The fundamental component of the mashup ecosystem is the “open” data providers operating in the internet “cloud.” Companies and organizations such as Yahoo!, Google, Technorati (technorati.com), EVDB (eventful.com), Flickr, government departments, academic research units, and think tanks offer up social, economic, and scientific data. The beauty of the internet is that it’s easy to open up data sources. No one needs permission. An organization simply makes a data source available, describes how to access it, and announces its availability, normally setting out the acceptable uses for that data source. Many companies permit free use of their data sources for noncommercial applications; sometimes there are caps on the number of requests per day. Commercial licensing options are also available for some data sources so that corporations can mash up the data source inside the enterprise or use it to build an application for consumers. Most libraries fall into the nonprofit use of data, so it’s easy to find data sources to use.
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Figure 1.4 Mashup ecosystem

Once the ecosystem is populated with a rich array of data sources, an easy means to access or query the data source is needed so that you can combine the data on your website or in your mashup application. For example, if you would like to add pushpins for library locations to the map of your city or town, you need a mechanism to request a local map zoomed into the appropriate scale to show library locations. Typically, data providers permit access to their information, either as an RSS feed or other XML (eXtensible Markup Language) marked-up format, or via an application programming interface (API). An API spells out how to formulate a query for the data. Usually these queries are written by programmers in languages such as PHP, JavaScript, Perl, Java, .NET, or Python. Programmers are very familiar with APIs and can easily write a few lines of code to collect the data. What if you’re not a programmer? No worries—there are lots of web-based applications that let you make use of APIs by pointing, clicking, and pasting a snippet of generated code into your website or blog.

Check out some of the data sources that you can remix into mashups at ProgrammableWeb, Roy Tennant’s list of Library Application Program Interfaces (techessence.info/apis), and the JISC Information Environment Service Registry (iesr.ac.uk).

Once the ecosystem is well supplied with raw ingredients, the environment is set to support various “life forms,” or new creations. These raw materials need an engaged group of creators and consumers. The creators are the people with a “spark.” They can see how two or more things can be combined to make something new, richer, or better. And of course, creators need an audience, or consumers, eager to explore and make use of their work. Mashups have been very successful because they allow the end user to be a creator and because there is an eager audience for these new creations.

Where do libraries fit into this ecosystem? Everywhere. We can be data providers, allowing our customers and mashup developers to remix our data, including acquisition lists, most popular titles, catalog records, event and program information, digital collections, and so forth. Libraries are also mashup creators, mixing open data sources with each other or with in-house data sources. And last but not least, we are consumers. Libraries benefit from mashups for internal use and as information sources for our patrons.

Library-Created Mashup Tour

Let’s dive in and take a look at how some libraries are using mashups to create new services and features for their websites.

1. Library Locations

Let’s start with a couple of examples of the most popular type of mashup, the map mashup. The simplest map mashup can be created by adding a map link to your library locations page. The link calls up Google Maps (maps.google.com) with a pushpin for the location of your library and an overlay window that provides some basic information, such as library hours. For an example of this approach, look at Cambridge Libraries and Galleries’ location page (cambridge libraries.ca/library.cfm?subsection=locations).

On the Hillsborough County Public Library Cooperative (HCPLC) website, a Google Maps mashup shows the locations of the libraries and partner agencies (www.hcplc.org/hcplc/liblocales)(Figure 1.5). Another page uses color-coded pushpins to group different kinds of service locations (www.hcplc.org/hcplc/liblocales/locationsallmap.html). One of the nice features of a Google Maps mashup is the “get directions” capability.

2. Sweetening Up the Library Catalog

The University of Texas tries to provide its users with more from the OPAC by using Google Books Preview. Whenever a visitor looks at a page in the catalog, a script runs behind the scenes to check whether the book is available in Google Book Search. If it is, a hyperlink for Preview appears. Clicking this link will open an overlay window for browsing the full text. Figure 1.6 shows the Preview window overlaying the catalog search results for the title Reworking the Student Departure Puzzle.
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Figure 1.5 Google Maps mashup of Hillsborough County Public Library Cooperative locations
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Figure 1.6 Google Books Preview integrated into library catalog result page

The developers also display book cover images that are mashed in using the Amazon API (aws.amazon.com), as well as tags and reviews from LibraryThing (www.librarything.com).

3. Creating Discovery Tools for Collections

A popular type of library mashup that enhances discovery of collections and resources is the book cover carousel. Just like the “new book” or “recommended book” shelves in libraries, library websites can offer a dynamic display of book covers by combining book lists and book covers. We’ll take a look at one of these later, in the user-created mashups section.

Figure 1.7 shows an ideal use of a map mashup for discovery. McMaster University Library had print indexes to its aerial photographs collection. By putting these online with a Google Maps mashup, the library allowed researchers to see the photos available for a particular location and/or a particular year. It’s incredibly fast and easy to browse what’s available.
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Figure 1.7 Google Maps mashup of Hamilton area air photos circa 1919

User-Created Library Mashup Tour

Next let’s see how some libraries have become data providers and how some library users are mixing up that data to provide interesting, exciting, and occasionally wacky mashups.

1. Finding Short Books

Let’s start with a bit of a wacky mashup—the LazyLibrary (www.lazylibrary.com). Every school and public librarian has heard a request from reluctant or time-pressed readers for a short book about “topic X.” According to the LazyLibrary website, “this mashup pulls in book data from Amazon and filters out anything with more than 200 pages. Add to that an exceptional user interface and you have one solid service for anyone looking to get more out of reading less” (Figure 1.8).
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Figure 1.8 “Short Books” about pets from LazyLibrary

2. Visualizing Your Bookshelf

Edward Vielmetti, also known as Superpatron (vielmetti.typepad. com/superpatron), was an early pioneer in showing how library users can remix library data streams. He took an RSS feed from the Ann Arbor District Library’s catalog (www.aadl.org/catalog) and created a wall of book covers showing new nonfiction books, new children’s books, and new knitting books (Figure 1.9).

The book covers were from Syndetic Solutions, and the RSS feed was generated by a catalog search. Vielmetti did this as a proof-ofconcept exercise, and his work inspired Kate, an avid knitter who blogs at Four Obsessions: Reading, Writing, Cooking and Crafting (4obsessions.blogspot.com), to post the new knitting books and their covers on her blog (Figure 1.10). She also added the RSS feed to her reader to get the jump on requesting new items. Kate has another area on her blog where she displays covers of books she’s checked out of the library.
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Figure 1.9 Wall of Knitting Book Covers created from the RSS feed from the Ann Arbor District Library
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Figure 1.10 Four Obsessions’ display of knitting book covers


3. The Portable Library

Jesse Andrews is a self-proclaimed book lover and developer of Book Burro (www.bookburro.org), a client-side mashup. Book Burro is an extension for the Firefox and Flock web browsers. With Book Burro, any time you are surfing and encounter a page with book information, a small panel will overlay the page with options to click for more information, such as library holdings and online bookstore prices. Figure 1.11 shows the activation of the small panel and the search options.
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Figure 1.11 Pale yellow Book Burro overlay on Amazon book page

Library Mashups: The Good, the Bad, and the Ugly

Hopefully this brief tour of library-related mashups has given you a peek at the diversity, creativity, and utility of library mashups. Throughout the rest of this book, other library-related mashups will be explored and described in detail. By creating and remixing publicly available data, libraries can offer richer and more dynamic services to library patrons and empower them to develop some wonderful services.

Mashups are not perfect, however. There are some downsides and some caveats to creating and using mashups. Some of the first ones that pop to mind are privacy, rights management, reliability, and provenance.

First and foremost, when creating a mashup, respect copyright and rights management terms. Not all data sources available via an API or XML data stream can be remixed, and it’s critical that copyright and the uses allowed by the copyright holder be respected.


Second, privacy is definitely a factor for any provider, particularly for libraries that are vigilant in protecting the privacy of our users and their borrowing habits. The issue of privacy extends beyond just one data provider, however. For anyone involved with releasing survey data and maintaining user confidentiality, the risk of disclosure of an individual’s identity is not new. It is a bit of a new realm, however, for some of the web companies that are releasing data and finding themselves caught on the wrong foot. Two well-known examples of privacy violation are the AOL release search query data and Google Street View (maps.google.com/help/maps/streetview) sightings.1

Let’s look at an example of how mashing up from multiple data sources can have surprising and downright unpleasant consequences. Tom Owad was one of the first people to show some of the “Big Brother” effects of open data and mashups. He searched a common name on Amazon and captured a sample of 250,000 people with that name who had wish lists. ( Wish lists can list your first and last name, city, and state, if you choose to do so.) Next, he winnowed the list down to people who requested certain “controversial” books, such as George Orwell’s 1984. Once he had that result set, he used the Yahoo! People Search (people.yahoo.com) and was able to find the exact street address and phone number for some of these people. With Google Maps, he was able to pull up a satellite view of their homes. He sent one of them a copy of 1984 as a gift in the mail and blogged about his discoveries. You can read about the steps he took in more detail on his site, Applefritter (www.applefritter.com/banned books).

Before you leap to the conclusion that the internet has to return to a set of balkanized websites to preserve privacy, pause for a moment and consider how we might find a balance between being totally open and totally closed. Sharing data streams and combining them via mashups and web services is in its infancy online, but not so in the world of academic research, statistical agencies, and organizations that have for decades created public-use microdata files that are anonymized to allow reuse. A bit of thoughtful planning can minimize the risk of disclosure. The media coverage of the missteps by high-profile companies has helped sensitize us and raise awareness about disclosure risks with data providers.

Fortunately, libraries already have a high level of awareness of the risks of disclosure, and we simply need to apply what we know when opening up library data sources. For example, we may be able to randomly show books returned during the past 24 hours, but we probably don’t want to show this information in real time because doing so would create the possibility of someone identifying an individual borrower by watching the library’s circulation desk and website at the same time. The lesson to learn from the Amazon wish list example is the need to release library data carefully for remixing, keeping in mind that it will be combined with other data sources.

One major drawback of mashups is their long-term reliability. The mashup ecosystem is still only a few hundred days old; it’s in its infancy. Although a company or organization may provide a data stream via an API today, will it continue to do so in 6 months—or 6 years? When you build a mashup on open data, in many cases you are relying on the kindness of strangers and the future health of the organization offering the service. You need to consider carefully who is offering the resource and that entity’s capacity and commitment to supporting it over time. You also need to consider plan B—what if the data stream goes away? Is there another source you can use? The bottom line is: How much should you invest in building a discovery tool or mashup site? This will really depend on the source of the data, the benefits, and the resources involved. Another important factor is scale. If there is a cap on the number of queries per day, the mashup may work fine at the outset, but what if it really takes off? Some providers, such as Google Maps, offer a licensing arrangement for high-volume or commercial applications.

Last but not least, in terms of major considerations when thinking about creating or using a mashup, is the provenance and authority of the mashup resource. The casual viewer often cannot easily discern who provided what piece of data in a mashup, making it difficult to assess credibility and authority. Some mashup developers state the sources of their data streams; others do not. Even if they do state their source, have they manipulated the data—either deliberately, or inadvertently through a miscalculation?

Conclusion

Each month more organizations are opening up data sources, and the mashup ecosystem becomes richer. Mashup code libraries and hosted mashup sites targeting nonprogrammers, such as Microsoft Popfly (www.popfly.com) and Yahoo! Pipes (pipes.yahoo.com), add more features and services. Put on your creative thinking cap and start dreaming about new services and features that would delight, entertain, inform, and promote libraries. Think about ways to allow your library users to remix library data. There are many exciting opportunities for libraries and users to create interesting mashups.

Endnote

1. In August 2006, AOL released search data logs for more than half a million anonymized users from a 3-month period for academic researchers to analyze. Although the logs were anonymized, the search queries themselves included private information. Within just a few days, there was an outcry about the privacy breach; AOL took down the data set and apologized. In 2007, Google launched its new service—Street View—with street-level photographs of North American cities in which you could clearly see faces of people caught on camera. Some of these included benign but unsettling photographs, such as a crisp photograph of Mary Kalin-Casey’s cat sunning itself inside her living room. Other photographs were not so benign, including burglars breaking into apartments, nude sunbathers, and arrests.







CHAPTER 2

Behind the Scenes: Some Technical Details on Mashups

Bonaria Biancu
Università degli Studi di Milano-Bicocca

API: The Secret of the Mashup

According to the description on ProgrammableWeb (www.program mableweb.com), a mashup involves the combination of data from two or more web sources to build new applications and services.1 To create a mashup, it is therefore essential to be able to gather structured information from websites (or to extract the available content and convert it to a structured format). The most effective and desirable access mechanism to a web service is its application programming interface (API). APIs are a set of functions, procedures, or classes for accessing a web service. They reveal the underlying logic on which a service is built, its key resources, and the functions amenable to be performed from outside the site. In other words, they allow a computer program to access and manipulate data on a web service the same way that a website interface lets the human user surf and dive into its content.

Each site chooses how to expose its content to the outside, so there may be great differences between API providers—or even within the same provider for its different services. Naturally, publicly documenting APIs and offering them free of charge makes them easier for programmers to use.

Why do websites choose to provide a public API, exposing their valuable information for free online? The more obvious reasons include driving people to their site and name recognition, but allowing users to intensively manipulate the contents of a website or to invoke its services from within a third-party client is also an excellent way to test the application: When hundreds (or even thousands) of people begin to develop web services on top of a site, the site is put to the test, and any bug in the code is likely to be discovered and fixed.

Those seeking API information are likely to look in the “developer” section of a website, in the site map, or in the help or FAQ pages, while those offering APIs should also make sure that their tools are listed on sites that gather information about APIs (discussed later in this chapter).

A very important aspect to take into consideration when using an API is its license or terms of service ( TOS), which are the conditions set out by the API provider. There may be limitations on the type of use that developers should make of an API. In most cases, public APIs are free for noncommercial use, while for commercial use the provider may charge a fee or block access entirely. Additionally, there are often limits applied to the rate and bandwidth usage of the client’s requests.

It is also worth noting that APIs evolve over time and may change, so users should check the documentation online from time to time. Another issue to pay attention to is the copyright status of the data being used in the mashup: Items published online may not be legally available for reuse by others, or your application might be asked to meet specific requirements to obtain permissions for republication or reuse. For these reasons, pay careful attention to the license under which information has been published and the conditions under which it may be used by third parties. Whenever a specific license is lacking, apply the laws in force in your country.

In addition to the application logic that allows developers to know what resources are made available and what operations can be performed on them, an important aspect of an API is its communication protocols: How, from a technical point of view, does one invoke the programming interface for the information exchange to take place? What are the syntax requirements for the API requests? Also, what format will the provider use to package information to be sent back to the client making the request? What transport channels must or may be used for the most rapid and secure content exchange? To better understand and answer these questions, we need to take a quick glance at the world of web services and its main features.


Web Services Architectures

The World Wide Web Consortium, known as W3C, defines a web service as “a software system designed to support interoperable machineto-machine interaction over a network” (www.w3.org/TR/ws-arch/#whatis). A web service is a technology that enables information and communication exchange between different applications. Understanding how they work is clearly a fundamental requirement for correct use of programming interfaces and the creation of effective mashups.

Web services are based on a conceptual model that has a service provider, an application that makes certain information available or that provides the capability to perform certain operations, and a service consumer, which will make use of the information or the services. The service consumer (the website in which the mashup takes place) issues a request to a service provider (the website that provides the API). If this request is issued correctly, the service provider sends back a response formatted according to the service’s rules.

In practice, the transport protocol and the language most commonly used are HTTP and XML (eXtensible Markup Language). If your program will acquire information, data, or services from a website through its API, you need to know the particular communication requirements for that site and how to format the request according to those requirements. You will then send your request over HTTP choosing one of its methods.

Frameworks in the web service architecture may be different, depending on the technology and protocols employed. The most widely used are REpresentational State Transfer (REST) and SOAP (which originally stood for simple object access protocol, a definition that is no longer used), which lay the foundations of resourceoriented and service-oriented architecture, respectively.

REST is the simplest, and thus by far the most used, protocol in the creation of mashups. As we shall see in the section titled “An Example With Yahoo! Answers,” REST consists of a simple-to-implement interface based on a resource-oriented architecture. REST assumes a service user that requests information (or triggers operations) from a specific application. The request employs a URL (Uniform Resource Identifier) containing the API parameters and is transmitted using one of the methods (e.g., GET) over HTTP. Note that REST architecture requires operations to be invoked by the HTTP method, not from within the URL sent over the network, provided that the URL carries only the scoping information (that is, the requested resources). This means that, in a pure REST style, if you simply ask for information from a web service, you should use the GET HTTP method, but if you ask the service to perform any operation on its resources, your request should use a different method, either POST, PUT, or DELETE.2

When the query is sent over the network, the service provider sends back a response with the information formatted in a language (typically in XML, although other response formats, such as JSON [ JavaScript Object Notation], are being increasingly adopted). The client can then use the response as an input for other operations or can render it graphically in a webpage. As you can see, the REST web service’s request-response logic is the same as that used on the web when a human user navigates through various online venues. The only differences are that on one hand the transactions are activated through the API calls rather than URLs sent via browser and, on the other hand, the response format is intended for computer—rather than human—consumption.

SOAP is another web service style that has developed alongside REST; it relies on international standards and protocols and has been adopted primarily in the enterprise world. SOAP uses HTTP as the transport protocol for exchanging information, but it requires that both the requests sent by the service consumer and the answers returned by the service provider be wrapped in an XML envelope. The provider itself describes the web service through specific XML schemas that are then published online so that the consumer application can conform to it.

Most Web 2.0 sites use REST interfaces for their APIs. This makes sense when you consider that one of the goals of Web 2.0 is to lower the technical barriers that in the past have prevented the average user from active participation in online information production. It is easy to issue a request by adding parameters to a URL and sending it to a server from a browser or an HTML form. It is even easier if the URL takes the GET method. Building a rich and compelling mashup is possible with little or no knowledge of programming, thanks to REST.

SOAP is definitely more complex to implement, and according to REST fans (the so-called RESTafarians), it fails to promote the ease of use and effectiveness inherent in the World Wide Web concept. It is, however, important to understand the basics of the SOAP architectural style, both because many sites use only SOAP and because SOAP is more standardized and refined than REST. You might also find SOAP to be a requirement for business-oriented development projects.

Where to Find APIs Online

As you first approach the world of mashups, it is very useful to have access to the experience of other users, as well as to learn which websites are most open to information reuse. A helpful resource to consider for this type of training is ProgrammableWeb. This site has the most comprehensive list of mashups; it also collects news from the web, trends from the industry landscape, technical information, guides, and references. On ProgrammableWeb, mashups can be browsed by category, popularity, date, and tags. Every mashup has an associated description of its functionalities, along with the APIs used, tags, author information, and links to related mashups. In addition, ProgrammableWeb users can vote on the mashups, add them to their favorites list, and follow up on new applications using the same API via RSS feeds.

As Raymond Yee explains in his excellent book Pro Web 2.0 Mashups (blog.mashupguide.net), a useful way to develop creative mashup ideas is by studying the applications already created by other users. Ask yourself questions like:

• What is being combined?

• Why are these elements being combined?

• Where is the remixing or the recombination happening?

• How are various elements being combined (that is, first in the interface but also behind the scenes in the technical machinery)?

• How can the mashup be extended?3

These questions and their answers provide a useful grid with which to analyze any mashup found on ProgrammableWeb and help you thoroughly understand the dynamics and problems involved in a mashup.

You can also learn quite a bit by studying the message conveyed by the components that enable the mashup, in particular the APIs—the real workhorses of mashups. On this site, each API has an associated analytical fact sheet that gives a general description, tags, latest news, a list of mashups that use it, which protocols are implemented (web service styles such as REST and SOAP, and data formats), functionalities (for example, different types of methods to be invoked), security models (authentication, SSL, etc.), support (offered both from the vendor and from the community worldwide), and the signup requirements and licensing TOS. Often there are also guides on how to use the API, including feedback from those who have used it.

The information provided on ProgrammableWeb and in its how-to documents is very valuable, giving an idea of the range of sites that allow you to exploit their services. Moreover, beginning mashup developers will appreciate the simplicity of the site’s contents and the ability to search the database for code libraries and development tools.

ProgrammableWeb is a general directory; although it describes several thousand mashups, very few are library-oriented. However, thanks to the efforts of the Library 2.0 movement and to the release of information management software that is more modular and standards-compliant, library-related mashups and public APIs are beginning to gain a certain public attention. The Library Software Manifesto (techessence.info/manifesto) calls for free access to APIs for libraries that have purchased a library system. It is often only because of such public access interfaces that all the data—bibliographic or not—stored in library databases can be exploited beyond the set of uses provided by vendors (here we talk of legal and permitted uses!). Although libraries, as organizations that deal primarily with information, may seem to be logical players in the world of data and web services, in the past there has not been much awareness about the importance of open APIs or the potential they could have for libraries’ goals. For example, there are few APIs for online catalogs, apart from the queries allowed by the Z39.50 protocol. It is difficult, or even impossible, to create a mashup like John Blyberg’s SOPAC (www.thesocialopac.net; see Chapter 12) without having an API that supports it. Often librarians do not know whether the software in use in the library has an API, and vendors do not volunteer this type of information.

This makes the effort of the Mashed Library social network (mashedlibrary.ning.com) that much more important. This group collected a list of library-oriented APIs and web services that were then incorporated into a permanent list on TechEssence.info (techessence.info/apis). Many of the APIs listed interact with OPACs (Online Public Access Catalogs); others relate to the software for digital resource management made available by some of the major players in the information technology scene, such as OCLC consortium, Amazon (www.amazon.com), the library-related product vendor Talis, and the social cataloging service LibraryThing (www.librarything.com). I should also mention the JISC Information Environment Service Registry (iesr.ac.uk), a machine-readable registry of electronic resources, including APIs, with access information and documentation, and the SRU (Search and Retrieve URL) web service, developed by the Library of Congress as an evolution of the Z39.50 protocol.

It is time to foster bottom-up initiatives in the library and information science arena and to harness librarians’ creativity to make more flexible and up-to-date use of library software. It is time to extensively exploit integrated library systems in a more user-oriented manner, shaping the ways different sources of digital content expose their data to make information suitable to be used by third-party applications such as a blog, a web calendar, or an RSS feed. This way, users themselves will be able to create applications that neither vendors nor librarians might ever imagine.

If, after reading this book, you want to get your hands dirty with mashup development, you can take either the ProgrammableWeb or the TechEssence list as a starting point for discovering API magic.

Mashups Without APIs

So far we have described APIs and their styles of communication, but what happens if a site does not have structured interfaces through which other services can retrieve the needed information? Although many sites are equipped with APIs, not all make them publicly available to third-party applications; in some cases you can use the API only by paying a fee, while in others, APIs are kept secret by companies or organizations because they are considered strategic for the commercial success of a product or service. There are also websites that do not offer any programming interfaces with which to interact. In these cases it is more difficult to utilize the data; nonetheless, you may still have a chance to create a mashup by tapping into the sources provided.


Useful Mashup Resources

• cURL, curl.haxx.se

• Google Code, APIs, and developer tools, code.google.com/more

• MashupCamp, www.mashupcamp.com

• Poster Add-on, addons.mozilla.org/enUS/firefox/addon/2691

• ProgrammableWeb Mashup feed, www.mashupfeed.com

• W3 Schools SOAP Tutorial, www.w3schools.com/soap

• Raymond Yee, Pro Web 2.0 Mashups: Remixing Data and Web Services (Berkeley, CA: Apress, 2008)

• Sam Ruby and Leonard Richardson, RESTful Web Services (Farnham, UK: O’Reilly, 2007)



Raymond Yee suggests that you first study the specific URL language used by the site. This is useful even if a public API is present, but it becomes crucial in a case where there is no API and you have to discover on your own the underlying information architecture adopted by a site. The way in which web addresses are built may provide clues about whether and how information is structured into URL-identifiable resources, or perhaps even categorized, tagged, or organized in some way so that a computer program may operate with it.

One reliable source of consistently formatted data that allows for reuse in web services is a site’s feed. Feeds are nothing more than small chunks of information formatted in XML or in one of its dialects (such as RSS or ATOM) and are normally used by websites to disseminate updated content that users can read by means of aggregators or feed readers. In fact, feeds can be seen as a basic RESTful web service, given that an XML-formatted response is invoked by a URL request over HTTP.

Utilizing the file that underlies the typical orange icon indicating the presence of a feed, developers can parse the information and use it as input for another application or render it directly in a webpage. The presence of content import-export features or the use of web development techniques like Ajax (Asynchronous JavaScript and XML; a programming language comprised of JavaScript and XML that is used for creating dynamic web applications) are other hints that the site has data that is able to be processed by an external program.

If a site does not provide an intelligible URL language, feeds, or other gateways to access its data, then you must rely solely on its web interface using the technique known as screen scraping. Through this mechanism, information intended exclusively for human consumption is extracted from the webpage and sent as input to a computer program. The screen scraper program then acts on the content presentation layer of the webpages and uses its HTML tags as hooks to identify the desired information resources.

Naturally, these hacking techniques produce results that are often fleeting and unreliable. If a site doesn’t allow for an API, there may be solid reasons—including legal ones—that it does not make its data available for third-party use. You must analyze carefully whether screen scraping can be used in a particular situation, even if it represents the only opportunity you have to obtain some piece of information.

An Example With Yahoo! Answers

Let’s move from theory to practice and see how a real web service requests data from an online source and processes it to make it usable in a mashup. Given that mashups generally combine data from two or more information resources, for each source in your mashup you will need to understand its particular inputs and outputs, as we illustrate here with Yahoo! Answers (answers.yahoo.com).

There are many websites that make their APIs available to users: search engines such as Google (www.google.com), which provides the opportunity to query its index; media-sharing sites such as Flickr (www.flickr.com) and YouTube (www.youtube.com), from which you can pull pictures and movies; aggregators such as Technorati (www.technorati.com) and Feedreader (www.feedreader.com), from which to get user-generated content and feeds; and many others. Yahoo! (www.yahoo.com) itself offers a wide variety of APIs and web services that interact with its search engine as well as with many others of its online services, such as maps, music, financial information, social bookmarking services, and so on. In the Yahoo! Developer Network ( YDN; developer.yahoo.com), you can find all of the necessary information about the application interfaces and other related technologies, along with guides and video-tutorials, web design libraries, a mashup gallery, reports on hacking initiatives, and support from both the company’s team and the developer community. The service chosen as an example for this chapter is Yahoo! Answers.

In its own words, Yahoo! Answers is “an online community where anyone can ask and answer questions on any topic. Yahoo! Answers connects people to the information they’re seeking with those who know it.” Consulting the YDN Answers section (developer.yahoo. com/answers), we discover that APIs allowing access to questions and answers posted by Yahoo! Answers’ users are available for public use. The API uses a REST interface, so we know this means we need to do the following:

• Build a URL with parameters specified by the API.

• Send it using one of the required HTTP methods.

If you want to use the Yahoo! Answers API, you have to request an Application ID (developer.yahoo.com/wsregapp). This procedure is often required by sites hosting open APIs because this way the API provider (that is, the service provider) can track the number and types of the requests and the bandwidth each application makes use of, in addition to the characteristics of the client requesting the content.

There are four types of queries provided by the API: question Search, getByCategory, getQuestion, and getByUser. These reply with, respectively, questions that match your query’s argument, questions from a certain category, details of all the answers given to a question, and Yahoo! Answers questions from a specific user. The API page also has a form so that you can immediately try your queries and verify the answers returned by the service provider. The only HTTP method available to the API is GET; therefore, you can only read information from the site, not upload, edit, or delete data on the server.

The first of the queries, questionSearch, “finds open, resolved, or up-for-vote questions that include your search terms.” To access searches, you must build a request that retrieves questions using the parameters provided by the API.

The target URL to which the request must be sent is


http://answers.yahooapis.com/AnswersService/V1/questionSearch

where http://answers.yahooapis.com/ is the API hostname, and AnswersService is the service. The acronym V1, located just after it, refers to the API version number, and questionSearch represents the query type we have chosen.

Here are some of the query arguments that you can employ for this kind of request:

• query – search terms (required)

• category_id – search only in the specified category ID or IDs (IDs may be seen in the request URLs when you browse Yahoo! Answers categories)

• region – filter based on country (e.g., us: United States; uk: United Kingdom; it: Italy)

• sort – sorting order of result set

- relevance – by relevance (default)

- date_desc – by date (newest first)

- date_asc – by date (oldest first; omit for default “relevance”)

- appid – by the application ID (required)

- output – definition of the output for the call (accepted values are “xml,” “json,” “php,” and “rss”; omit for default “xml.”)4

For example, if you would like to get questions asked by users in the U.S. regarding solar energy in the Green Living subcategory and have the results sorted by date, with the most recent questions first, you send

GET

http://answers.yahooapis.com/AnswersService/V1/questionSearch?

appid=MyYahooAppId&query=solar%20energy&category_id=2115500307&region=us&sort=date_desc5

Note that you must substitute MyYahooAppId with your application ID and that arguments and that values must be URL-encoded.6

The number 2115500307 in category_id is the identifier for the Environment/Green Living category as shown in the URL of the corresponding Yahoo! Answers page. By default the maximum number of results is 10, and the default response format is XML. Because we have not specified either of those parameters, the defaults will be used.

You can test this URL by pasting it in the location bar of your browser.7 The result is an XML-formatted response containing the requested information, plus a set of further parameters, such as the id and the nick name of the user who asked the question, the number of answers provided for each question and—if they exist—the preferred ones among them. The XML code may be parsed and sent as input for a third-party application or rendered in an HTML page for displaying the results in your preferred style. For example, a consortium of libraries on a geographical scale could cooperate in reference services, developing a mashup that draws within a unique interface questions about a certain topic from the online reference service’s users and from the local Yahoo! ones.

It is also possible to get a feed-style response choosing RSS as the output format (&output=rss). In this case the URL resulting from the API call is an RSS feed address that can be used by a feed reader to get notified over time when new questions meeting your criteria appear on Yahoo! Answers.

The JSON output format returns a serialized JavaScript, a less complex format than the XML that is provided by default. JSON can be used in combination with the callback function provided among the API parameters to solve the cross-site security issues like the Same Origin Policy that you are likely to encounter if you write your application in a client-side scripting language such as JavaScript. Last, remember that this web service limits you to 5,000 queries per IP (Internet Protocol) address per day and that you are asked to agree to the Yahoo! API Terms of Use (info.yahoo.com/legal/us/yahoo/api/api-2140.html) and TOS (info.yahoo.com/legal/us/yahoo/utos/utos-173.html). In addition, websites and applications using this Yahoo! web service must display the attribution “Powered by Yahoo! Answers.”

Mashup Editors

A significant advantage of the current level of attention to mashups is the fact that there are more and more tools and services being developed that make building a mashup increasingly simple, even for the average internet user. Some of these entirely eliminate the need for programming, hiding such technical details behind the interface. Some big web companies have begun working on editors for mashups, that is, applications that allow you to combine information instantiating simple commands in a visual user interface. As Nicole C. Engard explains in Chapter 7, Yahoo! Pipes (pipes.yahoo.com) has revolutionized the mashup editor.

Microsoft, too, is taking part in the mashup trend and has enhanced its offerings with a web editor for mashups called Popfly (www.popfly.com). This program, which requires the use of the Silverlight (silverlight.net) plug-in, allows the creation of mashups “without writing a line of code,” thanks to a graphic editor in which you can drag and drop 3-dimensional components (the blocks) from a sidebar containing offerings of Images and videos, News and RSS, Social networks, and others, plus a basic Tools set. The latter provides the operations that can be applied to the other modules, such as Merge, Sort, or List the content. Sophisticated users can switch to the advanced view that displays the JavaScript code that lies behind each module, which they can then edit directly. It is also possible to customize your application with HTML and to test the running mashup in the debug console.

Thanks to the interconnection of the Popfly editor with Web 2.0 social sites, you can easily create mashups like slideshows of your favorite pictures and podcast and video players. Popfly also offers a space for hosting both webpages and applications developed with the mashup editor.

Among other visual mashup editors that deserve a mention are openkapow (openkapow.com), Intel Mash Maker (mashmaker.intel. com/web/index.php), and Dapper (www.dapper.net), as well as more business-oriented tools like the JackBe Presto Platform (www.jack be.com/products) and Serena software (www.serena.com/mashups).

In general, however, for those who are taking their first steps on the mashup path and have limited development skills, it is better to start with one of the first editors described here ( Yahoo! Pipes or Microsoft Popfly). These are fully documented and have many examples and quite a few pre-built modules that one can exploit. They also have active online communities that can provide support for beginners and advanced users alike.


Endnotes

1. I would like to thank Karen Coyle and Raymond Yee for their generous feedback and support in writing this chapter.

2. The differences among pure REST and styles such as REST-RPC are well explained in RESTful Web Services (see Sidebar titled “Useful Mashup Resources”). Although most web services claim to be RESTful, they often expose data in a hybrid manner (for instance, they put API methods inside the URL rather than utilizing HTTP protocol). See also Duncan Cragg’s blog posts: STREST (Service-Trampled REST) Will Break Web 2.0 (duncan-cragg.org/blog/post/strest-service-trampled-rest-will-break-web-20), and The REST Dialogues (duncan-cragg.org/blog/tag/dialogue).

3. Raymond Yee, Pro Web 2.0 Mashups: Remixing Data and Web Services (Berkeley, CA : Apress, 2008), 3.

4. The arguments and their explanations are quoted from questionSearch page (developer. yahoo.com/answers/V1/questionSearch.html).

5. See YDN to get information about how to build REST URLs (developer.yahoo.com/search/rest.html).

6. URL encoding (or percent encoding) is a technique used to convert special characters in a URL to a valid format. One example of this is the space between words in terms like solar energy, which will be encoded to %20. For more information, see the Wikipedia page (en.wikipedia.org/wiki/Percent-encoding) and a list of encoded characters (www.w3schools.com/TAGS/ref_urlencode.asp).

7. You can call the API from within a web service written in a server-side programming language such as Perl and PHP or from an Ajax client. You can also try the API functionalities by sending the request through a command-line program like cURL (Client URL Library) or through the Firefox Poster add-on. YDN offers a Software Development Kit (developer.yahoo.com/download/download.html) with code libraries available for public use, to implement web services in diverse programming languages.
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