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				Introduction

				On September 1, 2010, Steve Jobs took the stage in San Francisco to announce the latest and greatest iPod. During his speech, he gloated an astonishing statistic that Apple has 50 percent of the mobile gaming market; he followed up with the even more astonishing statistic that the iPod touch alone outsells both Nintendo’s mobile products and Sony’s mobile products — combined.

				We don’t really need to say any more than that to convince you that developing games for Apple’s mobile platforms is worthwhile! We probably will though.

				As you continue to explore the iOS as a gaming platform, you’ll be amazed at the possibilities for simple, quick attention-grabbing games that last for mere moments of time. The iPhone and iPad are, in addition to being useful and powerful mobile computers, the most interesting gaming devices in recent memory. The combination of powerful hardware, a decent display, permanent Internet connectivity, and an enormous user base (120 million iOS devices as of late 2010) makes it possible to create a class of games for mobile users that were once possible only on desktop PCs. But not only that — Apple’s App Store provides a direct sales and distribution channel to potential users that really can’t be beaten.

				The iPhone and iPad, and iOS in general, are game changers for the world of game development. Never before has it been so easy for an individual, or a small group, to build a game that can be distributed to the world. One of the hallmarks of a great iOS game is that it leverages the unique hardware and operating system (iOS) that Apple produces for an extremely polished and consistent, yet unique, experience. The iOS Software Development Kit (SDK), which you use to develop iOS games, includes tools such as OpenGL ES, which makes the type of 3D graphics that would’ve never been possible on a mobile device, dare we say it, simple. The frameworks supplied in the SDK are especially rich and mature. All you really have to do is add your game’s user interface and game play mechanics to the framework, and then poof . . . an instant game. Well, sort of — but we help you through the patches that are a bit more challenging, as we guide you along the way to making an awesome game.

				If you’re familiar with older versions of the SDK, you’re in for a pleasant surprise: SDK version 4.1, which includes Xcode 3.2.3, is a lot, lot better and easier to use. This book is based on iOS 4.1 for iPhone and iOS 3.2 for iPad (the latest versions at the time of writing) and Xcode 3.2.3. 

				If this seems too good to be true, well, okay, it is, sort of. What’s really hard, after you figure out the language and framework, is how to create a program structure for an iOS. Although there are lots of resources, the problem is exactly that: There are lots of resources — as in thousands of pages of documentation! You may get through a small fraction of the documentation before you just can’t take it anymore and plunge right into coding. Naturally enough, you’ll have a few false starts and blind alleys until you find your way, but we predict that after reading this book, it’s (pretty much) smooth sailing.

				About This Book

				iPhone & iPad Game Development For Dummies is a beginner’s guide to developing games for the iPhone, iPod touch, and iPad, which all run Apple’s iOS. And not only do you not need any iPad (or iPhone) development experience to get started, but you also don’t need any Macintosh development experience either. We expect you to come as a blank slate, ready to be filled with useful information and new ways to do things.

				The iOS devices allow you to build truly innovative, simple, and clever games that can reach a wider audience than was ever possible for independently developed games in the past. And because you can also start small and create fun, simple games that entertain the player, it’s relatively easy to transform yourself from “you know nothing” into a game developer who, though not (yet) a superstar, can still crank out quite a respectable game.

				The iPhone and iPad devices can be home to some pretty fancy games as well — so we take you on a journey through building not just a simple game but also a souped up version for the iPad that uses OpenGL ES (a 3D graphics system that we cover in Chapter 22) so that you know the ropes for developing your own game.

				This book distills the hundreds (or even thousands) of pages of Apple documentation, not to mention our own game and app development experiences, into only what’s necessary to start developing real, fun games. But this is no recipe book that leaves it up to you to put it all together; rather, we take you through the frameworks and iOS architecture in a way that gives you a solid foundation in how games really work on the iPhone, iPad, and iPod touch. This book acts as a roadmap to expand your knowledge as you need to.

				This book is a multiple-course banquet, intended to make you feel satisfied (and really full) at the end.

				Conventions Used in This Book

				This book guides you through the process of building iOS games. Throughout, you use the provided iOS framework classes for iOS (and create new ones, of course) and code them using the Objective-C programming language.

				Code examples in this book appear in a monofont so they stand out a bit better. That means the code you see looks like this:

				#import <UIKit/ UIKit.h>

				Objective-C is based on C, which (we want to remind you) is case-sensitive, so please enter the code that appears in this book exactly as it appears in the text. This book also uses the standard Objective-C naming conventions — for example, class names always start with a capital letter, and the names of methods and instance variables always start with a lowercase letter.

				All URLs in this book appear in a monofont as well:

				www.nealgoldstein.com

				If you’re ever uncertain about anything in the code, you can always look at the source code on the Internet at www.nealgoldstein.com or www.traffic.secretlab.com.au. (You can grab the same material from the For Dummies Web site at www.dummies.com/go/PONIES.) From time to time, we provide updates for the code there and post other things you might find useful. Neal also offers insights about everything from developing apps to the future of mobile devices and applications at www.nealgoldstein.com. Secret Lab also posts articles and notes on game design and development at www.secretlab.com.au.

				Foolish Assumptions

				To begin creating your iOS games, you need an Intel-based Macintosh computer with the latest version of the Mac OS on it. (No, you can’t program iPhone applications on the iPad!) You also need to download the iOS SDK — which is free — but you have to become a Registered iOS Developer before you can do that. (Don’t worry; we show you how in Chapter 2.) And, oh yeah, you need an iPhone or iPod touch (or an iPad if that’s your target device). You don’t run your game on them right away — you use the Simulator that Apple provides with the iOS SDK during the initial stages of development — but at some point, you need to test your application on a real, live iOS device.

				This book assumes that you have some programming knowledge and that you have at least a passing acquaintance with object-oriented programming, using some variant of the C language (such as C++, C#, or even Objective-C). If not, we point out some resources that can help you get up to speed (including Neal’s book, Objective-C For Dummies). The examples in this book focus on the frameworks that come with the SDK; the code is pretty simple (usually) and straightforward. (We don’t use this book as a platform to dazzle you with fancy coding techniques.)

				This book also assumes that you’re familiar with the iPhone and iPad, and that you’ve at least explored Apple’s included applications to get a good working sense of the iOS look, feel, and style. Browse the App Store to see the kinds of games available there, and maybe even download a few free ones (as if we could stop you).

				How This Book Is Organized

				iPhone & iPad Game Development For Dummies has five main parts, which we explain in more detail in the following sections.

				Part I: Getting Started

				Part I introduces you to the iOS game development world. You find out what makes a great iOS game, and how to exploit the iPhone, iPod touch, and iPad’s best features to create a compelling and fun gaming experience. You also discover how to sign up for the iOS Developer Program and become an official developer so that you can distribute your games through the App Store. You also explore the components of the iOS SDK, such as Xcode (the Apple development environment) and Interface Builder.

				Part II: Traffic, The Game

				In this part, you find out how iPhone games work, and we explain how to use the frameworks that form the raw material of any iOS app to assemble the user interface of our example game, Traffic, and to move things around on the screen. We also reveal design patterns that you need to adopt to make use of the iOS SDK. Part II also describes how to debug your games, provision your work for testing on real devices (and for distribution to the App Store), and play music and sounds.

				Part III: The Social Aspects

				Part III is deceptively short but intensely illuminating. These four chapters describe integrating more social technologies with your game, including Apple’s Game Kit framework for wireless networking among people on multiple devices, Facebook for posting social updates, and external display support for making your game have more of a party atmosphere.

				Part IV: The iPad

				With the basics behind you and a good understanding of the iPhone game architecture under your belt, it’s time to talk about money and the iPad. In this part, we discuss Apple’s iAd for generating revenue through the sale of advertising displayed in your game. Part IV also covers the theoretical and practical aspects of upsizing your game to the world of high-resolution and technologies introduced with the iPhone 4 and the iPad, such as gesture recognizers. We dip a toe in the world of OpenGL ES (Apple’s fast 3D graphics library) and speed up the world of Traffic with some new effects and features for the iPad version.

				Part V: The Part of Tens

				Part V consists of some tips to help you avoid figuring out everything the hard way. We talk about some key differences to consider when designing games for the iPad and iPhone, discuss some marketing tips to help get you on the road to App Store success, and showcase our ten favorite games to be inspired by.

				Icons Used in This Book

				[image: tip.eps]This icon indicates a useful point that you shouldn’t skip.

				[image: remember.eps]This icon represents a friendly reminder. We describe a vital point here that you should keep in mind while proceeding through a particular section of the chapter.

				[image: technicalstuff.eps]This icon signifies that the accompanying explanation may be informative (dare we say, interesting?), but it isn’t essential to understanding game development. Feel free to skip past these tidbits if you want.

				[image: warning_bomb.eps]This icon alerts you to potential problems that you may encounter along the way. Read and obey these blurbs to avoid trouble.

				Where to Go from Here

				Dive into the exciting world of iOS game development! If you’re nervous, take heart: The iOS is still so new and such rich territory for developers to mine, that no company or individual has a lock on innovating with it. Your idea just might be the exciting game that everyone’s waiting for.

				Don’t forget to check out our Web sites at www.nealgoldstein.com, www.secretlab.com.au, and www.traffic.secretlab.com.au or www.dummies.com/go/iphoneipadgameprogramming.

				Now, get ready to have some fun building games!

				Please note that some special symbols used in this eBook may not display properly on all eReader devices. If you have trouble determining any symbol, please call Wiley Product Technical Support at 800-762-2974. Outside of the United States, please call 317-572-3993.  You can also contact Wiley Product Technical Support at www.wiley.com/techsupport.
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					In this part . . .

					You say you want a revolution? Well, here’s the plan: This part explains what you need to know to get started on the Great iOS Game Design and Development Trek. After reading this part, you can evaluate your idea for an iOS game application, see how it stacks up, and figure out what you have to do to transform it into something that knocks your users’ socks off.

					You have to register as an Apple developer if you want to get the Software Development Kit (SDK) and all the other goodies that Apple provides for developers — and of course, that means agreeing to a confidentiality agreement. And if you actually want to run your application on a real iOS device, you have to join the iOS Developer Program. This part gets you through these processes and introduces you to the SDK. Here’s a breakdown of the chapters in this part:

					 Chapter 1 describes the features of iOS devices and the elements that make a great game. You find out how to exploit the platform’s features and embrace its limitations. You also discover how to design with both while keeping user expectations in mind.

					 Chapter 2 gets you into the Apple developer village. You find out how to register as a developer, join the program, explore the developer center on the Web, and download the SDK.

					 Chapter 3 goes into more detail about the SDK itself. You find out all about Xcode and Interface Builder, how to start a game project from a template, how to build and run a game, and how to customize Xcode to your liking.

			

		

	
		
			
				Chapter 1 

				Building Great iOS Games

				In This Chapter

				Getting your mind on the game developer track

				Discovering the features that make for a good game

				Figuring out your game concept

				Fine-tuning the possibilities in your game design

				Just as you find with any type of app, the range of games available for the iPhone (and iPad) is huge. They range from games that are expected to be chart busters from the beginning (the games produced by giant studios, such as Electronic Arts) to games made by individuals in their spare time that become huge hits (for example, Trism and Flight Control).

				So, as a soon-to-be iPhone and iPad game creator, you need to find your slot in the range of games. As the authors of this book, we help you do that. In this chapter, we tell you how to get into the game developer mindset, determine what makes a good game, initiate a game concept, and then design the game to fully develop that concept.

				When we started writing this book, we spent a lot of time figuring out the best way to showcase iOS game development. After much deliberation, we decided to showcase a complete game, dubbed Traffic, from start to finish. The alternative was to merely show you how to build pieces that could be useful in the development of a game. Instead, we chose to build a commercial-quality game step by step, demonstrating all the concepts and knowledge you need to build an amazing, real game of your own.

				Enjoy!


				iPhone, iPads, iDon’tKnows

				The iPad, Apple’s new computer, is fresh out of the factories and being bought by the millions. The iPad has been (somewhat unfairly) described as a “giant iPhone,” which is inaccurate from a user experience point of view but rather accurate from a technical point of view.

				Both the iPad and the iPhone run the same operating system — iOS. This means that 95 percent of the skills you pick up by reading this book apply to the iPad as much as they do to the iPhone. When we talk about iOS, or iOS devices, we’re talking about the iPhone, the iPod touch, and the iPad.

				Because these devices are so similar, whenever we refer to development on the iPhone, we also talk about development on the iPad as well. 

				Parts I, II, and III of this book discuss the development of the game for both the iPhone and the iPad. Part IV has more focus on the iPad and discusses the changes that you need to make so your game is the best it can be on the iPad.



				Figuring Out What a User Wants from an iPhone Game

				Think about a typical weekday — it’s 8 a.m., and you’re waiting for your train. You’re bored. You’ve already checked your e-mail more times than is healthy, you’ve checked Twitter and told the world that your train is late, and you’ve checked the latest news headlines in your favorite news application. And you’re still bored.

				If only you had a game to pass the time! If you’re using an iPhone, you probably do. You take your iPhone out of your pocket and touch the icon of your current favorite game to ease your boredom for a moment. Sixty seconds later, your bus arrives. You instantly snap out of the pocket-sized game world you were absorbed in, push your iPhone’s Home button, and get on the bus.

				On the train, you take a seat and pull your iPhone back out. Touching the icon of your favorite game again, you ease right back into play at exactly the same point you left off before you got on the train. Ten minutes later, your train pulls up at your stop, and you hit the Home button, pop the iPhone into your pocket, and head into work.

				Why does all this matter? This scenario reflects the way most people play the best of the games available on the iPhone. They want to be able to listen to their music while they play, and they don’t want the game to demand so much of them that they’ll miss their train, or worse.

				[image: remember.eps] People play their iPhone games in potentially loud, bright, and distracting environments while they wait for something else to happen or while they talk to people. They play them for a minute or two before switching to something else, and they expect their iPhone to know what they were up to when they finally come back to the game.

				Establishing a Game Developer Mindset

				Why develop iPhone and iPad games? Because you can. Because it’s time. And most of all, because it’s fun! Developing a game that can potentially reach an audience in the millions is a hugely rewarding experience no matter how you look at it. Here’s what makes developing games so much fun:

				iOS games are usually small and conceptually simple to understand. As with iPhone apps, a single developer, or maybe one with a partner and some graphics support, can do them. You don’t need an enormous team with hordes of people, managers, and paperwork to create something rich and compelling. You have the power to create something that can reach millions, and you can do it from your own home.

				Games on the iPhone and iPad are focused and clean. The games get straight to the point of what makes them fun and help the users to dive in and out with ease. They’re simple but not simplistic. This makes the design and implementation much easier and faster.

				The popularity of the iOS platforms (that is, the iPhone and the iPad) makes getting your work into the hands of users easier than ever. Getting your game onto a mobile device used to mean negotiating a deal with a publisher; these days, it’s as simple as signing up online with Apple.

				[image: tip.eps]Before we talk about how to design your games, it’s worth pointing out the single most valuable piece of advice one iOS game developer can give another: Play other people’s games!

				The more you play iOS games, the better you understand them. The better you understand them, the better your own games become. When you play, if you try to determine how the game actually works, you often strike inspiration. Many games appear simple on the surface, but if you delve deeper beneath the interface by paying closer attention to how you interact with the game and what the game presents to you in return, you reveal much hidden complexity in the way the game is constructed.

				Discovering how others have built their games while you play them is the best way (other than reading this book) to develop your game building skills and gain a better understanding of what makes a great game tick.

				Noting the Features of Good Games

				Figure 1-1 shows the final version of the Traffic game you develop throughout this book. The concept for this game came to us after we noticed the popularity of simple puzzle games, line-drawing games, and solid (but simple), smartly presented game designs in the App Store.

				
					Figure 1-1: The Traffic game you build in this book.

				

				[image: 599105-fg0101.eps]

				How complex is the Traffic game? Not very. After you figure out how the game works in your head, and on paper, the actual programming doesn’t take very long. Developing Traffic took us a little more than two months, working on and off.

				Good iOS games share characteristics with good iOS applications of any kind. Before you jump in and design and build your game, make sure that you recognize these characteristics and incorporate them in your creation. We don’t use all these characteristics in the Traffic game because it doesn’t make any sense to simply cram ideas and features into a game in the spirit of embracing a platform. Judicious picking and choosing is essential to building a great game. In the next sections, we go over some of the most important.

				Device-guided design

				One of the keys to creating a great iOS application is to take advantage of the functionality that the device offers. In the case of a new platform (such as the iPhone 4 and the iPad), capitalizing on the new possibilities is especially important — especially when the application is a game!

				Games are often expected to push the limits of a platform. When your game can easily incorporate new iOS (or hardware) functionality, new frontiers of game design and innovation open before you. These elements of iOS functionality — and how they relate to games — are as follows:

				Accessing the Internet: Allowing your games to offer users the ability to post their high scores to social networking sites, such as Facebook, or quickly and easily download new levels or content packs for your games is not just a good idea, it’s essential. Word of your game spreads faster as users share their scores and favorite levels via their Facebook or Twitter pages. Your users also feel more connected and invested in your game because they’re sharing it with their friends! By providing access to extra content stored online, your game’s initial download size can also be made quite small.

				 We cover making your game into a social beast in Chapter 16.

				Detecting the location of the user: Using the iPhone’s built-in location services, you can determine the device’s current location or even be notified when that location changes. In the context of gaming, location has a variety of potential uses — though many of them aren’t obvious. For example, you could create a location-based game in which the player’s location influences the game.

				Pac-Manhattan, a 2004 research project into location-aware games, had players running around the streets of New York carrying bulky GPS devices and re-creating a game of the arcade classic Pac-Man. Six years later, you have all the power of that hardware in your users’ pockets.

				Tracking motion and orientation: The iPhone and iPad contain three accelerometers and a compass (and the iPhone 4 adds a gyroscope), which help you detect very small changes in movement. You can use these features to detect when the user turns the device from vertical to horizontal. In the case of iPhone games, you’re probably more interested in subtle movements, such as tilting.

				Cro-Mag Rally, by Pangea Software, features a unique racing experience in which the user holds the iPhone like a steering wheel and turns it to drive the car. There are also a number of dexterity-based games in which the player must roll a ball around an obstacle course, such as Super Monkey Ball and Labyrinth. Traffic makes use of the accelerometer to detect the user shaking the device; you can read about how to add the feature to the game in Chapter 25.

				Tracking multiple screen touches: Because people use their fingers, rather than a mouse, to select and manipulate objects on the iPhone screen, take advantage of the fact that people have more than one finger! The iPhone can detect up to five individual fingers on the screen at any one time and lets you determine when people perform gestures with their fingers on the screen. The iPad can detect up to 11 individual touches on the screen simultaneously. (That’s ten fingers plus your nose! We checked, using Jon’s nose.)

				[image: remember.eps] In games, gestures allow your players to have a very fluid and natural source of input to your game world. Flicking, pinching, and scrolling are very natural-feeling things to do in the iOS. If your game takes advantage of them, your users will notice, and they’ll already know how to perform the most basic inputs to your game without needing a tutorial.

				Playing audio and video: The iOS makes playing and including audio and video in your application easy. You can play sound effects or take advantage of the multichannel audio and mixing capabilities available. You can also play back many standard movie file formats, configure the aspect ratio, and specify whether the controls are displayed.

				 Of course, no game would be complete without a solid set of sound effects and a catchy theme tune! The iOS makes it easy to add these things as well as tweak the more complex and optional aspects of them, should the need arise.

				Accessing the user’s music library: The iOS also makes gaining access to your user’s songs, audio books, and audio podcasts very simple. You don’t have to restrict your users to your game’s theme music, but can allow them to pick and choose a custom playlist from their own library (or even assemble an entirely new playlist on the fly). This deceptively simple offering can help make your users feel more at home while playing your game and often entices them back to play more.

				Accessing simple, ad hoc, location-based networking: Specifically designed with games in mind, Apple’s Game Kit allows you to create ad hoc Bluetooth networks among multiple iOS devices without the need for relatively complex Bluetooth pairing. This means your games can provide users with a very simple-to-activate multiplayer functionality, with the only requirement that they must be in proximity to another iPhone or iPad user running your game.

				Incorporating the fun

				Games need to be fun. When developing any game, examine several core principles of making the playing experience fun. There isn’t a secret formula for games, but instilling and maximizing fun makes a better game for your users:

				Happy players feel in control. A lot of the fun in computer games is found in the pleasure of taking and manipulating the game world.

				 • In first-person shooter games (combat-based games in which you have direct control over the way you move and the direction you look in), this manipulation takes the form of running around and shooting things. The player has control over what lives or dies in the game world but needs to be mindful of the dangers present in that world.

				 • In strategy games, the player manipulates the world by sending units out to do battle, but also needs to be mindful of how and where to allocate these resources.

				 In either case, a good game gives the players the feeling of control by reacting quickly to their input in a way that reflects what the player wants.

				Happy players get surprised. A game that’s exactly the same every time has no replay value. A game in which you can anticipate enemy behavior after only a few seconds gets boring very fast. And so, another important component of a good game’s fun factor is the amount that it surprises the player.

				[image: remember.eps]An acceptable definition of fun itself could be pleasure with surprises.

				 By combining the pleasure of being in control with an element of random chance, you can ensure that your game is neither too predictable nor too random.

				Happy players find patterns. As people play a good game, certain patterns of behavior emerge in the way they play. For example, in first-person shooters, the best players sidestep around corners, rather than turn around them, because sidestepping means that they can immediately aim and shoot at any threat around the corner. Clever game developers notice these patterns of play and find ways to improve the player’s experience of them.

				Designing a Good Game

				Although jumping straight into code and getting down to building a game is exciting, clear and concise design is incredibly important in game development (perhaps even more so than it is to application development). Designing a game is a very rewarding experience. Although the frameworks and tools provided by Apple’s iOS Software Development Kit (SDK) are vital to the process of building an iPhone or iPad game, knowing what you’re going to build before you touch the SDK is just as vital.

				Beginning with an idea

				Game designs don’t just spring into existence, fully formed. Game design is an organic process involving writing, reading, examining, rewriting, and updating. Go through the process of constructing an idea several times before you settle upon one.

				[image: remember.eps]A game concept starts to feel complete when it has the following:

				 A description of the basic mechanics of the idea (how the game should play out and the basic actions that the player takes while playing)

				 A basic story describing the motivation for the game play

				 A flow (a basic game play description)

				 Conceptual notes on graphics, feel, and audio

				 Some examples of typical user interactions

				So, how do you get these elements of your game concept in place? Well, the process somewhat depends on your game, and we can’t really give you a blanket solution that works every time. But we can walk you through the steps of defining the elements as we did for the Traffic game. This process offers an understanding of the design decisions required and one method for arriving at them.

				Making the idea fun, feasible, and unique

				The idea for Traffic came from staring at the traffic passing and thinking, “That would make a fun game . . .” Of course, an iPhone game based on realistic simulation of traffic patterns wouldn’t be too fun or accessible, so we had to pare down the idea to something that would work on the device. Line-drawing games have shown great longevity as popular titles at the App Store, so we approached the Traffic design with the idea that it’d be a line-drawing game.

				In line-drawing games, the player sees an overall view of a scene and uses the iPhone’s touchscreen to score points by drawing lines from one object to another (or a goal object). The genre has exploded in popularity, and you find many different variations on the general idea. Some great examples of line-drawing games that carry off the concept well are Flight Control, by Firemint, and Harbor Master, by Imangi Studios.

				We didn’t want Traffic to be just another line-drawing game, so we brainstormed further — striking upon the idea of a three-lane traffic system with different colored cars. As shown in Figure 1-2, the idea evolved over time, starting at a line-drawing game and ending at a traffic-swiping game. (We discuss how we evolved the game for the iPad in Chapter 19.)

				
					Figure 1-2: The evolution of the game from paper sketches.

				

				[image: 599105-fg0102.eps]

				Evolving the Game

				No game idea comes fully formed, and it’s important to try several approaches to a game concept before you commit your time to actual development. To do this, you must reduce the cost of throwing away ideas. And you’ll throw away plenty of ideas. Trust us on that. One of the cheapest ways to try out ideas is to do so on paper.

				Prototyping on paper

				You may laugh, but drawing your game on paper (as shown in Figure 1-2) is one of the most important things you can do to make sure you’re building a truly great game. So, how do you draw your game without feeling like a fool? And how do you make sure what you’re drawing is useful?

				To effectively prototype your game on paper, you need a few things; all are very cheap and easy to acquire. Here’s the list.

				Lots of pencils, of various grades

				Some paper

				Some friends to “play” your paper game

				Patience, a good idea, and a sense of humor

				After you collect what you need, sit down and think about the flow of your game. Think about even the most mundane things, such as menus and the game’s launch. Here’s the paper-prototyping process that you use to design the game flow, its mechanics, and its look and feel:

				 1. Think about your game as a series of interconnected boxes of functionality and then draw those boxes and connections.

				 Start at the highest level you can go and distill the representation to the basic set of game functions you need to implement.

				 As shown in Figure 1-3, making decisions about the flow of your game early is important.

				
					Figure 1-3: The flow of the Traffic screens.

				

				[image: 599105-fg0103.eps]

				 2. Draw the game board, and then add lines and arrows to show how objects move onscreen, as shown in Figure 1-4.

				 The simple act of drawing how game objects move and how they react to the user helps solidify how you see the game. These movements and reactions are the game mechanics. When designing your game’s mechanics, consider how to keep the players busy without causing undue frustration.

				[image: remember.eps] In general, giving the players the ability to do more means that the game maintains the player’s interest. This is critical for games because if the player gets bored at any stage, the Home button is inches away from her fingers. Your game needs to be fun, intuitive, and exciting from the moment you launch the application.

				
					Figure 1-4: Sketches of the game’s movement mechanics.

				

				[image: 599105-fg0104.eps]

				 3. Add the elements of style, color, and smaller graphical details that establish the look and feel for your game.

				 Figure 1-5 shows the finished visual prototype of the game’s main menu.

				 Ask yourself questions like the following, and create your look and feel accordingly. Do you want your game to look:

				 • Simple or complex?

				 • Realistic or cartoony?

				 • Serious or funny?

				 • Bright and cheerful, or dark and brooding?

				[image: tip.eps] Consider the amount of development time you have to invest (making the game art look realistic takes a large amount of time). Additionally, players expect things that look realistic to behave in realistic ways (which also takes time to code). In most games, the game designer is forced to make a trade-off over realism and fun, and we suggest that you err on the side of fun.

				See the sidebar, “Moving through Traffic,” nearby in this chapter, for some of the thought process we used to design the mechanics and look and feel for the Traffic game.


				Moving through Traffic

				The process of prototyping your game on paper gives you a great opportunity to think through how you want the game to work before you commit anything to code. Here are some of the thoughts we had while designing Traffic:

				Originally, we saw the game mechanics as being a choice among cars driving forward, cars turning, and the player directing traffic. However, this simply wasn’t fun enough — more than half the cars didn’t need to do anything to win points.

				There wasn’t enough to indicate which cars should go where. We thought about adding blinking indicator lights on the cars but didn’t feel that these would be visible enough.

				By adapting the game into three lanes going forward, we could have more cars onscreen at once without overloading the player in terms of the possibility of having them crash. This, in turn, allowed the player to concentrate on managing more cars.

				We decided on a simple, brightly colored theme and designed every aspect of the game’s look around that. The buttons would be reminiscent of traffic lights, the cars would be seen from the top-down, and we’d keep the amount of clutter onscreen to a minimum.



				
					Figure 1-5: The initial prototype of the main menu.

				

				[image: 599105-fg0105.eps]

				Distilling the ingredients of fun

				There’s no secret formula, ingredient, or blueprint for making your games fun. The hints and tips in this section help, but ultimately the only way to make a game fun is to tweak it until it’s right.

				Most players find games fun if they feel in control, can establish some patterns of play, and find that they’re occasionally surprised by some element of the game. When you design a game, think through how to accomplish these characteristics of fun.

				Giving a player control

				When designing a game experience, figure out what the player controls. If an aspect of the game isn’t controlled by the player, ask yourself whether the player could control it, even indirectly — and if he can’t, would the game work without it?

				Giving the player control can be a complex process and can take a lot of development time to fully implement. However, you can “cheat” in a couple ways and still have the player feel like she controls more than she actually does. For example, in the role-playing game Mass Effect, players can choose the flow of conversations by selecting the next line that they wish to say. However, having every conversation branch into every choice is simply too many options for the game developers to cover, but reducing the number of choices reduces the amount of control that they wanted the players to have.

				The solution that the Mass Effect developers chose is quite elegant and simple: Instead of showing the exact line that the player’s character would say, the game shows the intent of the next line. When the player chooses an intent, the line that their character would speak would be close to, but not quite, the text that the player chose.

				The upshot of all this was that the developers could re-use lines of dialogue for different intents shown onscreen. By creating the illusion of choice, the player feels more involved; but in reality, the game developers didn’t have to do any more work than they needed to.

				Surprising a player

				One simple way to add surprise is by adding random events to your game design. The venerable game Missile Command has a very simple rule set: Missiles fall from the sky, and the player must shoot them down. The fun comes from the random speed and direction that missiles fall. Players don’t have infinite ammunition and can’t afford to recklessly shoot everywhere, in hopes of getting every missile at once. The challenge (and surprise for the player) becomes anticipating where and how the missiles fall.

				Encouraging patterns of play

				Play your game (and have others play it) enough that you can pick out patterns of play. Then build responses to these patterns by adding a slight tilt to the screen, highlighting screen areas, adding subtle animations, and so on to make the player feel like his character is more involved in the game action. The effect is subtle but noticeable, and the game plays better for it.

				A great example of one of these patterns is a side-scrolling game based on jump mechanics (think Super Mario Brothers, by Nintendo). After a certain amount of time playing, people become used to timing jumps as well as combining running and jumping. Observe this when you test your game with others; you can reward skilled jumping and running combinations, and work out new ways to test these skills. 

				[image: tip.eps]If your game is so eclectic that your players can’t find any patterns to improve their game with, take that as a signal that you need to add a little more structure to the game.

				Applying Sid Meier’s Rule of Halves

				A lot of games rely on the finely tuned parameters, such as the speed of cars, the strengths of enemies, and the amount of ammo in your gun. These parameters often need to be just right — if they’re not, the game feels wrong in difficult-to-define ways.

				When trying to tune a game, the logical choice is to make small changes until it’s right. Unfortunately, that’s not possible when hundreds of factors are involved in a game — it’d simply take too much time. Thankfully, there’s a solution.

				Sid Meier, the legendary developer of such classics as Civilization, has a simple rule for tuning a game’s parameters. If a parameter doesn’t feel just right, either double it or cut it in half. If a car moves too fast, reduce its speed by half. If the gun feels too weak, double the amount of damage it does.

				The point isn’t that these new values are magically correct; in fact, you’re likely to overshoot by a wide margin. The point is to narrow down the range of things to check. If your car is now too slow, change its speed to somewhere between its old speed and the speed it is now. Repeat this process until your parameters feel right.

				Sid’s rule of halves is quite a bit faster than the alternative, which can often involve plugging random numbers into your game code and seeing what works best; in fact, the math nerds among us will notice that it turns the time needed to figure out the best value from a linear equation to a logarithmic one. There’s no arguing with science, kids.

				[image: remember.eps] Get your game out to other people: Show it to your friends, show it to strangers, and eventually, you need to bite the bullet and ship it. You won’t find better feedback than from a paying customer’s reaction; he won’t pull his punches if he doesn’t have fun with it.

				What’s Next

				We’re sure that you’re raring to go now and just can’t wait to download the SDK from the iPhone developer portal. That’s exactly what each and every one of us did — when we first started development, we were ultra-keen and dived right into the code. Only later did we figure out that we needed to spend a little more time upfront understanding how games and applications work in the iOS environment.

				We ask you to be patient! In Chapter 2, we explain what goes on behind the screen, and then, we promise, it’s time to play in Traffic.

				To make sure you’re ready, head on over to the Web site at http://traffic.secretlab.com.au or www.dummies.com/go/iphoneipadgameprogramming. When you’re there, click the big button that says “Download Resources”. You’ll get a zip file containing the imagery, audio, and other elements you’ll need to build Traffic. Keep it safe and easily accessible, since we’ll be referring to it a lot. The site also contains the latest version of each code listing, so if you get lost or just want to copy and paste the code instead of retyping it, make sure you grab that, too.

			

		

	
		
			
				Chapter 2

				Becoming an iPhone Developer

				In This Chapter

				Registering as a developer

				Exploring the iPhone Dev Center

				Installing the SDK

				Joining the Developer Program

				If you want to develop games for the iPhone and iPad, you have to get involved with (yet another) major corporation and its policies and procedures. Say hello to the iPhone Developer Program. Although Apple’s iOS Software Development Kit (SDK) is free, you have to register as an iOS developer first. That gives you access to all the documentation and other resources found on the iPhone Dev Center Web site. This whole ritual transforms you into a Registered iPhone Developer.

				Becoming a Registered Developer is free, but there’s a catch: If you actually want to run your application on your iPhone or iPad, as opposed to only on the Simulator that comes with the SDK, you have to join the Developer Program. Fortunately, membership in the iPhone Developer Program costs only $99 per year, and you have no choice if you want your application to see the light of day on the iPhone. 

				In this chapter, we lead you through the process of becoming a Registered Developer, signing onto — and then exploring — the iPhone Dev Center Web site, downloading the SDK so you can use it, and then (finally) joining the Developer Program.

				[image: remember.eps] What you see when you go through this process may be slightly different from what you see here. Don’t panic. Apple changes the site from time to time. By the time you get this book in your hands, the Web sites will have been updated, and you’ll see iOS SDK 4.1 (or whatever the current version of the SDK is) plastered all over the Web site.

				Becoming a Registered iPhone Developer

				Just having to become a Registered Developer annoys some people. What’s worse, the process itself can be a bit confusing as well. Fear not! Follow these steps, and we get you safely to the end of the road. (If you’ve registered already, skip to the next section, “Exploring the iPhone Dev Center,” where we show what the iPhone Dev Center has available as well as how to download the SDK.) Here’s how to register:

				1. Point your browser to http://developer.apple.com/iphone.

				 This URL takes you to a page similar to the one shown in Figure 2-1. Apple changes this site occasionally, so when you get there, it may look a little different than the figure. You may be tempted by some of the links but hold off. You can’t go far until you log in as a Registered Developer.

				 2. Click the Register link in the top-right corner of the screen.

				 A page appears explaining why you should become a Registered iPhone Developer.

				 3. Click the Get Started button in the top left area of the screen.

				 A page appears asking whether you want to create or use an existing Apple ID.

				
					Figure 2-1: The iPhone Dev Center.

				

				[image: 599105-fg0201.eps]

				[image: tip.eps] You can use your current Apple ID (the same one you use for iTunes or any other Apple Web site) or create a new Apple ID and then log in. We recommend creating a new Apple ID to use specifically for your game development endeavors. This means you can better work with others in the future, without sharing your personal iTunes account.

				 • If you want to use a new Apple ID or if you don’t have an Apple ID, select Create an Apple ID and then click the Continue button. The page, as shown in Figure 2-2, appears.

				 • If you already have an Apple ID you want to use, select Use an Existing Apple ID and then click the Continue button. Log in with your Apple ID and password on the screen that appears. That takes you to Step 4 with some of your information already filled out.

				4. Fill out the personal profile form and then click the Continue button.

				 If you have an Apple ID, most of the form is already filled out.

				[image: tip.eps]You must fill in the country code in the Phone field. For example, if you live in the United States, the country code is 1; for Australians, the country code is 61; and so on.

				5. Complete the professional profile form and then click the Continue button.

				 On this form, you’re asked some basic business questions. After you click the Continue button, you’re taken to a page that asks you to agree to the Registered iPhone Developer Agreement.

				
					Figure 2-2: Creating an Apple ID.

				

				[image: 599105-fg0202.eps]

				 6. Select the confirmation that you have read and agree to be bound by the agreement, and that you’re of legal age; then, click the I Agree button.

				 If you just created your Apple ID, you’re asked for the verification code that was sent to the e-mail address you supplied when you created your Apple ID.

				 If you used your existing Apple ID, skip to Step 8.

				 7. In your e-mail program, open the e-mail from Apple and get the verification code, and then enter the verification code where you left off in the iPhone Dev Center and click the Continue button.

				A page confirming your account is set up and verified appears.

				 8. On the page indicating your account is verified, click the Visit Phone Development Center button.

				 You’re automatically logged in to the iPhone Dev Center, as shown in Figure 2-3.

				You’re now officially a Registered iPhone Developer. The next section shows you what you can do with your new status.

				
					Figure 2-3: Logged in to the iPhone Dev Center.

				

				[image: 599105-fg0203.tif]

				Exploring the iPhone Dev Center

				Later in this section, we talk a little bit about some of the resources available to you in the iPhone Dev Center, but for the moment, we focus on what you’re really after — the iOS SDK 4.1 download that you see when you scroll to the bottom of the iPhone Dev Center page (see Figure 2-4).

				
					Figure 2-4: The area where you’ll download the iOS SDK.

				

				[image: 599105-fg0204.tif]


				The history part

				We’d be remiss if we didn’t make an attempt to explain the differences between the various incarnations of iOS SDK versions. Grab your comfortable sofa, because I’m about to tell you a story. Parts of it may even be true.

				Once upon a time, Apple only had one mobile device platform, which it called iPhone OS. This ran on both the iPod touch and the iPhone, and later on ran on the iPhone 3G and iPhone 3GS. Things were simple and good. As new features got added to the iPhone OS, the version number increased, until Apple had version 3.1.3 running on every device it had ever made.

				Then, Apple secretly developed a tablet, called the iPad. It was developed so secretly that nobody inside Apple apart from the iPad team even knew about it — not even the iPhone OS engineers.

				Now, this iPad device was certainly not a phone. You couldn’t even treat it like a giant iPod touch, since the bigger screen meant that you need to use it differently (more on this in Chapter 19!). This meant that extra features needed to be added to iPhone OS, but the changes had to be added to a separate version of the OS. The iPad developers called this version 3.2, and this iPhone OS 3.2 only ran on the iPad, and not the iPhone.

				When the iPad came out, there were now two different versions of iPhone OS:

				3.1.3, for hand-held devices

				3.2, for the iPad 

				For developers, this meant that there were now effectively two different platforms, with different classes and features available. (Apple later realized the absurdity of calling the OS “iPhone OS,” and renamed it iOS.)

				Later, Apple released iOS 4, which ran on everything but the iPad. Apple promised that iOS 4 would run on the iPad by the end of 2010.

				The upshot is that there are two different versions of iOS: 

				4, which (currently) runs on the iPhone and iPod touch

				3.2, which runs on the iPad

				Fortunately, the iOS SDK download contains the SDKs for both versions, but you do need to keep in mind the differences between versions and what features and hardware they support!

				Note to self: tell more interesting stories in the future.



				The SDK includes a host of tools for you to develop your application. Here’s a handy list to help you keep them all straight:

				Xcode: This refers to Apple’s complete development environment, which integrates a code editor, a build system, a graphical debugger, and project management. (We introduce you to the code editor’s features in more detail in Chapter 3.)

				Frameworks: The iPhone’s multiple frameworks make it easy to develop apps that can take advantage of all the device’s features. You can think of creating an app as simply adding your application-specific behavior to a framework. The frameworks do all the rest. For example, the UIKit framework provides fundamental code for building your application — the required application behavior, classes for windows, views (including those that display text and Web content), controls, and view controllers. (All the things we cover in Chapter 4, in other words.) The UIKit framework also provides standard interfaces to core location data, the user’s contacts and photo library, accelerometer (movement sensor) data, and the iPhone’s built-in camera.

				 Building a game, however, is a little more complicated. Although you always use the frameworks, you deal with the development environment in a more raw form than you might be used to if you’ve developed an app before. We cover the specifics of building a game around Apple’s frameworks in Chapter 4.

				Interface Builder: We use Interface Builder in Chapter 5 to build the basic user interface for the Traffic game. But Interface Builder is more than your run-of-the-mill program that builds graphical user interfaces. In Chapter 3, we show you how Xcode and Interface Builder work together to give you ways to build (and automatically create at runtime) the user interface — as well as to create objects that provide the infrastructure for your game.

				iPhone Simulator: The Simulator allows you to debug your game and do some other basic testing on your Mac by simulating the iPhone and iPad. The Simulator runs most iPhone and iPad apps, but it doesn’t support some hardware-dependent features. (We give you a rundown on the Simulator in Chapter 4.) A good game is developed about 40–60 percent between the Simulator and a real device, respectively.

				Instruments: The Instruments application lets you measure your application while it runs on a device. This app gives you a number of performance metrics, including those to test memory and network use. The Instruments app also works (in a limited way) on the iPhone Simulator, and you can test some aspects of your design there.

				[image: remember.eps] The iPhone Simulator doesn’t emulate such real-life iPhone and iPad characteristics as CPU speed or memory throughput. If you want to understand how your application performs on the device from a user’s perspective, you have to use the actual device.

				Looking forward to using the SDK

				The tools in the SDK support a development process that most people find comfortable. They allow you to rapidly get the standardized user interface parts of your game up and running to see what the game actually looks like. You can add code a little at a time and then run it after each new addition to see how it works. After the infrastructure of your game works, you then iterate through the game play features, adding logic as needed.

				We take you through this incremental process as we develop the Traffic game; for now, here’s a bird’s-eye view of basic iPhone and iPad application development, one step at a time:

				 1. Start with Xcode.

				 Xcode provides several project templates that you can use to get you off to a fast start. (In Chapter 5, you do just that to get your user interface up and running quickly.)

				 2. Design and create the user interface.

				 Interface Builder has graphic-design tools you can use to create your application’s user interface. This saves a great deal of time and effort. These tools also reduce the amount of code you have to write by creating resource files that your application can then upload automatically.

				[image: remember.eps] If you don’t want to use Interface Builder, you can always build your user interface by scratch, creating each individual piece and linking them all together within your program. Sometimes Interface Builder is the best way to create onscreen elements; sometimes the hands-on approach works better. Game development for the iPhone and iPad strikes an interesting balance between using Interface Builder and hand-coding interface elements because games can’t rely entirely on the standardized pieces of user interface that Apple’s UIKit framework provides. Games are complex beasts that can sometimes entirely rely on custom drawing routines to create the game environment.

				 3. Write the code.

				 The Xcode editor provides several features that help you write code. We run through these features in Chapter 3.

				 4. Build and run your game.

				 You build your game on your computer and run it in the iPhone Simulator application or (provided you’ve joined the Developer Program) on your device. When you develop a game, you spend most of your time running your game on real devices, for a number of reasons that we cover in Chapter 13.

				 5. Test your game.

				 You need to test the functionality of your game as well as response time. One crucial thing you need to test for when building a game (as opposed to an app) is fun. We cover how to do this back in Chapter 1.

				 6. Measure and tune your game’s performance.

				 After your game is running, make sure that it makes optimal use of resources, such as memory and CPU cycles. Creating an efficient game is arguably even more important than creating an efficient app because hiccups in your game’s performance can detract noticeably from potentially fast-paced game play.

				 7. Do the whole process again until your game is done and then submit the app to the App Store.

				Resources on the iPhone Dev Center

				You’re not left on your own when it comes to the steps list in the preceding section. After all, you have us to help you on the way — as well as a heap of information squirreled away in various corners of the iPhone Dev Center. We find the following resources to be especially helpful:

				The Getting Started Videos link: These are relatively light on content, but give you a good introduction to the basics of iOS development.

				The Getting Started Documents link: Think of these documents as an introduction to the materials in the iOS Reference Library. These give you an overview of iPhone development and best practices. To get to the Getting Started documents, click on the Guides link on the left of the page. Included is Learning Objective-C: A Primer. It is an overview of Objective-C and also includes links to Object-Oriented Programming with Objective-C and The Objective-C 2.0 Programming Language (the definitive and rather technical guide to the programming language you’ll be using to write the game). You’ll also find these documents if you search inside Xcode’s documentation.

				[image: tip.eps] If you’ve never programmed in the Objective-C language, you can find some basic information in the iPhone Reference Library. But if you want to really figure out Objective-C as quickly (and painlessly) as possible, go get yourself a copy of Objective-C For Dummies, by Neal Goldstein (Wiley Publishing, Inc.). That book explains everything you need to know to program in Objective-C, and it assumes you have little or no knowledge of programming (it does a great job — take it from us!).

				The iOS Reference Library: This is all the documentation you could ever want (except, of course, the answer to that one question you really need answered at 4 a.m., but that’s the way it goes). To be honest, most of this stuff turns out to be really useful after you have a good handle on what you’re doing.

				[image: tip.eps] As you go through this book, an easier way to access some of this documentation is through Xcode’s Documentation window, which we show you in Chapter 3.

				The Coding How-To’s link: This info tends to be a lot more valuable when you already have something of a knowledge base. It covers specific features of the iOS, and tells you how to implement them — it’s a great reference, but not a good learning tool.

				The Sample Code link: On the one hand, sample code of any kind is always valuable. Most good developers look to these kinds of samples to get started. They take something that closely approximates what they want to do and modify it until it does. When we started iPhone development, no books like this one existed, so much of what we gathered came from looking at the samples and then making some changes to see how things worked. On the other hand, sample code can give you hours of (misguided) pleasure and can be quite the time-waster and task-avoider.

				Apple Developer Forums: You’ll find this link at the top-right of the page when you’re signed in to the dev center. We’d be the first to say that developer forums can be very helpful, but we’d also be the first to admit that they are a great way to avoid doing other things, such as working on the next game. As you scroll through the questions people have, be careful about some of the answers you see. No one validates the information people give, so take the answers with a grain of salt. But take heart: Pretty soon, you can answer some of those questions better than them. 

				[image: technicalstuff.eps]You won’t see these forums if you’re signed in with a free membership. We’ll cover how to sign up for the paid membership in the next section of this chapter.

				Downloading the SDK

				Time to download! Make your way to that bottom part of the iPhone Dev Center — the section that has the iOS SDK 4.1 downloads prominently displayed (refer to Figure 2-4).

				Make sure that you’re logged in to the Dev Center before you proceed — if you’re not logged in, these links might not appear as we’ve described them. You can log in by clicking the button at the top-right of the page.

				[image: warning_bomb.eps] By the time you read this book, the SDK may no longer be version 4.1. Download the latest (non-beta, non-prelease) SDK. That way, you get the most stable version to start with. The latest version of the iOS SDK also contains the latest version of the iPad SDK.

				In the past, two downloads were available for the iOS SDK — one for Leopard (Mac OS X 10.5), and one for Snow Leopard (Mac OS X 10.6). These days, however, the latest version of the iOS SDK is compatible only for Snow Leopard. For that reason, this book assumes you’re using Snow Leopard too!

				[image: tip.eps] Underneath the download link is another link to a readme file (Xcode 3.2.4 Read Me). This link leads to a PDF, About Xcode and the iPhone SDK, that tells you everything you need to know (and more) about this version of the SDK. Peruse the PDF at your leisure but don’t get too hung up if something in it baffles you. We explain the things that you actually need to know.

				After perusing About Xcode and the iPhone SDK, click the iPhone SDK you want to download. (Remember: The iOS SDK is on the right side of the Downloads section. The download might not be in exactly the same place when you try it, but a download link displays prominently, no matter what.)

				After you click the link, you can watch the download in Safari’s download window (which is only slightly better than watching paint dry). This could take awhile, so take the time to doodle some game ideas on a piece of paper, like we suggest in Chapter 1.

				When the SDK finishes downloading, the iOS SDK window appears onscreen, complete with an installer and various packages tied to the install process. Double-click the iOS SDK installer and follow the installation instructions. After you do all that, you have your very own iPhone SDK on your hard drive.

				You become intimately acquainted with the iOS SDK during the course of your project, but for now, you still have one more bit of housekeeping to take care of: joining the official iPhone Developer Program. Read on to see how that works. This is the bit where you need to pony up some cash, so dust off your wallet.

				Joining the iPhone Developer Program

				The Simulator that comes standard with the iOS SDK is a great tool for figuring out how to program, but it does have some limitations. For instance, the Simulator doesn’t support some hardware-dependent features, and when testing, it can’t really emulate such everyday iPhone and iPad realities as CPU speed or memory throughput.

				Minor annoyances, you might say. And you might be right, if we were developing business apps and not games! Games really need to be built and tested on real devices during development, not the poor cousin of an iPhone that the Simulator represents. We cover the reasons behind this in Chapter 3. The real issue, therefore, is that just registering as a developer doesn’t get you one very important thing — the ability to actually run your application on your iPhone and iPad, much less to distribute your game through Apple’s iPhone App Store. (Remember that the App Store is the only way for commercial developers to distribute their games to more than a few people.) To run your app on a real iOS device or get a chance to profile your app in the iPhone App store, you have to enroll in either the Standard or Enterprise version of the iPhone Developer Program. There is much speculation behind the reason for this, but the bottom line is that’s simply the way it is. At least (we swiftly note) the program isn’t all that expensive.

				[image: tip.eps] The approval process used to take awhile, and although it’s usually quicker these days, you still can’t run your applications on your iPhone or iPad until you’re approved. Enroll as early as possible.

				Here’s how you get enrolled as a Registered iPhone Developer:

				 1. Go to http://developer.apple.com/iphone/program.

				 The iPhone Developer Program page appears, as shown in Figure 2-5.

				2. Click the Enroll Now button.

				 A new page appears, telling you to choose your program and outlining the details of each developer program, as shown in Figure 2-6.

				[image: remember.eps] The Standard program costs $99. The Enterprise program costs $299 and is designed for companies developing proprietary in-house applications for iPad, iPhone, and iPod touch. To be sure you select the option that meets your needs, give the program details a once-over.

				 3. Click the Continue button.

				 You don’t actually get to choose Standard or Enterprise yet. But you do get an overview of the process and a chance to log in again with your Apple ID and password.

				 4. Log in and click the Continue button.

				 After logging in, you can choose Standard Individual, Standard Company, or Enterprise program. Figure 2-7 shows you the differences among the different options.

				
					Figure 2-5: The iPhone Developer Program overview.

				

				[image: 599105-fg0205.eps]

				
					Figure 2-6: Checking out program details.

				

				[image: 599105-fg0206.tif]

				
					Figure 2-7: Choose your program.

				

				[image: 599105-fg0207.tif]

				 5. Make your choice, and then click the appropriate button (either Individual or Company).

				 The page that appears gives you more information on the option you selected.

				 6. Click the Continue button.

				 Depending on the option you selected, you’re given the opportunity to pay (if you selected Standard Individual), or you’re asked for some more company or enterprise information and then given the chance to pay.

				 Although joining as an individual is easier than joining as a company, there are clearly some advantages to enrolling as a company — for example, you can add team members (something which we discuss in connection with the developer portal in Chapter 13).

				[image: warning_bomb.eps] When you join as an individual, your real name appears when the user buys (or downloads for free) your application in the App Store. If you’re concerned about privacy or if you want to seem “bigger,” the extra work invoked in signing up as a company may be worth it for you. That said, there’s something to be said for appearing “small;” we cover this, and other marketing techniques, in Chapter 27.

				 7. Continue through the process; it is extremely self explanatory from here. All you need to do is provide information when the Web site asks you for it.

				Eventually, you’re accepted in the Developer Program of your choice.

				The next time you log in to the iPhone Dev Center, notice that the page has changed somewhat. As a freshly minted official iPhone developer, you see a page like the one shown in Figure 2-8. You have a new iPhone Developer Program Portal link on the right in the iPhone Developer Program section.

				
					Figure 2-8: The Developer Program Portal link is available.

				

				[image: 599105-fg0208.eps]

				If you click the iPhone Developer Program Portal link, you see all sorts of things you can do as a developer, as shown in Figure 2-9.

				
					Figure 2-9: The iPhone Developer Program Portal.

				

				[image: 599105-fg0209.eps]

				[image: tip.eps] Don’t linger too long at the iPhone Developer Program Portal page, simply because it can be really confusing unless you understand the process. Many a day has gone by where one of us has spent a little too long logged in to the portal and ended the week rocking slowly and sobbing in a corner of the room. We explain this portal — which lets you provision your device, run your application on it, and prepare your creation for distribution to the App Store — in Chapter 13.

				Getting Ready for the SDK

				Don’t despair! (Well, feel free to, but snap out of it as quickly as you can.) We know the process is tedious, but it’s over now. Going through this was definitely the second most annoying part of your journey toward developing software for the iPhone and iPad. The most annoying part is figuring out provisioning — the hoops you have to jump through to actually run your application on a real, tangible, existing iPhone. We take you through the provisioning process in Chapter 13, and frankly, getting that process explained is worth the price of the book.

				In Chapter 3, you use the SDK you just downloaded. We assume that you have some programming knowledge and that you also have some acquaintance with object-oriented programming, with some variant of C, such as C++, C#, and maybe even Objective-C. If those assumptions miss the mark, help us out, okay? Take another look at the “Resources on the iPhone Dev Center” section, earlier in this chapter, for an overview of some of the resources that could help you get up to speed on some programming basics. Or, better yet, (as we already said), get yourself a copy of Objective-C For Dummies, by Neal Goldstein.

				We also assume that you’re familiar with the iPhone (and iPad) itself and that you’ve explored Apple’s included applications to become familiar with the iPhone’s look and feel. You should also have racked up a decent credit card bill from buying games in the App Store — it’s all in the name of research after all. Remember, now these purchases are a business expense, if you’re into that sort of thing!

			

		

	
		
			
				Chapter 3

				Your First Date with the SDK

				In This Chapter

				Developing with the SDK

				Getting a handle on a project

				Compiling an application

				Peeking inside the Simulator

				Working with Xcode

				Checking out the Interface Builder

				By the time you’re through with this book, you’ll probably be sick of hearing it, but the iOS is one of the easiest, most flexible, and potential-filled platforms that you can develop games for. The iPhone is so easy to build things for that it puts the power back in the hands of someone with a good idea, rather than someone with all the money. The iPad is likewise.

				One of the things that really got us excited about iOS initially was how easy it was to develop for it. The Software Development Kit (SDK) comes with so many tools, you’d think developing must be really easy. Well, to be honest, developing is relatively easy.

				In this chapter, we introduce you to the SDK; it’s a low-key, get-acquainted kind of affair, sort of a classy, restrained first date. We show you the real nuts-and-bolts stuff in later chapters, when you actually develop a real game.

				Developing with the SDK

				The SDK supports the kind of development process that’s a breath of fresh air after working with some other platforms: You can develop your applications without tying your brain in knots.

				The development environment allows you to rapidly get a basic user interface up and running. The idea here is to add your code incrementally — step by step — so you can always step back and see how what you just did affected the Big Picture.

				Game development often doesn’t quite follow this process, but your steps in development generally look something like this:

				 1. With Xcode, Apple’s development environment for the OS X operating system, create a project, design the user interface and the game play.

				 2. Write the code for the interface and game logic.

				 3. Build and run your game.

				 4. Test your game (for bugs and for fun).

				 5. Measure and tune your game’s performance (and tweak it for maximum fun).

				 6. Tweak and test until you’re done.

				In this chapter, we start at the very beginning, with the very first step, using Xcode. (Starting with Step 1? What a concept! We’re trendsetters.) The first step of the first step is to create a project.

				Creating Your Project

				To develop an iPhone game, you work in an Xcode project. So, time to fire up one (which will be pretty basic at this stage). To work in an Xcode project:

				1. Launch Xcode.

				 After you download the SDK (see Chapter 2 if you haven’t downloaded it yet), it’s a snap to launch Xcode. By default, Xcode downloads to /Developer/Applications, where you can track it down to launch it.

				[image: tip.eps] Here are a few hints to make Xcode handier and more efficient:

				 • Drag the icon for the Xcode application all the way to the Dock so you can launch it from there. You use Xcode a lot, so launching it from the Dock makes your life easier.

				 • If you’re lazy like us, you could also search for Xcode and launch it with Spotlight, Apple’s built-in Mac OS X-wide search engine.

				 • When you first launch Xcode, the welcome screen, as shown in Figure 3-1, appears. The welcome screen is chock-full of links to the Apple Developer Connection and Xcode documentation. You may want to leave this screen up to make it easier to get to those links, but we usually close it. If you don’t want to be bothered with the welcome screen in the future, deselect the Show at Launch check box.

				 2. Close the welcome screen for now, because you don’t need it.

				
					Figure 3-1: The Xcode welcome screen.

				

				[image: 599105-fg0301.eps]

				3. Choose FileNew Project from the main menu to create a new project.

				[image: tip.eps] You can also just press Shift+Ô+N to create a new project.

				 However you start a new project, you’re greeted by the New Project window, as shown in Figure 3-2. In the New Project window, you get to choose the template you want for your new project. Note that the leftmost pane has two sections: one for the iOS and the other for Mac OS X.

				 4. In the New Project window, click on the Application line under the iOS heading.

				 The main pane of the New Project window refreshes, revealing several choices, as shown in Figure 3-2. Each of these choices is actually a template that, when chosen, generates some code to get you started.

				 5. Select Navigation-Based Application line from the choices displayed and then click the Choose button.

				 A standard save dialog box appears.

				 When you select a template, a brief description of the template displays underneath the main pane. (Figure 3-2 shows a description of the Navigation-Based Application. You can click some of the other template choices to see how they’re described as well. Just be sure to click the Navigation-Based Application template again to get back to it when you’re done exploring.)

				
					Figure 3-2: The New Project window.

				

				[image: 599105-fg0302.eps]

				6. Enter a name for your new project in the Save As field, choose a Save location (the Desktop works just fine), and then click the Save button.

				7. Name your project Traffic.

				You can name your project something else, but pay close attention to changing file and class names elsewhere in the book if you do. The examples throughout this book build on the Traffic game project.

				 After you click Save, Xcode creates the project and opens the Project window — which looks like Figure 3-3.

				
					Figure 3-3: The Traffic Project window.

				

				[image: 599105-fg0303.eps]

				Exploring Your Project

				To develop an iPhone game, you have to work within the context of an Xcode project. You do most of your work on projects using the Project window very much like the one in Figure 3-3. If you have a nice, large monitor, expand the Project window so you can see everything in it as big as life. (This is another great excuse for the business expense of buying an enormous, swish-looking Apple display. Business expense now, remember?)

				[image: tip.eps]Think of the Project window as Command Central for developing your game; it displays and organizes your source files and the other resources needed to build your game.

				If you take another peek at Figure 3-3, you see the following elements of the Xcode window for your project:

				The Groups & Files list: An outline view of everything in your project, containing all your project’s files — source code, frameworks, graphics, and some settings files. You can move files and folders around and add new folders. If you select an item in the Groups & Files list, the contents of the item display in the topmost pane to the right — otherwise known as the Detail view.

				[image: tip.eps] Some of the items in the Groups & Files list are folders whereas others are just icons. Most have a disclosure triangle next to them. Clicking the disclosure triangle to the left of a folder expands the folder to show what’s in it. Click the triangle again to hide what it contains.

				The Detail view: Here you get detailed information about the item you selected in the Groups & Files list.

				The toolbar: Here you can find quick access to the most common Xcode commands. You can customize the toolbar by right-clicking it and choosing Customize Toolbar from the contextual menu that appears. You can also choose ViewCustomize Toolbar. By default, you’ll find the following buttons on the toolbar:

				 • The Build and Run button: Compiles, links, and launches your application.

				 • The Breakpoints button: Turns breakpoints on and off and toggles the Build and Run button to Build and Debug. (We explain this in Chapter 10.)

				 • The Tasks button: Allows you to stop the execution of your program that you’ve built.

				 • The Info button: Opens a window that displays information and settings for your project.

				The status bar: Look here for messages about your project. For example, when you build your project, Xcode updates the status bar to show where you are in the process — and if the process completed successfully.

				The Favorites bar: Works like other Favorites bars you’re familiar with to let you bookmark places in your project.

				[image: tip.eps]This bar isn’t displayed by default; to display it onscreen, choose ViewLayoutShow Favorites Bar from the main menu.

				The Text Editor navigation bar: This navigation bar contains a number of shortcuts, as shown in Figure 3-4. We explain more about them as you use them.

				 • The Bookmarks menu: Create a bookmark by choosing EditAdd to Bookmarks.

				 • The Breakpoints menu: Lists the breakpoints in the current file — we cover breakpoints in Chapter 10.

				 • The Class Hierarchy menu: The superclass of the current class you are working on, the superclass of that superclass (if any), and so on (these show the relationship between each element of your code, which we’ll discuss more later). This allows you to browse through the interrelating files of your project, using their relationship to browse.

				 • The Included Files menu: Lists both the files included by the current file and the files that include the current file.

				 • The Counterpart button: This allows you to switch between header and implementation files.

				The Editor view: Displays a file you’ve selected, in either the Groups & Files list or Detail view. You can also edit your files here, or you can double-click a file in Groups & Files or Detail view to open the file in a separate window.

				 To see how the Editor view works, check out Figure 3-5 in which we clicked the disclosure triangle next to the Classes folder in the Groups & Files list and the RootViewController.h class in the Detail view. You can see the code for the class in the Editor view. (We deleted the comments you normally see when the template creates the classes and files for you.)

				
					Figure 3-4: The Text Editor navigation bar.

				

				[image: 599105-fg0304.tif]

				[image: tip.eps] Clicking the Counterpart button switches you from the header (or interface) file to the implementation file, and vice versa:

				 • Header files define the class’s interface by specifying the class declaration (what it inherits from), instance variables (a variable defined in a class — at runtime, all objects have their own copy), and methods.

				 • The implementation file contains the code for each method.

				 Below the Lock icon is the Split View icon that lets you split the Editor view. This icon enables you to look at the interface and implementation files at the same time, or even the code for two different methods in the same or different classes.

				[image: tip.eps] If you have any questions about what something does, position the mouse pointer above the icon and then a tooltip pops up to explain it.

				
					Figure 3-5: The RootViewController.h file in the Editor view.

				

				[image: 599105-fg0305.eps]

				The first item in the Groups & Files list, as shown in Figure 3-5, is Traffic. This is the container that contains all the source elements for your project, including source code, resource files, graphics, and a number of other pieces that we won’t mention for now but get into in due course. Your project container has five distinct groups (or folders, if you will) — Classes, Other Sources, Resources, Frameworks, and Products. Here’s what gets tossed into each group:

				Classes is where you should place all your code, although you aren’t obliged to. As you can see from Figure 3-5, this project has four distinct source-code files:

				 • TrafficAppDelegate.h

				 • TrafficAppDelegate.m

				 • RootViewController.h

				 • RootViewController.m

				Other Sources is where you typically would find the pre-compiled headers of the frameworks you use, such as Traffic_Prefix.pch and main.m, your application’s main function.

				Resources contains files that are used by your program when it’s running, such as xib files, property lists (which we explain in Chapters 11 and 12), images and other media files, and even some data files.

				 Whenever you choose the Navigation-Based Application template (see Figure 3-2), Xcode also creates the following three files for you:

				 • RootViewController.xib

				 • MainWindow.xib

				 • Traffic-Info.plist

				[image: tip.eps]xib files contain your interface, which you design in the Interface Builder application. We’ll be covering them in this chapter and following chapters. We hope you grow to love xib files as much as we do. 

				 You don’t use xib files when building games as much as you do when building apps, because games involve moving around visual elements on screen a lot more than apps usually do.

				[image: tip.eps] If you want to find out everything there is to know about xib files and how exciting they can be, pick up a copy of iPhone Application Development For Dummies, by Neal Goldstein (Wiley Publishing, Inc.) — we hear the author is a pretty cool chap.

				Frameworks are code libraries that act a lot like prefab building blocks for your code edifice. (We talk lots about frameworks in Chapter 14, and talk even more about them in Chapter 15.) By choosing the Navigation-Based Application template, you tell Xcode to add the UIKit framework, Foundation.framework, and CoreGraphics.framework to your project because it expects that you need them in this template.

				[image: tip.eps]You need quite a few frameworks to build the Traffic game. We show you how to add a framework in Chapter 14.

				Products is a bit different from the previous four items in this list: It’s not a source for your application but rather the compiled application itself. The Traffic.app is located here. At this moment in Xcode, this file is listed in red because the file can’t be found (which makes sense because you haven’t built the game yet).

				 When a filename appears in red, Xcode can’t find the underlying physical file.

				[image: technicalstuff.eps]If you happen to open the Traffic folder on your Mac, you don’t see the folders that appear in the Xcode window. That’s because those folders are simply logical groupings that help organize and find what you’re looking for; this list of files can grow to be pretty large, even in a moderate-size project.

				[image: tip.eps]When you have a lot of files, you have better luck finding things if you create subgroups (or even whole new groups) within the Classes group and/or Resources group. (In Xcode, the words “group” and “folder” are largely interchangeable.) Subgroups are useful if you have different sets of images you want to manage, such as those that might belong to your interface and those that belong to your game graphics. You create subgroups (or new groups) in the Groups & Files list by choosing New ProjectNew Group from the main menu. You then can select a file and drag it to a new group or subgroup.

				Building and Running Your Application

				It’s really a blast to see what you get when you build and run a project that you created using a template from the project creation window. Running the application that your project creates is relatively simple:

				 1. Choose Simulator – 4.1 | Debug from the Overview drop-down list in the top-left corner of the Project window to set the active SDK and active build configuration.

				 A build configuration tells Xcode the purpose of the built product. You can choose between

				 • Debug, which has features to help with debugging

				 • Release, which results in smaller and faster binaries

				[image: tip.eps]We use Debug for most of this book, so we recommend you use Debug now. Debug is useful because it is more forgiving to the development process, and provides us with more helpful information as we go.

				 Your build configuration may be chosen already, as shown in Figure 3-6. Here’s what that means:

				 • When you download an SDK, you actually download multiple SDKs — a Simulator SDK and a device SDK for each of the current iOS releases.

				 • For this book, we use the Simulator SDK and iOS 4.1 (and iOS 3.2 for iPad, later on). In Chapter 13, we show you how to switch to the device SDK and download your application to a real-world iPhone or iPad. But before you do that, here’s one catch: You have to be in the iPhone Developer Program to run your application on a device, even on your very own iPhone. We cover how to join the Developer Program back in Chapter 2.

				 2. Choose BuildBuild and Run from the main menu to build and run the application.

				 You can also press Ô+Return or click the Build and Run button in the Project window toolbar.

				 The status bar in the Project window tells you all about the build progress, the build errors like compiler errors or warnings, and whether the build was successful. Figure 3-6 shows that this was a successful build.

				
					Figure 3-6: A successful build.

				

				[image: 599105-fg0306.eps]

				 Because you selected Debug for the active build configuration, the Debugger Console may launch for you, as shown in Figure 3-7, depending on your Xcode preferences. We get to them in a second. (We give you the lowdown on debugging in Chapter 10.) If you don’t see the console, choose RunConsole to display it.

				
					Figure 3-7: The Debugger Console.

				

				[image: 599105-fg0307.eps]

				After the Debugger Console launches in the Simulator, your first application looks a lot like Figure 3-8. You see the status bar and a gray window, but that’s it. (We know . . . this may look even more insipid than the traditional “Hello World,” but we fix that later.) You can also see the Hardware menu, which we explain in the following section.

				
					Figure 3-8: Your first application.

				

				[image: 599105-fg0308.eps]

				Working with the iPhone Simulator

				When you run your application, Xcode installs it on the iPhone Simulator (or a real iOS device if you specified the device as the active SDK) and launches it. By using the iPhone Simulator’s Hardware menu and simulating touches with mouse clicks, the Simulator mimics most of what a user can do on a real iPhone.

				 The simulator has some limitations that we point out in this chapter, including several features that are present on the real device but missing from the simulator. Always test your program on a real device, since the Simulator isn’t enough.

				Imitating hardware interaction

				Use the iPhone Simulator Hardware menu (refer to Figure 3-8) when you want your device to do the following:

				Change devices: Choosing a different device from the HardwareDevice menu allows you to toggle between simulating an iPhone and an iPad. We discuss this more in Chapter 13.

				Change versions: Choosing a different OS version from the HardwareVersion menu allows you to test your game in different versions of the iPhone OS. We also discuss this more in Chapter 13.

				Rotate left: Choosing HardwareRotate Left rotates the Simulator to the left. This enables you to see the Simulator in Landscape mode.

				Rotate right: Choosing HardwareRotate Right rotates the Simulator to the right.

				Use a shake gesture: Choosing HardwareShake Gesture simulates shaking the iPhone.

				Go to the home screen: Choosing HardwareHome does the expected — takes you to the home screen.

				Lock the Simulator (device): Choosing HardwareLock locks the Simulator, allowing you to see what happens when the user presses the Lock button at the top of the iPhone.

				Send the running application low-memory warnings: Choosing HardwareSimulate Memory Warning fakes out your Simulator by sending it a (fake) low-memory warning. We don’t cover this, but it is a great feature for seeing how your game may function in the real world.

				Toggle the status bar between its Normal state and its In Call state: Choose HardwareToggle In-Call Status Bar to check out how your application functions when the iPhone doesn’t answer a call (Normal state) and when it supposedly does answer a call (In Call state).

				 The status bar becomes taller when you’re on a call than when you’re not. Choosing the In Call state shows you how things look when your application is launched while the user is on the phone.

				Simulate a hardware keyboard: Choosing HardwareSimulate Hardware Keyboard tells the simulated device that a hardware (Bluetooth or keyboard dock) keyboard is connected to the device.

				Emulating gestures

				On a real iPhone or iPad, a gesture, such as a tap, drag, or so on, is something you do with your fingers to make something happen in the device. Table 3-1 shows you how to simulate gestures with your mouse and keyboard.

				
					
						
								
								Table 3-1 Gestures in the Simulator

							
						

						
								
								Gesture

							
								
								iPhone Action

							
						

						
								
								Tap

							
								
								Click the mouse.

							
						

						
								
								Touch and hold

							
								
								Hold down the mouse button.

							
						

						
								
								Double tap

							
								
								Double-click the mouse.

							
						

						
								
								Swipe

							
								
								1. Click where you want to start and hold down the mouse button.

								2. Move the mouse in the direction of the swipe and then release the mouse button.

							
						

						
								
								Flick

							
								
								1. Click where you want to start and hold down the mouse button.

								2. Move the mouse quickly in the direction of the flick and then release the mouse button.

							
						

						
								
								Drag

							
								
								1. Click where you want to start and hold down the mouse button.

								2. Move the mouse in the drag direction.

							
						

						
								
								Pinch

							
								
								1. Move the mouse pointer over the place where you want to start.

								2. Hold down the Option key, which makes two circles appear that stand in for your fingers.

								3. Hold down the mouse button and move the circles in or out.

							
						

					
				

				Uninstalling applications and resetting your device

				Uninstall applications on the Simulator the same way you would on the iPhone or iPad, except use your mouse instead of your finger:

				 1. On the home screen, place the pointer over the icon of the application you want to uninstall and hold down the mouse button until the icon wiggles.

				 2. Click the icon’s Close button — the little x that appears in the upper-left corner of the application’s icon.

				 3. Click the Home button (the one with a little square in it, centered below the screen) to stop the icons wiggling. 

				Once they’ve stopped wiggling, the application is completely uninstalled.


				Recognizing the Simulator’s limitations

				Running applications in the iPhone Simulator isn’t the same thing as running them in the iPhone. Here’s why:

				The Simulator uses Mac OS X versions of the low-level system frameworks, instead of the actual frameworks that run on the device.

				The Simulator uses the Mac hardware and memory. Your Mac has a lot more memory and processing power than an iPhone, which means that your programs will run a lot faster on the Simulator than they will on the real device. That’s why it’s critically important to run on real iPhones and iPads, because if you don’t, you won’t have a good idea of how your game actually runs. To really determine how your application will perform on an honest-to-goodness iPhone device, you have to run it on a real iPhone device. (Lucky for you, we show you how to do that in Chapter 13.)

				Xcode automatically installs applications in the iPhone Simulator when you build your application with the iPhone Simulator SDK (see Figure 3-8, for example).

				You can’t get Xcode to install applications downloaded from the App Store in the iPhone Simulator. This is because applications from the App Store are built for running on real iOS devices — their internals are completely different to how an app built for the simulator works.

				You can’t fake the iPhone Simulator into testing at multiple geographic locations. The location reported by the CoreLocation framework in the Simulator is fixed at 37.3317° N Latitude and 122.0307° W Longitude. That location just happens to be 1 Infinite Loop, Cupertino, California, 95014. Can you guess which company with a fruit motif lives there?

				The Simulator responds to a maximum of two fingers. If your game’s user interface can respond to touch events involving more than two fingers, test that on an actual device. The actual iPhone device can track 5 fingers on the screen at once, and the iPad can track 11. (Ten fingers plus your nose, perhaps?)

				You can access your computer’s accelerometer (if it has one) through the UIKit framework. Its reading, however, differs from the accelerometer readings on an iPhone (for some technical reasons that we don’t get into). We discuss the accelerometer further in Chapter 25.

				OpenGL ES uses renderers on devices that are very slightly different to those it uses in iPhone Simulator. As a result, a scene on the Simulator and the same scene on a device may not be identical at the pixel level. We cover OpenGL ES in detail in Chapter 22.



				You can also move an application icon by pressing down on it until the icons start wiggling, and dragging it around to where you want it to go.

				[image: tip.eps]To reset the Simulator to the original factory settings — which also removes all the applications you’ve installed — choose iPhone SimulatorReset Content and Settings.

				Customizing Xcode

				Xcode offers options galore. The most important ones for you to consider at this point in your iOS game development careers are to make the debugging console appear when the application is run (which will help you find and fix problems later down the track), and to make Xcode automatically download new documentation as it becomes available — which is important, given how fast iOS development moves!

				 1. With Xcode open, choose XcodePreferences from the main menu and then click the Debugging button in the toolbar.

				 The Xcode Preferences window refreshes to show the various preferences.

				 2. In the On Start drop-down list, choose Show Console, as shown in Figure 3-9, and then click the Apply button.

				
					Figure 3-9: Always show the console.

				

				[image: 599105-fg0309.eps]

				 This automatically opens the Debugger Console after you build your application so that you don’t have to open it to see your game’s text output.

				 3. Click the Building button in the toolbar, as shown in Figure 3-10.

				 4. In the Build Results Window: Open During Builds drop-down list, choose Always, as shown in Figure 3-10, and then click the Apply button.

				 The Build Results window opens (and stays open). Finding and fixing errors is easier this way.

				
					Figure 3-10: Show the Build Results window.

				

				[image: 599105-fg0310.eps]

				 5. Click the Documentation button in the toolbar, as shown in Figure 3-11.

				
					Figure 3-11: Accessing the documentation.

				

				[image: 599105-fg0311.eps]

				 6. Select the Check For and Install Updates Automatically check box, and then click the Check and Install Now button.

				 Xcode checks that your documentation is up-to-date (this also allows you to load and access other documentation).

				 7. Click OK to close the Xcode Preferences window.

				[image: tip.eps] You can also set the tab width and other formatting options in the Indentation section of the Xcode Preferences window. The default is 4.

				You can also have the editor show line numbers. If you click the Test Editing button in the Xcode Preferences toolbar, you can select the Show Line Numbers under Display Options check box. We don’t do this now, but this is very useful in Chapter 10, when we discuss debugging.

				Using Interface Builder

				Interface Builder is a great tool for graphically laying out your user interface by using standard iOS user interface components. You can use Interface Builder to design your game’s main user interface and then save what you’ve done as a resource file, which is then loaded into your game at runtime. Then this resource file is used to automatically create the window, all your views and controls, and some of your application’s other objects (such as view controllers).

				For more on view controllers and other application objects, check out Chapter 4.

				For building games, you don’t use Interface Builder as much as if you were building apps, but it’s critical to the iPhone development process.

				[image: tip.eps]If you don’t want to use Interface Builder, you can also create your objects programmatically — creating views, view controllers, and even things like buttons and labels in your own application code.

				Here’s how to build your basic interface with Interface Builder:

				 1. In your Project window’s Groups & Files list, expand the Resources group.

				 2. Double-click the RootViewController.xib file, as shown in Figure 3-12.

				 Don’t make the mistake of opening the MainWindow.xib. You need the RootViewController.xib file.

				[image: technicalstuff.eps] TrafficAppDelegate is still in the Editor window; that’s okay because you’re set to edit the RootViewController.xib file in Interface Builder, not in Xcode’s Editor window. That’s because double-clicking always opens a file in a new window — this time, the Interface Builder window.

				 Windows appear as they were the last time you left them. If this is the first time you’ve opened Interface Builder, you see three windows that look something like those in Figure 3-13.

				 Not surprisingly, the View window looks exactly as it did in the iPhone Simulator window — as blank as a whiteboard wiped clean.

				
					Figure 3-12: Selecting RootViewController.xib.

				

				[image: 599105-fg0312.eps]

				
					Figure 3-13: The TrafficViewController in Interface Builder.

				

				[image: 599105-fg0313.eps]

				Interface Builder supports two file types: 

				nib: An older format, which stored its contents as incomprehensible binary information.

				xib: A newer format, which stores its contents as clean XML code.

				 Functionally, these are both the same — they both are used for storing your application’s interface. The iPhone project templates all use xib files.

				[image: technicalstuff.eps] Although the file extension is now .xib, everyone still calls them nib files. nib and the corresponding file extension .xib are acronyms for NeXT Interface Builder. The Interface Builder application was originally developed at NeXT Computer, whose OpenStep operating system was used as the basis for creating Mac OS X. (Here ends the history lesson!)

				The RootViewController.xib window (the far-left window in Figure 3-13) is the nib’s main window. This window acts as a Table of Contents for the nib file. With the exception of the first two icons (File’s Owner and First Responder), every icon in this window (in this case, there’s only one) represents a single instance of an Objective-C class that is created automatically when this nib file loads.

				Interface Builder doesn’t generate any code that you have to modify or even look at. Instead, it creates freeze-dried Objective-C objects that the nib loading code reconstitutes and turns into real objects at runtime.

				If you take a closer look at the three objects in the RootViewController.xib file window — and if you have a pal who knows the iPhone backward and forward — you’d find out the following about each object:

				The file’s owner proxy object: This is the controller object that is responsible for the contents of the nib file. In this case, the file’s owner object is actually the RootViewController that was created by Xcode and is the primary object you use to implement the application’s functionality. The file’s owner isn’t created from the nib file; it’s created in one of two ways — either from another (previous) nib file or by a programmer who codes it manually.

				[image: technicalstuff.eps] In Interface Builder, you can create connections between the file’s owner and the other interface objects in your nib file.

				First responder proxy object: This object is the object with which the user is currently interacting. For a view, first responder usually starts as the view controller object. If, for example, the user taps a text field to enter some data, the first responder would then become the text field object.

				 Although you use the first responder mechanism quite a bit as you build the Traffic game, you don’t have to do anything to manage it. First Responder is set automatically and is maintained by the UIKit framework.

				View object: The View icon represents an instance of the UIView class. A UIView object is an area that a user can see and interact with. In this application, you have to deal with only one view.

				Take another look at Figure 3-13; notice the other window open besides the main window. Look at the window with View in the title bar. That window is the graphical representation of the View icon. If you close the View window and then double-click the View icon, this window opens again. This is your canvas for creating your user interface: It’s where you drag user interface elements, such as buttons and text fields. These objects come from the Library window (the third window you see in Figure 3-14).

				
					Figure 3-14: The Library window.

				

				[image: 599105-fg0314.eps]

				The Library window contains your palette — the stock Cocoa Touch objects that Interface Builder supports. Dragging an item from the Library window to the View window adds an object of that type to the view.

				[image: tip.eps] You’ll notice that the window shown in Figure 3-13 is shaped like an iPhone screen, which of course won’t work too well when running on an iPad. In Chapter 19, we’ll be adjusting the game’s interface to fit on this larger, differently-shaped screen.

				[image: tip.eps]If you happen to close the Library window, whether by accident or by design, choose ToolsLibrary to get it to reappear. You can also quickly open it by pressing Ô-Shift-L.
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‘Welcome, Jonathon Manning
ITunes Connect provides tools to help manage your content in the App Store.

The iTunes Connect Mobile (iTC Mobile) app is now available as a free download so you can review your
sales, related trends, and make informed business decisions anywhere on the go. Get the free ITC
Mobile app and start reviewing your sales and related trends for your products on your IPhone today.
For instructions on how to use the app to its full potential see the (Tunes Connect Mobile User Guide.

‘Want to help your chances of being featured on the App Store? The iTunes editorial team is always
looking for apps to highlight. The criteria for an app being featured includes demonstrating technical
excellence as well as having a strong App Store presence. You can improve your app's presence with
engaging screenshots that clearly demonstrate the features and functionality that make your app
unique, as well as with creative large and small icons that are free of any messaging (like “Sale”, "Lite",
or “Free").

You have agreed to the iAd Network Contract. You will be able to view the iAd Network module and set
your ad preferences once you enable at least one application for iAd.

[kl

[P

3

Sales and Trends [ H Manage Your Applications
Preview or download your daily and weekly A Add, view, and manage your applications in
sales information here. the iTunes Store.

Contracts, Tax, & Banking Information
Request Contracts and manage your contact,
banking and tax information.

Manage Your In App Purchases
Create and manage In App Purchases for paid
applications.

Financial Reports Request Promotional Codes
View and download your monthly financial Get codes that will give you free downloads of
reports. your applications.

Manage Users Contact Us

Create and manage both iTunes Connect and In Having a problem uploading your application?

App Purchase Test User accounts. Can't find a Finance Report? Use our Contact
Us system to find an answer to your question
or to generate a question to an iTunes Rep

ﬁ Download the Developer Guide. @ FAQs Review our answers to common inquiries.
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Individual

Enroll as an Individual if you do not need to add additional
developers to your team. If you are enrolling in the iPhone
Developer Program as an Individual, your name will appear as
the “seller” in the App Store.

Individual Development Only
; You are the sole developer who will be allowed access to

Program resources.

App Store distribution for iPhone

View example

! To enroll as an Individual you will need:
o Credit Card Billing information for identity verification.

Your name will appear as the “seller” in the App Store when
you enroll in the iPhone Developer Program as an Individual.

Company

Enroll as a Company if you would like to add additional
developers to your team. If you are enrolling in the
iPhone Developer Program as a Company, your
‘company name will appear as the “seller” in the App
Store.

Development Team
n You can add additional developers to your team who can
access Program resources.

App Store distribution for iPhone

@ Your company will appear as the “seller" in the App Store
when you enroll in the iPhone Developer Program as a
Company.
View example

] To enroll on behalf of a Company you will need:

« Legal Company/Organization Name.

* The legal authority to bind your company to any legal
agreements that may be presented to you during the
enrollment process or your program year.

 To provide us business documents including, but not limited
to: Articles of Incorporation, Business License, etc. as part of
our identity verification process.
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Distribution | | Visit the Member Center for Team, Account, and Program info

The new Member Center Is now your destination for:
 Sending invitations to join your development team and editing
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 Requesting or purchasing Technical Support.

* Viewing account information, such as your Team ID, profile,
and Program details.

Visit the Member Center now
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iTunes Connect Manage Your Contracts Jonathon Manning

Request New Contracts

Select the agreements which you would like to enter into.

Request
Contract  Contract Region Contract Type Legal Entity Name - Legal Entity Address
#  world IAd Network |

Your Contracts In Effect

Contract Number  Contract Region  Contract Type  Contract Download  Contact Info  Bank Info  Tax Info ‘

MS1431908  All (See Contract)  Paid Applications v Edit View/Edit  Edit  March 07,2010  August 02, 2010
MS1931796  World Free Applications NIA NIA N/A N/A  June 10,2010 August 02,2010

 For all developers residing in Canada or registered for Canadian GST/HST, you MUST click here
o For all developers residing in Australia or registered for Australian GST, you MUST click here
« For developers residing outside of Japan who wish to sell applications in Japan, for Japanese tax treaty information, click here

@ = Complete. A green check for Tax Info is NOT an indication that the tax e forms required wtake advantage of tax trates, a5 appicable, have been retumed or received
byb#e r:uummmmuhm-lmnln-muuuhg--u tax treaty rates,

Home | FAQs | Contact Us | Sign Out
Copyright © 2010 Apple Inc. All rights reserved. Terms of Service | Privacy Policy
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L]
fac ion = [[FBSession sessionForApplicati
[facebookSession resume];

self.twitterUsername = [defaults stringForKey:@"t
self.twitterPassword = [defaults stringForKey:@"t

TrafficViewControllerx anObject =
[TrafficViewController allocl;

- (void) endMultiplayerSession {
// terminate the gamekit session, if any
[multiplayerSession disconnectFromAllPeers];
multiplayerSession.available = NO;
[multiplayerSession setDataReceiveHandle
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