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				Foreword

				The XDA Developers (XDA) website was opened in 2003. Nine years may not seem like that long ago, but Facebook wasn’t even a thing then. The iPhone and the first Android handset weren’t released until 2007. So, in Internet time, XDA is old. In smartphone time, we’re ancient.

				xda-developers.com is a strange URL—not as imaginative, short or catchy as most high-traffic sites. There’s a simple reason for this: the site wasn’t created for you. We never envisioned a smartphone revolution—or ifwe did, we never envisioned that millions would care so much about what was happening on our little developer-focused forum.

				XDA was created for developers and it is still a site for developers. They are incredibly smart, generally selfless, and hard-working individuals who share their creations (for free) with the world. When they see a book like this, they get concerned that their site will be overrun (more than it already is) by “newbs” with annoying questions and demands. They see the title of this book—with that overused “H”-word—and roll their eyes. 

				So, why did XDA lend its name to this guide? Honestly? It’s because we can’t stop you all from coming and we’d rather you be a bit better educated when you arrive. People spend more time touching their phones than their spouses and many of those people want their phones to be completely customizable (even as their spouses are generally not). They want to remove restrictions placed on the devices by carriers and OEMs and make the phone theirs.

				This book was written by a member of XDA. His goal was to share his enthusiasm about what he found on the site and across the Internet about the customizability of the Android operating system, to get you just as excited, and to show you the tools you need to put that excitement into action. As with most tech-related books, much of the text herein is outdated by the time it hits the shelves. But that’s OK. Even if the content is slightly stale, even if you don’t have any of the devices listed in the tutorial chapters, we still urge you to read it carefully so that you are better prepared to understand as you explore XDA for your device.

				As a site for developers, XDA’s goal is to make sure you have you respect for all those who have blazed the trail to make all this good stuff possible. We want you to use XDA responsibly—read everything before posting, understand the risks of rooting and customizing your device, and, as you learn, become a helpful, contributing member of the community.

				The XDA Admin Team

			

		

	
		
			
				Introduction

				There’s a reason most Android geeks have such disdain for the other major smartphone operating system. The iPhone shackles the user, with its closed source code and ecosystem ruled with an iron fist. Android, on the other hand, frees developers to tear apart and rebuild nearly every aspect of the user’s experience with the operating system. Beyond the world of developer-created applications (apps), there is a vast universe of deeper customizations—custom kernels and ROMs, themes, CPU overclocks,  and more.

				In most cases, these tasks begin with gaining “root” access to your device. The goal of this book is to get you comfortable with the tools and vocabulary of Android hacking, to get you in the “root” mindset, and to point you towards the best online resources for expanding your knowledge even further.

				First Things First: What Is XDA?

				The XDA Developers (XDA) website, at http://www.xda-developers.com, is the largest smartphone community on the Internet. As the name implies, the site—launched in 2003—is a destination for developers. “XDA” was a line of phones based on Windows Mobile that were branded by O2 and developed by a small (at the time) Taiwanese manufacturer called High Tech Computer Corporation (HTC). According to XDA history:

				It was these early O2 XDA devices that the founders of our site thought had much more potential than the sellers O2 and HTC were giving them credit for. With their geeky hats on they cracked them open and began to develop them beyond the standard fairly boring branded versions. To spread the word, they set up a small website and naturally called it xda- developers. In the early days they had less than a dozen members (2003).

				As more and more phones were released, the XDA administrators launched a new forum for each one. The site was built around the spirit of community and cooperation. XDA itself is not an organization of developers. The site is merely a sandbox where developers congregate.

				From those early few members, XDA became known as the go-to source for information on how to make phones do more great stuff and how to fix a phone that was otherwise broken. As more people were attracted to the site, enthusiasts were given a home to share the awesomeness of mobile device development. From that early core of a few dozen enthusiasts, geeks and developers, the XDA website now receives more than ten million visitors per month and thousands of informative posts every day.

				The material in this book draws heavily on the work done by the fantastic community at XDA. The book combines the work of the XDA community, my technical teaching experience, and my work as an Android developer to provide a launching point for the budding Android hacker.

				The XDA forums have become the foremost Internet destination for information about mobile devices: how to fix them, how to hack them and, generally, how to make them better than the manufacturers make them. http://forum.xda-developers.com is laid out in forums dedicated to individual devices. Each forum contains a core group of people who work with and love the device, as well as thousands of helpful individuals on the same journey as you. When you visit XDA, you can use the “Forums” link and navigate through the forums to find your specific device (see Figure 1).

				[image: 9781119951384%20unin01.tif]

				Figure 1: The device-specific forums at http://forum.xda-developers.com

				The Dragons that Lie Ahead

				The freedom offered to you when your device is rooted is liberating. It affords you such wonders as:

				• complete backup of all applications and their data

				• Google Apps, if they were not included with your device

				• overclocking your device (speeding it up to run faster and better)

				• fixing manufacturer issues, such as GPS errors or call dropping

				• wireless tethering to create a quickie “hotspot”

				• completely changing and customizing the device interface.

				All of this and more is available to those who step out on a limb and root their Android device. However, there are two caveats to keep in mind before you get started.

				You should know before you read any further that by even thinking about rooting your device you may have voided your warranty.

				Not really, of course, but attempting any of the customizations that you read about in this book will void your manufacturer’s warranty and any insurance warranty you may have purchased. Manufacturers and mobile service carriers sell millions of devices every week. For every device they sell, they have to support a certain percentage of those devices that are defective. As far as your carrier and OEM are concerned, when you mess with the stuff they have spent millions on making, their responsibility to support you ends.

				There are no exceptions to this rule. Most OEMs, carriers and support companies will instantly reject any sort of support or replacement request when they find the device has had its software, firmware or hardware altered outside normal parameters. Even so-called “developer” devices, such as the Nexus range, cease to be supported when you start developing on them.

				The second big catch is that you can do permanent irreversible damage to your device. In the parlance of the mobile device hacker, this is known as “bricking” because it turns your $400 smartphone into something as useful as a brick. Some of the exploits that are used to gain “root” access are edge-of-the-knife procedures that can completely ruin a device if the tiniest mistake is made.

				Some devices are more robust than others and are less likely to be bricked. The original Motorola Droid from Verizon, for instance, was known for being almost impossible to permanently brick. But even the venerable Droid has been bricked by hasty or extremely adventurous hackers.

				Many of this book’s tutorials, whether to achieve root or other customizations, require you to be familiar with a command prompt window, such as the one shown in Figure 2. If you are a typical Windows user, you probably do not have much experience with the command line. Although you can find shortcuts, scripts, and workarounds, I still recommend you get comfortable with the command line. By the time you make it through Chapter 4, you’ll be a command prompt pro.

				[image: 9781119951384%20unin02.tif]

				Figure 2: The command prompt window

				Most of the steps in this book assume that you have the ability to connect your device to your computer and that your computer has all the drivers it needs to communicate with your device. If you are unsure of this, you may need to read through Appendix A to get your phone connected to your computer. Your best shot at getting your particular device connected to your computer is to do a quick search of the XDA forums to locate the drivers. Don’t do all the hard work of locating the right drivers if one of the wonderful people at XDA has already located them.

				The other dragon that can gobble up the new hacker is that most Android device hacking requires the Software Development Kit (SDK) to be installed on your computer. In Appendix A, I walk you through setting up the Android SDK and point out the few pieces that you actually need for hacking your Android device.

				For many devices, much of the risk has been removed by developers and hackers who have created scripts, one-click methods, and helper tools to root and customize your device. The XDA forums are an awesome community of curious and extremely intelligent people that can get you out of most dead ends when hacking your phone.

				In order to access the wealth of information undoubtedly available for your device, you must first navigate to your device-specific forum. Finding the dedicated forum for your device is a simple task that can be accomplished several ways. While you could comb through the forum index and find your device manually, this can become quite frustrating given the extremely large number of device forums.

				An easier method to find your device-specific forum is to use the “Find Your Device” box in the upper-right hand corner of the screen, see Figure 3 (top). Simply type the name of your device, or even a few letters, and you will be presented with a list of all matching device forums. Alternatively, you can jump to devices from a particular manufacturer by using the “Devices by OS or Manufacturer” drop-down menu at the top center of the page, see Figure 3 (bottom).

				[image: 9781119951384%20unin03.eps]

				Figure 3: Searching for your device by name (top) or by manufacturer (bottom)

				If you decide to continue to root your device, customize it and slip the surly bonds of OEM tyranny, you must proceed at your own risk. You have to accept the very real possibility that you could do your device permanent harm or even brick it. John Wiley & Sons, XDA Developers and I are not responsible if you turn a beautiful shiny Android device into the most expensive paperweight ever.

				You have been warned.

				Who This Book Is For

				This book is for the Android user who wants to get started with hacking Android devices. If you have heard of “rooting” an Android device and wonder what it means and how it is done, then this book is for you. This book is also for the user who wants to get more out of their Android device and increase its life and functionality.

				What This Book Covers

				This book covers general Android knowledge and mobile device concepts. It also includes chapters that give the reader the skills necessary to begin hacking and exploring on their own. It covers installing the tools needed, such as the Android SDK. Later chapters cover the rooting procedures for specific devices. Although devices, and Android itself, change very quickly, reading a walkthrough can prepare you for what you can expect in rooting your device.

				How This Book Is Structured

				This book is divided into two parts. The first part gives a basic overview of Android and the shell. Shell command skills will be the core of your Android-hacking career. The second part gives example walkthroughs on representative devices, from the very tightly locked to the wide open. Some devices from major manufacturers are given a detailed walkthrough to demonstrate how the skills learned earlier can be applied. The appendix walks you through getting your computing environment set up to hack Android.

				What You Need to Use This Book

				You need a PC with Windows (XP or later), a free USB port (USB hubs are not generally recommended), and an Internet connection. You need to be familiar with navigating the XDA forums in order to access the latest updates and information. Android hacking can be done very well from computers running Mac or Linux but this book focuses on the PC user. You need an Android device if you wish to follow along with the examples and tutorial walkthroughs.
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				Chapter 1: Android OS Internals: Understanding How Your Device Starts

				In this chapter:

				•	The penguin down below: the Linux kernel

				•	Bootstrapping: How your device starts

				•	An introduction to custom bootloader and custom  recovery processes

				To fully understand the process of rooting your device, gaining the control and power you need to truly customize it, you need to understand a little about how the Android operating system works—how the device goes from being powered off to a fully functioning state. It is in this process that developers usually exploit weaknesses to gain full access to the device. Usually some step in the boot process allows a developer to insert a bit of code or a script, and thus access functionality not intended by the Original Equipment Manufacturer (OEM).

				
					Linux Development and Open Source

					Linux began in 1991 with Linus Torvalds working to make a completely free and open source operating system that could be used by hobbyists, academia and hackers. His operating system has grown to be one of the most powerful and flexible in the world today. From a handful of unknown geeks, the developer base has matured to include thousands of contributors every year. Some of the finest names in computer science and programming work on the development not only of Linux but also of Android.

					Linux remains completely free and completely open source. This allows companies and individuals to have access to the power of computing devices without the complex legal and copyright concerns that come with closed source software.

				

				The Penguin Down Below

				Android is an operating system built on the Linux kernel. Thanks to Google and the Open Handset Alliance, Linux and its penguin mascot have found a home on Android devices. Android is essentially a highly customized distribution of Linux with various tweaks oriented towards mobile devices.

				If you are familiar with the Linux operating system then you are going to feel quite at home with many aspects of the Android operating system. If you are comfortable with any other command-line operating system, such as DOS or the Windows command line, many of your skills there will be useful as well. 

				Android is, at its core, an implementation of the Linux operating system. Many of the commands you will be using in hacking an Android device are Linux commands. However, you do not need to be a programmer to become an Android hobbyist or enthusiast. Using the skills taught in this book, you can become adept at exploring and altering your Android device. 

				The differences between your Android device and a Linux desktop computer are many. The most striking difference is the way in which your device bootstraps (starts) when you power it on. It is in this start-up process that the hackers and elite developers find the vulnerabilities to exploit. Because Linux has a long history of being the go-to operating system of developers, hobbyists and hackers, there are many programmers and professional experts working on tools that help you with the root process. Most of the “heavy lifting” is done long before the average Android hacker gets access to root on his or her device.

				Although you do not need to be a Linux nerd to root and customize your Android device, being familiar with the Linux command line, and command lines in general, will help you feel more comfortable. For an excellent reference to the Linux command line, check out Linux Command Line and Shell Scripting Bible, 2nd Edition by Richard Blum (Wiley, 2011).

				How Your Android Device Starts

				The Android operating system has a complex and multistage start-up routine. Manufacturers lock the start-up process to protect revenue and maintain control of the device you purchase. The nature of the Android start-up process allows developers and hackers to replace parts of it to achieve full control of an Android device.

				Bootstrapping

				Bootstrapping (or booting) is a term that describes what a computing device does when turned on. It “pulls itself up by its bootstraps.” When you power on an Android device, a tiny piece of code on a memory chip initializes the memory and CPU. Usually the bootstrap code is referred to as the bootloader. The bootloader is different from device to device, although all bootloaders do the same things: they check for hardware features and load the first part of the operating system into the device’s memory.

				The encrypted bootloader is the beginning of all things Android, effectively locking out the user from customizing the firmware and software. Locking the bootloader is the rough equivalent to a computer manufacturer forcing you to use a particular version of Windows, along with a theme of their choosing. The bootloader is the primary point of contention between owners of mobile devices and the original equipment manufacturer (OEM). Many, if not most, OEMs specifically do not want you to have access to that bootloader code. The reasons that OEMs do not want users to have access to this code are varied but fall into the following categories:

				• The cost of honoring warranties: Altering the bootloader code can permanently disable the device. This is problematic for device manufacturers because broken devices are returned to them under warranty. It is difficult to determine if a device is broken because the user did something silly to it or if it is, in fact, defective. This means that the manufacturer may have to replace a device that became defective through no fault of the manufacturer. Replacing defective devices costs money and those costs may be passed on to the consumer.

				• The need to protect carrier agreements: Carriers are paid to pre-install applications from third parties on devices. Many organizations, from car rental companies to streaming video startups, have a mobile application. To get exposure for their products, they pay carriers to include those applications on your device; to ensure that exposure, the carrier blocks the user’s ability to remove the application. After all, it simply wouldn’t do to have Blockbuster pay hundreds of thousands of dollars to have their application on your device only to have you remove it to make room for Angry Birds three minutes after you walk out of the store. Locking the bootloader allows carriers and OEMs to declare some applications as “system” applications. This removes them from typical management tasks, such as deletion or moving them to an SD card.

				• Planned obsolescence: Devices with a very long life are bad for OEMs. The development and release cycle of new mobile devices has become incredibly fast, outpacing even old standards in technology. When a device is released, the device that will obsolete it is often already in production. Android operating system updates have new features and stability that users desire. Because OEMs depend on selling new features and the latest Android operating system, they need consumers to want the newest devices. Allowing consumers to update the operating system and software themselves effectively reduces the need to purchase the latest device from the OEM or carrier.

					In essence, planned obsolescence from the carriers and OEMs is designed to make the consumer spend more money to get the latest Android updates. If you can hack those updates into the perfectly good device you purchased six months earlier, the OEMs lose money.

				When you power on an Android device, the bootloader is the first program code that runs. Bootloading is typically a two-part process, utilizing a primary and a secondary bootloader.

				On most Android devices, the primary bootloader cannot be replaced. This is because the primary bootloader is hardcoded into an application-specific integrated circuit (ASIC) in the device. These hardcoded instructions load the secondary bootloader into memory and tell it where the memory, CPU and operating system are located and how they can be accessed.

				
					Taking Responsibility for Your Hacks

					It is important to note that if you choose to hack your device, you take responsibility for replacing it. It is unfair and unethical to do something silly to your device that disables it and then expect the carrier or OEM to replace it. Good hackers go into their hacks knowing the possible outcomes and willing to take responsibility for their own failures. When it comes to OEM and carrier ill-will towards hackers, ensure you are part of the solution not part of the problem. Never try to return a bricked or disabled device for replacement. Learn how to fix it or take responsibility and replace it.

				

				Adding a Custom Bootloader

				A custom bootloader is a secondary bootloader that allows you to gain access to the file system with more control than you can with an OEM bootloader. Custom bootloaders open up the possibilities of replacing the original operating system files with customizations as varied as a new user interface or a supercharged kernel. Despite the manufacturer’s objections, the hacker’s goal is to interrupt the standard bootloading process and use a custom bootloader that enables hacking of the device.

				Understanding the Bootloader Process

				Your Android device follows certain steps when booting up. The following steps and Figure 1-1 are simplified and made generic to apply to most Android devices.

					1.	Special code in the boot read-only memory (ROM) locates the first-stage bootloader and loads it into memory. The boot ROM is an ASIC that has its code permanently programmed.

					2.	The first-stage bootloader loads the second-stage bootloader after initializing some memory and getting the hardware ready.

						The bootloader checks to see if the security flag is on (S-ON). If it is on, then the bootloader will load only signed (official) kernels. If the security flag is off (S-OFF), then the bootloader no longer checks for signatures. Setting S-OFF also releases other security lock downs, making the entire file system writable and enabling other goodies, such as allowing you to install a custom recovery process on the device.

						This is the step in which you want your custom bootloader to be loaded. The holy grail of hacking a manufacturer’s handset is to load a custom bootloader so that a custom kernel can be loaded.
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				Figure 1-1: The Android boot process

						Fastboot (see Chapter 3) is a protocol that allows low-level commands to be sent to a device to do such things as write files (such as custom bootloaders, recoveries and ROMs) to the operating system. Most manufacturers, therefore, disable the Fastboot protocol at the factory. Because the second-stage bootloader is the step in the boot process where the Fastboot protocol is enabled or disabled, this part of the code is frequently encrypted or otherwise locked down by OEMs. Some devices, such as Nexus devices and the Xoom, can be unlocked, allowing the Fastboot protocol to be enabled. 

					3.	The bootloader loads a Linux kernel and customizations into memory.

						At this point, the bootloader hands off control of the hardware to the Linux kernel. The Linux kernel and any software or firmware customizations are usually all packaged together. On some devices, they are called a ROM. The name ROM is a slight misnomer because NAND storage is not truly read-only. Other devices require custom images (in IMG format) to be written to memory; still others have the kernel package written from an RUU file. However the kernel package is placed on the device, the bootloader must know where it is located and how to hand over the reins to it.

					4.	The last step is the initialization (INIT) process. The INIT process is the mother of all other processes that run on your device. It initializes all of the processes necessary for basic hardware access and device functionality. It also starts up the Dalvik virtual machine processes where most applications are executed.

				Through this whole start-up process, the important thing for you to understand is that most of the hoops you have to jump through when rooting your Android are to achieve one or both of two goals:

				• to set S-OFF, thereby allowing you to load your own custom kernel package

				• to install a custom second-stage bootloader to allow you to ignore the S-ON or S-OFF state and load your own custom kernel package.

				On some devices, neither goal is achievable and you must use workarounds to carry out device customizations. Devices with completely encrypted bootloaders, such as the Milestone and DroidX, can still be customized to some extent. The amount of customization you are able to achieve on these devices is limited and the process is usually a little more complex.

				Custom Recoveries:  The Holy Grail

				A recovery is a separate, standalone piece of code on a partition that can be booted in order to update Android and maintain the device. Almost all Android devices have a recovery mode into which they can be booted. One of your goals as an Android hacker is to get a custom recovery onto your device. Custom recoveries allow you to include many extra features, including easy customization and backup. 

				A recovery allows you to do useful things such as resetting a device to factory settings, clearing the data cache, and installing an official signed update to the Android operating system. Figure 1-2 shows the Amon Ra recovery screen. Unfortunately, the catch is that the default recovery process for most devices only installs updates to Android that have been signed with the OEM’s digital signature.

				If you can achieve full root and full custom recovery, you can easily change the ROM or firmware package installed on your Android device and create full file system backups, including backing up application data. Developers of custom recovery processes include many options not included in the standard Android boot process. Figure 1-3 shows the screen for the popular ClockworkMod recovery. This recovery gives you the capability of flashing a custom firmware package to your Android device very easily, as well as backing up the firmware, data, and cache and storing them on your SD card.

				[image: 9781119951384-fg0102.tif]

				Figure 1-2: Amon Ra recovery screen

				Which custom recovery you use depends on personal taste and the compatibility of your device. The Amon Ra and ClockworkMod recoveries each work on some devices. The XDA forums are a good resource to see if your device is supported by either of those custom recoveries. Typically, the process of rooting a device includes installing one of these recoveries. If your device is supported by a custom recovery, you should install it immediately after rooting. You can check the developer websites for device support.

				Chapter 4 includes a complete walkthrough for the ClockworkMod recovery.

				[image: 9781119951384-fg0103.tif]

				Figure 1-3: The ClockworkMod recovery screen

			

		

	
		
			
				Chapter 2: Rooting Your Android Device

				In this chapter:

				•	What is rooting?

				•	Why you would want to root your Android device

				•	Backing up data before rooting

				•	Different methods of rooting an Android device

				•	How to gain root permissions on two specific devices

				You have probably heard your local Android geek mention rooting or read on the Web somewhere about rooting an Android device. Rooting may sound magical and mysterious, but it is a fairly simple idea. At its core, rooting gives the owner of a device more control and access.

				The highest level of privilege you can have on a Linux system is to be logged into the device as the root user, sometimes called the superuser. The terms “superuser” and “root” both refer to the same thing.

				
					Why Is It Called “Root”?

					The term root comes from the hierarchical nature of the file system and permissions in UNIX and Linux operating systems. The branches of the file system and users resemble an inverted tree. The root of a file system is the beginning of all the files and directories. The root of the permissions system is the beginning of all permissions and, thereby, the most powerful and privileged.

				

				The root level of permission exists on Linux systems to provide administrative access. Logged in as root, there is little that you cannot do. Root has permission to read and write most places in the file system and change system settings. Because of this, the highest goal for any hacker is to obtain the ability to log into a Linux device as root.

				It is this very high level of privilege that you are seeking when you root an Android device. You need the root level of permission to customize your Android device in many ways.

				Why Should You Root?

				The benefits of rooting your device include saving money, as you extend the life and usefulness of your device, and fixing problems created during development or manufacture. There are also side benefits of adding functionality and removing restrictions imposed by the carrier or original equipment manufacturer (OEM). However, there are inherent risks in using root-level applications, as they are given access to all data from all applications installed on the device. Luckily, this risk can be mitigated by only giving root permissions to trusted applications.

				Increasing the Service Life of the Device

				One of my co-workers purchased one of the first Android devices released, the HTC Dream, also known as the G1. Matt loved the phone, but quickly realized that new versions of Android would run slowly or not at all on his device.

				After the Éclair release of Android, it was simply not in the interest of the OEMs or the carriers to invest in recompiling Android for old hardware and working out all the bugs. Matt’s G1 would eventually get the new version—but not soon enough. Carriers and OEMs would prefer you to purchase a new device with the latest Android version. However, developers in the Android and phone-hacking communities are determined to port new versions of Android to older devices to extend their lives with additional capabilities and features. Developers such as Koushik (Koush) Dutta and other teams working separately and in conjunction have ported new versions of Android to older hardware that OEMs and carriers have long since abandoned and stopped supporting. To install a newer version of Android on older hardware, you need to be rooted and have full file system access.

				That original G1 purchased by Matt is still his everyday phone. Thanks to hackers at XDA and in the Android community, it sports the Froyo release of Android. The G1 was never supposed to have such a long life. Matt would have had to purchase at least two more devices after the G1 to access the manufacturer-supplied features of Android Froyo. Thanks to root access, Matt will be using his G1 for a while to come. (Yep, he is cool like that.)

				Fixing OEM Defects

				As a result of the breakneck pace of mobile device development, far too many Android devices have shipped with some form of defect. Some of the defects are minor, such as dropping calls or writing slowly to the SD card. Other devices have shipped with major functional defects. For example, the Samsung Galaxy S device (known as the Fascinate when sold by Verizon and by other names when sold by other carriers) was designed with pretty curves that forced the GPS antenna into a bad position and caused the default GPS signal computation code to generate no or erroneous location data. An otherwise beautiful and powerful device was given an unnecessary and irritating, if not fatal, flaw.

				The XDA forums and other Android hacking communities usually have a fix for design defects fairly quickly—even though it is difficult, if not impossible, to address a hardware defect with a software fix. However, installing a patch or fix frequently requires system write access, for which you need root permissions. Android users have come to expect that any defect or usage irritation can be fixed or patched by the Android hacker community. It has been said that even OEMs sometimes wait to see how the Android community fixes broken firmware before releasing their own patches.

				
					Android Version Codenames

					The initial release of Android had no name, but subsequent releases have all had a project name at Google. The first Android device to be popularly released was simply called the G1. It ran Android 1.5, known as Donut.

					Someone at Google must have a sweet tooth because every version has been named after some sweet confection, starting with Donut. The subsequent versions have been called Éclair, Froyo, Gingerbread, and Honeycomb (the latter seems to bypass the sweet confections theme and cut straight to the sweet source). The latest version, Android 4.0, is called Ice Cream Sandwich.

				

				Increasing Capability

				Many OEMs build devices with components that have capabilities they never intend to employ. For example, many Android devices have the capability to tune in to FM radio signals but that feature was never enabled and applications were not created for radio tuning. As a result of the work of the Android development community, the Nexus One gained both an FM radio and the ability to record in 720p resolution.

				Overclocking

				Almost every Android device has a CPU that can run at speeds faster than those enabled by the OEM. The CPUs are often clocked down to enhance battery life or reduce the possibility of heat issues. As distributed, the Xoom runs at 1 GHz, but it can be made to run safely and stably at 1.4 or 1.5 GHz. This gives an incredible performance boost to an already great device. Many other Android devices can have their CPU speed upgraded, giving faster performance and greater capability to the user. Speeding up the CPU is called overclocking and is a good reason to root your Android device.

				Creating a Portable Hotspot

				Many carriers produce devices that provide a wireless connection point (a “portable hotspot”) to which you can connect, just as you would to any Wi-Fi hotspot. Such devices enable you to carry a hotspot around with you. A portable hotspot sends data over the cell network in the same way as your phone. There is little functional difference between your mobile device requesting Internet data and a portable hotspot requesting data from the Internet. Hotspots frequently cost as much as a smartphone and require an expensive data connection package in addition to what you already pay to access the same data on your Android device.

				Rooting your Android device enables you to use your phone as a portable hotspot device. It is valuable to be able to create a temporary hotspot in an emergency or for a traveling business person to be able to do so regularly. Since you pay for data from your carrier, how you access that data should be your choice. Most OEMs disable this feature on your Android device unless you purchase an expensive hotspot package, and carriers have a vested interest in you purchasing more devices and more data plans. It’s worth noting that, more often than not, using your phone as a hotspot violates the terms of service with your carrier, so tread carefully.

				Customizing the Device

				Although perhaps not the most compelling factor, the desire to have complete power over the look and feel of your device is frequently the first reason for a hacker to want to root a device. Unless you have the power to write to any portion of the file system, your customizations will be temporary or limited in scope.

				Once you have installed a custom recovery, you can write complete file system portions, including portions that are usually completely unchangeable. Installing customized firmware usually involves flashing a firmware or kernel package that includes user interface images and layouts, scripts, application packages, and much more. The time required to create these customizations would prevent most people from doing it. However, dedicated developers spend the long, geeky hours necessary to change the default firmware and release it as a ROM or other firmware package that enables rooted users to flash a large group of customizations all at once. Many developers release or announce new ROM packages on the XDA forums.

				
					Overclocking a Device

					Overclocking is a term that means “giving more speed.” It comes from the technical idea that a computer’s speed is based on “clock cycles” measured in hertz. Speeds of 500 MHz, 800 MHz and 1 GHz are measurements of how many clock cycles a processor goes through in a millisecond. Overclocking means forcing a chip to run at a clock speed that is higher than its native, or set, speed. This usually means increasing the voltage to the chip, which results in using more battery power, generating more heat and, most importantly, providing more speed to the device user.

					The drawbacks of overclocking are that the increased heat and drop in battery life may reduce the life of the device. Manufacturers spend months perfecting the right frequency for the hardware based on the placement of chips, lifespan required, heat dissipation, and so on.

				

				Backing Up Data

				Most user data is safe from the destructive actions taken during rooting. However, applications and application data are removed by rooting or unlocking a device. For example, using the Fastboot OEM unlock described in Chapter 3 results in all of the /data partition being wiped. It is important to back up important data and assume that you will lose all data when hacking.

				After you have succeeded in rooting your device, backing up the entire Android file system becomes very easy and provides great peace of mind when you change devices or customize a device. A rooted device can either perform a complete NANDroid backup, if it has a custom recovery, or a more finely tuned application-specific backup, using a program such as Titanium Backup.

				Contact Information

				Google keeps all of your Android phone and email contact information in its data cloud (that is, the information is stored on Google’s servers). When you activate a phone with your login information, it pulls all of your stored contacts back to the phone. As long as you do not specifically create a contact that is stored only on the phone, Android devices automatically synchronize all contacts to the Google servers and you need never fear losing contact data.

				
					Booting from an SD Card

					Some Android devices, such as the Nook Color and WonderMedia tablets, require a custom SD card for rooting. A special file system and update script is written to an SD card using a PC. The SD card is then inserted into the device and the device is rebooted. The device boots from the SD card and flashes custom firmware and bootloaders.

					If you find out from the XDA forum that your device needs to boot from an SD card, it is best to use a separate SD card on which you have not stored data. Most methods of making an SD card bootable will completely erase the data from it.

				

				Often, rooting a phone or Android device sets the phone back to factory defaults, resulting in data (including contact information) being wiped from the phone. This means that you need to sign in to your Google account and let it synchronize all of your information. Many one-click root methods that run an exploit on your device will not wipe your data, though you should always be paranoid when it comes to backing up.

				Applications and Their Data

				A similar situation exists when it comes to Google Apps Marketplace applications. When you download and install an application, a record that connects your login information with that application is stored on the Google servers. When you reactivate a device with your login information, it synchronizes automatically with the Google Apps Marketplace and automatically installs any missing applications.

				Although applications are restored, any data stored by an application will most likely be lost unless it was specifically backed up or stored to the SD card. On some devices, you also risk losing all user-created data, such as photos and documents. If you have important data that has been created by an application, it’s a good idea to find out how to back up and restore it (look on the XDA forum). It is best to assume that any hacking process will cause all your data to be wiped.

				Data on the SD Card

				Android stores camera pictures and videos on your SD card, and you may want to back those up prior to hacking the device. Data stored on the SD card of an Android device is, typically, safe from rooting activities. However, it’s always a good idea to use the Media Transport Protocol (for most Android 3.0+ devices—USB Mass Storage mode for others) or the ADB PULL command (see Chapter 3) to copy all of the data from your SD card to a backup folder on your computer.

				How You Can Root and Leave Your OEM’s Control

				The process of rooting an Android device varies based on the model of your device. A device that has been available for a while may have multiple rooting methods. In the next section, we walk through the process of rooting with two devices. Chapters 3 and 4 cover most of the common skills and tools needed to obtain root.

				The methods of obtaining root fall into broad categories:

				• OEM flash software for writing firmware

				• exploits

				• native Fastboot flash

				• scripted or automated methods.

				These are very broad and subjective categories that I have created for organization of this section. Many developers will likely take me to task for the categorization of their method or utility.

				You can find out what rooting methods are available by looking in the XDA forum for your specific device. For instance, the rooting information and procedures for my Xoom tablet are located in the Xoom Android Development subforum of the Motorola Xoom forum (http://forum.xda-developers.com/forumdisplay.php?f=948). Most proven root procedures are “stickied” at the top of the list of posts so that they are easy to locate.

				Whether the bootloader or recovery is replaced on your device using flash software, an exploit or the Fastboot protocol, the principle is the same: root permission is the first step toward device customization.

				OEM Flash Software

				On some devices, the first time you acquire root, you must use the native OEM diagnostic or flash software. After flashing the firmware and accessing root, you will usually use a custom recovery for further firmware changes.

				
					Educating Yourself

					It is very important that you read everything that is available about your device. Read the initial root instructions and any stickied posts. Read the entire thread that is connected to your device’s root procedure. Plan to spend a couple of days just reading up on other people’s experiences with rooting, theming and ROMing your device. Most newbie mistakes are easily avoided if you take a long view and have enough patience to read everything available for and about your device. A hacker is a self-educated and very patient animal.

					Because you are accepting all the risk and responsibility for destroying your device or making it better you should think more “marathon” than “sprint” when beginning in the rooting and hacking community. Read a lot and ask questions only after using the search function in the XDA forum.

					In particular, it’s a good idea to know your unbrick options (if there are any) before you attempt to root your device. In the XDA forum, search for the term “unbrick” and your device name.

				

				Root can often only be achieved by flashing a complete signed firmware package with OEM tools. If your device requires an external program (other than the native Android SDK tools—Android Debug Bridge (ADB) and Fastboot) to write the new firmware the first time, then it will need a complete signed firmware package. For example, the first root method available for the Droid 1 involved using Motorola’s RSDLite technician tool to flash a custom bootloader to the boot section of the file system. Similarly, many devices featuring the NVIDIA Tegra 2 processor require the use of NVFlash and Samsung devices often make use of ODIN.

				Sometimes the only way to recover a bricked device is to use OEM flash software.

				The advantages of using OEM flash software are that:

				• It is usually fairly safe and straightforward to attempt.

				• There are relatively few, uncomplicated steps in the process.

				The disadvantages of using OEM flash software are that:

				• It is sometimes difficult to use or understand. At best, the interface is sparse; at worse, it can be in language that you do not understand.

				• OEM debugging software can be difficult to find and keep updated.

				Exploits

				An exploit is a vulnerability (or “crack”) in the operating system that can be exploited by a hacker. Exploits come in many types and formats. For instance, one of the earliest methods for gaining root on the EVO 4G was an exploit of a security vulnerability in the Adobe Flash application.

				In the world of Linux operating systems, hacking through to a useable exploit is part science, part art and a lot of gut instinct built on experience. Finding a vulnerability that can be exploited is the first goal of the developer community when a new device is released. Advanced hackers and geeks race to be the ones to find the crack in the code that can be used to free a locked-down device. Threads exploring possibilities on the XDA forum can stretch to thousands of posts.

				Exploits are some of the most fun and rewarding ways to root your Android device. About halfway through rooting my first HTC Thunderbolt using Scott Walker’s ASH exploit, I remember thinking “Wow, I am really hacking this thing. I feel like an actor in Mission Impossible.” That psneuter exploit written by Scott Walker (scotty2walker to the Android hacker community) is a good example of a simple exploit that was used to do some really cool stuff to get access to root. The psneuter script takes advantage of the fact that the Android Debug Bridge (see Chapter 3), if it cannot determine the S-ON/S-OFF state, assumes S-OFF and defaults to mounting the file system as readable and writable when you launch a remote shell access to an unrooted device. This little exploit can be utilized to write to sections of the file system, such as boot sections and recovery sections, that would otherwise be inaccessible.

				I am not experienced enough and do not have the coding skills to program the psneuter exploit, but Scott Walker released the code to the Android community. As a result, I can use it to free my Android device. I have never had more fun than when participating with the Android community at the XDA forum to hack a new Android device.

				The advantages of using an exploit are that:

				• It can allow access to a tightly locked OEM device.

				• It is fun and makes you feel like a hacker.

				•	It is usually difficult for the OEM to patch and eliminate the exploit.

				• Anyone can do it using the skills outlined in this book.

				The disadvantages of using an exploit are that:

				• It is a complex process that requires knowledge and skill.

				• It is easy to do something incorrectly.

				• There is a high possibility of bricking the device.

				Native Fastboot Flash

				When a device is left unlocked or is unlockable, it can be booted into Fastboot protocol mode to accept Fastboot commands. Fastboot allows you to flash a complete file set or a file system bundled into a single file (known as an “image”) to different areas of the file system, such as boot or system.

				Most first-generation “Google experience” devices, such as the Nexus One, Xoom, and Nexus S, have unlockable bootloaders that allow the security switch (S-OFF) to be turned off, usually via the Fastboot command. However, not all devices support Fastboot natively. In other words, unless the OEM intended you to use Fastboot commands from your PC, you will not be able to do so. The Fastboot command and its capabilities are covered in Chapter 3.

				The advantages of using Fastboot are that:

				• The instructions are simple and fairly easy to follow.

				• It is an easy method with relatively low risk.

				The disadvantages of using Fastboot are that:

				• A limited number of devices support it.

				• Command-line skills are required.

				• Performing a Fastboot OEM unlock will clear the /data partition on the device.

				Scripted and One-Click Methods

				This is a very broad category that includes methods from the very sophisticated, such as the unRevoked root method, to simple ADB scripts. Scripted methods usually involve a lot less user interaction than step-by-step rooting methods that use ADB or OEM tools. As a result, they tend to be easier and more reliable. Custom binary methods, such as unRevoked, rely on a proprietary link across your USB connection or running an application directly on your device. Even so, proprietary methods perform the basic function of replacing the bootloader or recovery process on the file system.

				
					Debate about Scripted and One-Click Roots

					There is an ongoing debate in the Android community about one-click and scripted methods. Some developers fear that OEMs will crack down on these methods. Others argue that making rooting easier lowers the bar: the easier it is, the more people will accidentally brick their devices and attempt to replace them under warranty, causing OEMs to make rooting more difficult in their next release. 

				

				The clear advantage of using a scripted or one-click root method is that the process is much easier. 

				The disadvantages of using scripted and one-click methods are that:

				• The hacker has less control over the process.

				• The end result is achieved without long periods of frustration.

				• Fewer devices are compatible with these methods.

				Rooting Two Devices

				This section provides a general overview comparing two methods of rooting at two levels of difficulty on two phones. The Nexus One is a developer’s phone; it was designed to be very easy to root and customize, and we use Fastboot to root it. The Thunderbolt is more difficult to root, and we use the psneuter exploit script.

				Don’t worry about any terminology you do not understand. It will become more familiar to you as you proceed.

				Nexus One

				In this section, we unlock and root a Nexus One phone. Google placed a removable lock on the bootloader, so first you have to unlock it using a developer tool called Fastboot. Once unlocked, the device is simple to hack and root. When an OEM allows community unlocking, it makes everything that follows simpler.

					1.	Connect the Nexus One phone to your computer with a USB cable.

					2.	Place the phone in Fastboot mode by booting while holding a combination of keys (the specific combination differs based on your device). Fastboot mode allows the phone to accept commands from the Fastboot protocol.

					3.	From a command shell window on your computer, run the following command to unlock the bootloader:

				fastboot OEM unlock 

					4.	Reboot the phone once again into Fastboot mode.

					5.	Run a script to install the “superboot” bootloader on the device.

				At this point, the Nexus One is completely rooted.

				HTC Thunderbolt

				A more difficult root is exemplified by the Thunderbolt from HTC. HTC locked the bootloader and made it very difficult to access the file system as a root user. This overview shows the increased level of complexity that comes with a locked bootloader. It is a high-level view of the steps necessary—see Chapter 9 for the down and dirty details.

					1.	Connect the Thunderbolt to your computer with a USB cable.

					2.	Use the ADB developer tool to push the following items to the SD card:

				• the psneuter exploit script

				• the BusyBox utility

				• a new bootloader image file.

					3.	Use ADB shell commands to change the permissions on the psneuter script and BusyBox so they can be executed.

					4.	Use ADB shell commands to run the psneuter exploit script to gain temporary root access to the system files.

					5.	Use the BusyBox MD5SUM command to make sure the image file is exactly the same as the original from which it was downloaded.

					6.	Use the BusyBox DD command to write the image file to the bootloader section of memory.

					7.	Use ADB shell commands to push a downgrade firmware signed by the OEM to the SD card.

					8.	Force the phone to reboot and install the signed downgrade firmware.

					9.	Use the ADB developer tool to push the following items to the SD card:

				• the psneuter exploit script

				• the BusyBox utility

				• the wpthis script.

					10.	Set the permissions on psneuter and run it to gain ADB shell root access.

					11.	Set permissions on wpthis and run it to gain access to the locked bootloader.

					12.	Use ADB to push a new bootloader image to the SD card.

					13.	Write the new bootloader to the core first-level bootloader.

					14.	Use the BusyBox MD5SUM command to make sure the hash of the new bootloader matches the bootloader image file.

					15.	If the MD5SUM is incorrect, repeat Steps 12–14 until the MD5SUM is correct.

					16.	Push a new unsigned custom system firmware to the SD card.

					17.	Reboot the phone and let the new bootloader load the custom firmware.

				At this point, the Thunderbolt has the S-OFF bootloader. There are then 10 more steps to install the SuperUser application and gain permanent root access. As you can see, rooting a device that has had its bootloader locked by the OEM is significantly more complex than rooting an unlocked device. Hacking a locked device to a free and open device is a rewarding experience that, once accomplished, will have you seeking to root more devices.

				The Root of It All

				Once your device is rooted, it’s really just the beginning. Applying custom firmware, known as a ROM, requires root access. If you want to remove OEM and carrier bloatware, you require root access.

				AT&T previously prevented non-market applications being installed on devices it supplied. Rooting one of these devices allowed users to install non-market and custom applications on an otherwise severely limited phone.

				
					Bloatware

					As mentioned in Chapter 1, carriers and OEMs take money from service vendors or developers to place applications on your Android device. This helps them offset the cost of the device (or boost executive bonuses, depending on your point of view).

					Whatever the reasons these applications are installed, they are permanent when your device is in its unrooted state. You cannot uninstall them or remove them. This is roughly analogous to purchasing a computer that can only have 19 programs installed on it and the manufacturer forces you to have 5 specific programs that you don’t want to use. This bloatware occupies the very limited memory on your device and sometimes runs services you don’t need or want, consuming battery and data storage.

				

				Some low-budget tablets and phones cannot even install applications from the official Google Apps Marketplace. If you root such a device, you can install the Google Apps Marketplace and access all the goodies that more expensive devices can access.

				As you can see, rooting your Android device is the doorway through which you can truly own your device. It eliminates carrier restrictions and removes the limitations that might otherwise force you to upgrade or purchase a different device.
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